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Abstract

A new semantics for algebraic specifications, called “visible semantics”, is defined.
Its most notable property is that it is specially suitable for dealing with the problem
of program correctness. Some properties of this semantics are proved and some
conclusions are described.

1 Introduction

Of all the theories that attempt to give meaning to algebraic specifications, initial se-
mantics ([GTW75], [GTW78], [TWW792)) is one of the simplest, most intuitive and most
widespread. However, from the very beginning, it was clear that this semantics was too
restrictive to model some abstract data types, for instance, stacks, lists, sets, etc.

As a result, behavioural semantics appeared ([SaW83], [SaTs3], [Rei81], [Rei84] al-
thought, in this paper the approach in [Niv87] is taken as a starting point). This semantics,
which tries to grasp the intuitive notion of “abstraction w.r.t. implementation”, is based
on dividing the properties of an algebraic specification into observable and nonobservable.
Two specifications are considered equivalent if the differences between them are nonol-
servable.

Though there have been several formulations of behavioural semantics (see [BBK94] or
[Kna93] for a survey), none of them is completely suitable for dealing with the problem
of proving the correctness of an algorithm w.r.t. an algebraic specification. The following
example makes this clear. -

Let us suppose that thereis an imperative programming language in which the operation
of multiplication is not built-in, and, also that a function to compute this operation is
programmed. The result could be as follows:
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function x(a,b:nat) ret c: nat
c:=0;
while b > 0 do
c:=c-a;
b:=b-1
endwhile
endfunction

If we wish to study the correctness of this function, we have to write a specification of
it. Since the specifications that we are considering are the algebraic ones, the result can
be as follows (initial semantics is used):

spec MULT] is

sorts
nat

signature
*: nat nat — nat

equations
¥ a,b:nat
*(zero,b)=zero
"(suc(a),b)=+(*(a,b),b)

endspec

We assume that operations suc, zero and + (with prefiz notation) have been defined. Their
signatures and equations have been, omitted for reasons of brevity.

We shall consider that function “*” Is correct if it is equivalent to specification MULT1
according to some reasonable notion of equivalence.

In order to find this notion of equivalence, the most logical choice is to transform the
function into an algebraic specification (in this way, we must compare two specifications.
which is easier than comparing a program with a specification). To do this, we can apply
the algebraic semantics on function **?. The result can be as follows:

spec MULT? is
sorts
nat
signature
*! nat nat — nat N
equations
Y a,b:nat
*(a,b)zeval_function(“function *(a,b:nat) ret c: nat ... endfunction” ab)
endspec




Operation eval function is part of the algebraic semantics of the language. It is assumed
that all the operations of this algebraic semantics have been defined. Their signatures and
equations have been omitted for reasons of brevity. (For an ezhaustive ezample of the def-
mition of the algebraic semantics of a language, see [GoP81] or [Wan80] ).

Now, we can say that function “*” i correct w.r.t. specification MULT] if specifications
MULT1 and MULT2 (which is the algebraic semantics of function “*7) are “equivalent”’
It is easy to see some properties that this equivalence must fulfil.

1. Two specifications can be equivalent despite having different signatures (in our ex-
ample, MULT? has at least one operation (eval function) which does not belong to
MULT1).

o

In fact, we can divide operations of a specification into two classes: those that we wish
to specify (such as “*”_in our example) and those that we describe only because they
are required to define the former (such as “eval_function” ). We call them “observable”
and “hidden”, respectively. It is easy to see that two equivalent specifications must
have the same observable operations.

states that are not visible in the external behaviour of the system. Therefore, only
terms that only have observable operations (hence, “totally observable terms”) should
be considered to define the equivalence.

Therefore, we can suppose that two specifications are equivalent if theiy totally observ-
able terms “behave” in the same way. But this approach is not completely correct.

The problem with this approach becomes clear when we wish to specify data types like
stacks, lists, sets, etc. For these data structures, it is advisable to obtain an abstraction of
the internal implementation similar to that of the conventional behavioural semantics. To
do this, the observable sorts! must be divided into two classes. The “nonvisible” ones are
the sorts that have abstraction of the internal implementation (they will normally repre-
sent data structures). The remaining sorts are “visible” sorts (they will normally represent
atomic types).” Two specifications are equivalent if their visible results are the same, that
is, if their totally observable terms of visible sort “behave” in the same way.

To sum up, two levels of “observability” are needed:
p Y

1. That which distinguishes between observable and hidden operations. This leve] is
necessary. since, if we want to specify all the data types that are of interest to us

A sort s is observable if there is an observable operation of sort s.
“This issue is explained at great length in [Niv87] for conventional behavioural semantics. In this
semantics, “visible” and “nonvisible” sorts are called “observable” and “nonobservahle” sorts, respectively.




(the semicomputdble data types), hidden operations are needed (for this issue, see
[BeT87)).

This level is necessary in order to obtain abstraction of the implementation, when this
abstraction is required. (This “observability” is that of the conventional behavioural
semantics)

Althought there are severa] formulations of behavioural semantics, there is none which
fulfils all the properties stated so far (see [BBK94]). One of the main problems is that
behavioural semantics is traditionally defined between algebras that share the same signa-
ture and, as we have seen, this is not acceptable here.

This paper aims to introduce an alternative to behavioural semantics which fulfils al]
these properties and. therefore. is suitable for the proof of algorithms. (In fact, this paper
Is part of my future thesis, which deals with the problem of automatic verification of algo-
rithms). We refer to this alternative semantics as “visible semantics”.

alence or by relaxing the satisfaction relation. However, visible semantics can only he
defined in the first way (the reason for this is given in Section 6).

The structure of this paper is as follows. First, in Section 2, the notation that we use
1s described. Next. visible semantics is completely defined and, finally, we outline some
conclusions and some ideas for future work.

2 Basic concepts

We begin by remembering some basic concepts of the theory of algebraic specification.
Definition 1. A S-set C is a family of sets indexed by S, C = {C}ses.

Definition 2. A simple signature Y is a tuple ¥ = (5, F) where S is a set whose
mewmbers are called sorts and £ is a ST x S-set (F = {‘Fwys}(u,’s)eg~xg), whose members
are called function symbols or operations.

It o € F,,, where v = ] X .o Xwn with wl, ..., wn,s ¢ S, we say that o is an
operation of domains wl, ..., wn and sort s. We shall write this as follows: o Foutoum s or
grwl X ... X wn — g, -

We refer to S as sorts(X) and to F as opns(X) . Variables of sort s are referred to as
vars(s).




Definition 3. Let there be two simple signatures ¥; = (81, Fy) and &y = (S2, Fy). We
shall write ¥, C %, if 51 € S and Fy C F,.

Definition 4. Let ¥ = (S,F) be a simple signature and X a set of variables. The sets
Tz (X) are defined as follows:

e lfz € X and 2 € vars(s), then z € T, (X).
e lfocF,, thenoe I, (X).
s foe€F, v, te Ty sty € Ty, , then o(ty, ..., tn) € Tx,.

The members of T, (X) are called terms of sort s,

Definition 5. Let T be a simple signature and X a set of variables. We define
Te(X) = {Tc,(X)},es and Ty = T=(D). The members of Tx(X) are called terms and
those of Tx ground terms.

Definition 6. Let £=(S,F) be a simple signature. A T-algebra 4 is a tuple (As, Ar)
where s = {4,},cs and Ar = {04}ser such that:

e lfoceF,, thenoy ¢ A,.

— A,.

o Ifoe Fupowm,s, then oy : Asy o A

$n

04 is called interpretation of the function symbol o in A.

Definition 7. Let ¥ be a simple signature. Let there be a term ¢ € Tx(X) and a
Y-algebra 4. We define 24(t) as follows:

e lf o€ F\, wheres ¢ S, then ca(o) = oy.

o Ifo € le...wn,sa h € TEwl,n-; tn € TEwn,then €A(O'(t1,..., tn)) = O'A(EA(tl),...,€A(tn)).
€4(t) is called evaluation of ¢ in A.

Definition 8. Suppose a simple signature . Let X be a set of variables. A (2*n+3)-

tuple (X, ¢, d),....c,. d,. ti.ty), where t,t, € Ty, (X); a,d € Te, (X); o ca,d, €
T, (X)), with s,5,....8, € sorts(X) is called T-equation of arity n (or X-equation with n
conditions).

We refer to the equation ¢ = (X,e1,dy, ..., Cryday b1, t2) as ¢; = d) &...& Cn = d, =
h=t(orase:c =d &.& ¢ =d, = t; = t,) . The set of variables contained in a
equation e is called vars(e).

(1]




A Y-equation of arity 0 is called simple equation or equation without conditions.

Definition 9. Let 4 be a Y-algebra. Let X be a set of values. Ap “assignment of
values” is an application v : X —s 4.

Definition 10. Given an application v such that v: X — A or v : ¥ —, Ty, v*(¢)
1s defined as follows:

o If t € X, then v*(¢) = v(¢).
o If ¢ ha; the form o(t,...,¢,), with n > 0, then v*(¢) = o(v*(4,), ..., v*(¢,)).

Definition 11. A Y-algebra A satisfies an equatione: ¢ =d; &.& ¢, = dy =t = ¢,
Vo vars(e) — A it is fulfilled that: e4(v*(¢;)) = ealv™(dy)) A L A ca(v(cy)) =
ca(v™(d,)) implies calv™(t)) = calv™(ty). If a Y-algebra 4 satisfies an equation e, we

shall write 4 = ¢,

Definition 12. Let £ be 4 set of equations. We shall write A = EifVe e Eitis
fulfilled that 4 |= .

Definition 13. A simple specification is a tuple SPEC = (X,F) where ¥ is a simple
signature and E a set of equations. We refer to £ as eqns(SPEC) .

Definition 14. Given a simple specification SPEC, we define Alg[SPEC) = {A | 4 =
eqns(SPEC))

3  Visible signatures

We begin by defining the kind of signature suitable for the theory which we wish to
ezpound. As was justified in the introduction, the signature which interests us must be able
to express two levels of “observability”. The first level has to distinguish between observable
and hidden sorts and operations. The second, between visible and nonvisible sorts, among
the observable ones. One way to do this is as follows:

Definition 15. A visible signature is a triple (Vis, Zous. S 4y) such that Yops =
(Sobs, Foss). Say = (S, F) are simple signatures and, moreover, }is C Soss and gy, C
\ﬁ

4.

We refer to the tuple (Vis,Zo4,) as an observable signature and, therefore, the mem-
bers of Sop, and of Fp;, are called observable sorts and operations, respectively. We call
the members of Vis visible sorts.




We call ¥, an extended signature. The members of (S\Soss) and of (F\Fos,) are
called hidden sorts and operations, respectively>.

Definition 16. Let & = (Vis, Zoss, Y 41) be a visible signature. We define s19-0bs(Z) =
(Vis, X os,). Given two visible signatures ¥; and ¥, such that sig-0bs(Xy) = (Visy, (21)08s)
and sig_0bs(X,) = (Vis,, (22)0ss), we shall write s19-0bs(X;) = sig-obs(Z,) if Vis; = Vis,
and (X1) o5 = (22) 0ss.

Now, we shall define the concept of term in a visible signature, which is simply a term
of the extended signature. A term is totally observable of visible sort if all its operations
are observable and, moreover, its sort is visible.

Definition 17. Suppose that ¥ = (Vis, Eoss, Zau) is a visible signature. We say that
A s a E-algebra if it is a Y an-algebra.
Tx,,(X), respectively. Analogously, for each sort s € S,
)s(X), (Tx,,)s, respectively.

We define T, Te(X)as Tx

~All

we define Ty, (X), Ts, as (Ts,,
Definition 18. Let ¥ = (Vis,Zous, S411) be a visible signature. We define TVisy =
{t1te(Ts,,,), Nse Vis).

Obviously, T'Viss is a subset of Tx. The members of TViss, are called totally observable
(ground) terms of visible sort.

As was justified in the ntroduction, a totally observable term of visible sort represents
a computation result which is externally visible (that is, visible “from outside” the specified
system).

Definition 19. Given a Y-algebra A, we define Arvis = {e4(t) | t € TVisy}.

Now, we shall introduce the category suilable for dealing with the visible semantics. 1o
do this, first we introduce the concepts of visible morphism and visible equivalence.

Definition 20. Let Y, and Y5 be two visible signatures such that sig-o0bs(X,) =

s19-0bs(Zg). Let A bea ¥ -algebra and B a L p-algebra. A visible morphism is a function 7
between Ary;, and Bryy, such that, for any ¢ € TViss , it is fulfilled that: flea(t)) = ep(t).

If this application is bijective, it is called visible 1somorphism.

Lemma 21. Let us suppose that Y4 and Tjp are two visible signatures such that
sig_obs(L,) = sig-0bs(Xg). Let A be a Y i-algebra and B a Yp-algebra. Only one of the

*On occassions. we shall use “nonobservable” as a synonym of “hidden”




following two cases may occur:

1. There is no visible morphism between A and B.

2. There is one single visible morphism between A and B.
Proof. The proof is in the appendix of this paper.

Notice that, in order to define a visible morphism between two algebras, they need not
have the same signature; only the same observable signature. This is coherent with our
philosophy which states that hidden sorts and operations are only useful for defining the
behaviour of the observable one, but are not visible “from the outside”. The same is true
of the following category.

Definition 22. The category Visible(Vis, ¥oss) contains all the Y-algebras such that
sig-0bs(X) = (Vis, £,,) as objects, and the visible morphisms as morphisms.

Now we shall define the visible equivalence between two algebras. This concept is also
defined between algebras that share the same observable signature.

Definition 23. Let ¥, and Y5 be two visible signatures such that sig_obs(L,) =
s19-06s(Ep). Let 4 be a £ algebra and B a Yip-algebra. A and B are visibly equivalent
(and we shall write A =y B) if there is a visible 1somorphism between A and B.

In the introduction, it was stated that the visible equivalence must take into account
only the totally observable terms of visible sort. This can be seen in the following lemma.

Lemma 24. Let ¥, and Yp be two visible signatures such that sig_obs(X,) =
stg-00s(Ep). Let 4 be a ©y-algebra and B a Lp-algebra. 4 and B are visibly equiv-
alent if and only if *:

Y Z‘.l, Iy € TVZ'S,\‘

= A

it is fulfilled that A = 4, = ¢, if and only f B=t =t

Proof. The proof is in the appendix of this paper.

4 Visible satisfaction of an equation

Following the philosophy of visible semantics. an equation is satisfied if all its totally
observable consequences of visible sortare so. In order to formalize this intuitive idea, first
we must state the following definitions:

“On the other hand, notice that T Viss 4= TVz'sEB.




Definition 25. Let us suppose that % is a visible signature and X is a set of variables.
We refer to a ¥ 4y-equation as a Y-equation.

Definition 26. Let ¥ be a visible signature. A visible ¥-context of sort s is a term
ve[z] belonging to Ts(z) where = is a variable of sort s.

Definition 27. Given a term ¢ € Tg(X) and a visible S-context ve[z], we refer to the
term obtained by replacing z in ve[z] by ¢ as ve[t] (that is to say, ve[t] = vez « t]).

velt] is @dny term for which t is a subterm. A totally observable consequence of visible
sort (of a term t) can be defined as a totally observable term of visible sort which can be de-
rived from t (or from contexts of t). Therefore, visible satisfaction can be defined as follows:

Definition 28. Let ¥ be a visible signature. Let e : ¢, = #) be a ground Y-equation
(without conditions) of sort s (that is, 4, t; € Tx,). A Y-algebra A visibly satisfies e (and
we shall write 4 =y ¢) if. for any visible context ve[z] of sort s, it is fulfilled that:

Vi, e TViss (=4 ve[ti]) A (L =4 velty]) implies =4 b

Definition 29. Let ¥ be a visible signature. Let e : ¢; = d; &...& Cn =dy =t = by,
be a T-equation. A T-algebra A visibly satisfies e (and we shall write A =y €) if:

Vv :vars(e) — Tk it is fulfilled that
(AlEv v (a)=v(d) A .. A (A Fv v (c,) = v"(d,)) implies (A4 Ev vi(t) = v7(ty))

Analogously to initial and behavioural semantics, we can define the concept of theory
taking as a starting point the satisfaction of an equation.

Definition 30. Let us suppose that % is a visible signature and that M is a set of
L-algebras. We refer to the set of all the 2-equations that are visibly satisfied by all the
algebras of M as the visible theory of M (and we shall write VisTheo(M)).

VisTheo(M)={e|VAc M Ay e}

If Ais a S-algebra, we refer to VisTheo({A}) as VisTheo(A) .

5 Visible specifications

Given the concept of the visible signature, that of the visible specification is easily de-

finable.

Definition 31. A visible specification is a tuple SPEC' = (I, F), where ¥ = (Vis, Zoss- S aut)
is a visible signature and £ is a set, of Y-equations. We define sig(SPEC) = £, sig_obs(SPEC) =
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(Vis,X04,) and eqns(SPEC) = E.

Definition 32. Let SPEC be a visible specification such that sig(SPEC) = £. We

refer to 7% as TZSPEC' Analogously, we define TESPEC(X) and (TESPEC)S' We refer to
TViSE as TViSSlagc.

Definition 33. Let us suppose that SPEC = (%, F) is a visible specification where
Y= (Vis, Los,, 2 411). We define the following concepts:

1. =sppcr{congruence defined by specification SPEC)
2. [Z]ESPEC (class of cquivalence of term t, according to this congruence)

3. Tspre (initial algebra of SPEC)

as, respectively,

L. =spger

2 4]

< UJ:SPEC’
3. Tsppc

where SPEC’ is the simple specification defined as SPEC" = (Xau, F).

6 Semantics of a visible specification
In this section, we shall define the visible semantics of a specification. To do this, we shall
start from the principle that two visibly equivalent algebras should be considered equal ac-

cording to visible semantics.

Definition 34. Let SPEC be a visible specification. We define the loose visible
semantics of SPEC as: )

Visible[SPEC] = {4 | 3B € Alg[SPEC] such that B =, A)

That is to say, the algebras belonging to Visible[SPEC] are those that aqre vistbly equiv-
alent to the algebras that Julfil the equations of SPEC.

In behavioural semantics, there is the “g00d” property that two algebras are equivalent

if they share the same theory. This enables us to define the (loose) behavioural semantics
of an algebraic specification as the set of algebras that behaviourally satisfy their equations.
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However, in visible semantics, two equivalent algebras need not satisfy the same equa-
tions since they can have different signatures and, consequently, the equations of one algebra
need not make sense in the signature of the other. Therefore, the only way to define the
(loose) visible semantics of a specification is as we did it starting from the notion of visible
equivalence,

We also define the initial and final visible semantics starting from this notion, as we
shall see below.

Definitidn 35. The initial and final visible semantics are defined respectively as:

Vis — [[SPEC] = {A , A =y TSPEC'}
Vis — FISPEC] = {A | A =, F[SPEC]}

. where T¢ppc and F[SPEC] are the initial and the final algebras of SPEC, respectively.

7 Conclusions

We have seen which properties are required for an algebraic semantics to be able to
deal with the problem of program correctness. A new kind of semantics (called “visible”)
which fulfils all these properties has been defined. We have described the new concepts of
visible morphism, visible category, visible equivalence, visible satisfaction of ap equation
and loose, initial and final visible semantics of a specification. It has been explained that
the concept of satisfaction does not serve to define the visible semantics of an algebraic
specification, unlike in behavioural semantics.

The lines of future research are twofold, F irstly, visible semantics will be extended to
support generic specifications such as “STACKIT]”, where T can be any sort (for more

details of this kind of specifications, see [TWW79b)).

Secondly, this paper is part of my future thesis, which propounds a method to automat-
ically deduce the correctness of a program w.r.t. an algebraic specification. The notion of
correctness that we shall use in this thesis will be defined starting from visible semantics.
which has been described here.
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A Appendix: Proof of lemmas 21 and 24

In the present appendix, we include the proofs of lemmas 21 and 24, which were been
stated in Segtion 3.

A.1  Proof of lemma 21
A priori, it seems that there are three possible cases:

1. There is no visible morphism between A and B.

o

- There is one single visible morphism between A and B.

3. There are several morphisms between A and B.
Consequently, we must prove that cases 1 and 2 may occur and case 3 may not.

L. The following example shows that case 1 may occur:

Let us suppose a visible signature X = (Vis, Dy, 2 4u) such that;

Vis = sorts(T gy, )

Yows = Xau

sorts(Zau) = {sortl}

opns(Xan) = {opl, op2} where opl, op2 :— sortl

[t is easy to see that totally observable terms of visible sort are op; and op, in this
signature. Now, let us consider the 2-algebras A and B such that:

Asortl = {‘} Bsortl = {*7#}
oply =e oplp = %
op2, =e op2p = #

[t is obvious that no visible morphism can be defined between A and B, since the
ouly mapping between A and B which fulfils f(e4(t)) = e5(t) (for any ¢t € TVisg )
is not an application because “e” has two possible images in B (“*” and CHT.
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2. Now, let us see that case may occur. The example in which 4 = B shows this.
In this example, a visible morphism is a function which fulfils flea(?)) = ea(t), (for
any t € TVisg ). It is obvious that this morphism exists and that it is the identity
function.

3. Finally, let us see that case 3 may not occur. We shall prove it by contradiction. Let
us suppose that there are two visible morphisms between A and B, called £, and f.
By applying the definition, for any ¢ € TViss ., it is fulfilled that:

Flzalt)) = ea(t)
Llea(t)) = ep(t)

By properties of equality, this means that, for any t € TVisg,, it is fulfilled that:

filealt)) = falea(t))

M M

l
m (n

i

That is to say, the two morphisms are the same, and, therefore, uniqueness is proved.

O

A.2 Proof of lemma 24

Since lemma 24 contains an “if and only if”, we must prove both “directions” of the
double implication:

o First, let us prove that, if 4 and B are visibly equivalent, then:

Vi, b e TViss

~A

it is fulfilled that 4 = ¢, = ¢, if and onlyif Bt =t

Let us suppose that 4 and B are visibly equivalent. This means that there is a visible
1somorphism f between A and B, Since f is a bijection, it is fulfilled that:

Va,a € Aryiy o = az if and only if flay) = flaz)

By the definition of Arvis, 2 € Ay, if and onlyif 3¢ ¢ TVz’sEA such that ea(t) = 1.
Then, the above statement is equivalent to the following one:

Vhoty € TVisg, c4(t)) =cq(ty) if and only if f(e(t1)) = f(ea(ty))

Now, siuce f is a visible morphism between A and B, for any L& I'Visy ., f(ea(t)) =
£p(t). Therefore, we obtain:

Vi, t € TViss, c4(t) = €4(ty) if and only if ep(t) = cp(ty)

14




By applying the definition of satisfaction of an equation in a given algebra and the
fact that ¢, and ¢, are ground terms®, this is equivalent to the following statement:

i tl s tz € TL',‘Z'vS'V‘

L4

it is fulfilled that A Et =t if and only if Bt =t

, which is what we wished to prove.

* Let us prove the reciprocal implication, that is, that the above statement implies
visiblesequivalence between A and B. By applying the definition of satisfaction of
an equation in a given algebra and the fact that t and t, are ground terms, this
statement is equivalent to the following one (which we shal] call “statement o”):

Vit € TVise, c4(ty) = €4(ty) if and only if ep(t) = cp(ty)

Consequently, we must proof that, if statement « is fulfilled, there is a visible iso-
morphism between 4 and B.

To do this, let us suppose that statement « is fulfilled. We define f as the mapping
which fulfils f(c4(¢)) = gp(t). If we prove that [ is a bijection, we shall prove that
A and B are visibly equivalent. We divide the proof into three parts:

— First, let us see that f is an application, that is,

Vay,a € Ary, a = g implies f(a;) = f(ay)

By the definition of Atvis, € Apy,, if and only if 3¢ ¢ TVisg, such that
€4(t) = z. Then, the previous statement is equivalent to the following one:

Vit e TVZ’S:A calty) = c4(ty) 1mplies Healt)) = flea(ty))
Now. since f is defined as Jea(t)) = ep(t), this means that:
Vi b€ TVisg, cy(ty) = €a(t2) implies ep(t)) = e5(ty)

which is fulfilled, by statement «.

— Now, let us see that f is irijective, that is,

Va,a € Apy, flay) = f(ay) implies a; = a,

SAnd, consequently, for any assignment of values v, 1t is fulfilled that v7(#) = ¢ and v (lg) = 15,
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By the definition of Arvis, € Ay, if and only if 3¢ ¢ TVisEA such that
ca(l) = r. Therefore, the above statement is equivalent to the following one:

Vit € TViss, f(ea(h) = f(za(t)) implies ea(ty) = ()
Now, since f is defined as f(ea(t)) = ep(t), this means that:
Vit € TViss, ep(t;) = ep(tz) implies e4 () = e4(ty)

which is fulfilled, by statement a.

Let us see that f is exhaustive, that is,
Vb€ Brvi, 3a€ Apy;, such that fla) =10

By the definition of Brvis, # € By, if and only if 3¢ ¢ TVisg, such that
€8(t) = z. Therefore, the above staternent is equivalent to the following one
(remember that 7'Visy 4= TVisg,):

Vie TVisy, 3a € Arys, such that fla) =ep(t)
Now, by the definition of /. we know that Healt)) = ep(t). Moreover, by the

definition of Ay, c4(t) € Ay, Consequently, if we make €4(t) be a, the
above statement is fulfilled and, therefore, exhaustivity is proved. [J
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