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Abstract

The dominant programming approach for scientific and industrial computing on clusters is MPI+X.

While there are a variety of approaches within the node, denoted by the “X”, Message Passing

Interface (MPI) is the standard for programming multiple nodes with distributed memory. This

thesis argues that the OmpSs-2 tasking model can be extended beyond the node to naturally

support distributed memory, with three benefits:

First, at small to medium scale the tasking model is a simpler and more productive alternative

to MPI. It eliminates the need to distribute the data explicitly and convert all dependencies into

explicit message passing. It also avoids the complexity of hybrid programming using MPI+X.

Second, the ability to offload parts of the computation among the nodes enables the runtime to

automatically balance the loads in a full-scale MPI+X program. This approach does not require

a cost model, and it is able to transparently balance the computational loads across the whole

program on all its nodes.

Third, because the runtime handles all low-level aspects of data distribution and communication,

it can change the resource allocation dynamically, in a way that is transparent to the application.

This thesis describes the design, development and evaluation of OmpSs-2@Cluster, a program-

ming model and runtime system that extends the OmpSs-2 model to allow a virtually unmodified

OmpSs-2 program to run across multiple distributed memory nodes. For well-balanced applications,

it provides similar performance to MPI+OpenMP on up to 16 nodes, and it improves performance

by up to 2× for irregular and unbalanced applications such as Cholesky factorization.

This work also extended OmpSs-2@Cluster for interoperability with MPI and Barcelona Su-

percomputing Center (BSC)’s state-of-the-art Dynamic Load Balancing (DLB) library in order to

dynamically balance MPI+OmpSs-2 applications by transparently offloading tasks among nodes.

This approach reduces the execution time of a microscale solid mechanics application by 46% on 64

nodes, and on a synthetic benchmark, it is within 10% of perfect load balancing on up to 8 nodes.

Finally, the runtime was extended to transparently support malleability, i.e. to dynamically

change the number of computational nodes being used by the program. The only change to the

application is to explicitly call an API function to request the addition or removal of nodes. The

entire process, including data redistribution and interaction with the Resource Management System

(RMS) is done by the runtime system. We also provide a checkpoint-restart API as an alternative

malleability approach that saves the application state and restarts with a different number of nodes.

In summary, OmpSs-2@Cluster expands the OmpSs-2 programming model to encompass dis-

tributed memory clusters. It allows an existing OmpSs-2 program, with few, if any, changes to run

across multiple nodes. OmpSs-2@Cluster supports transparent multi-node dynamic load balanc-

ing for MPI+OmpSs-2 programs and enables semi-transparent malleability for OmpSs-2@Cluster

programs. The runtime system has a high level of stability and performance, and it opens several

avenues for future work.
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Chapter1
Introduction

The dominant programming approach for scientific and industrial computing on clusters is MPI+X.

While there are a variety of approaches within the node, denoted by the “X”, such as OpenMP [137],

OmpSs [64]/OmpSs-2 [21], OpenACC [136] and others, the de facto standard for programming

multiple nodes with distributed memory is Message Passing Interface (MPI) [74, 75, 76]. MPI

provides a high-performance and highly scalable interface that matches the system architecture of

individual nodes connected by a high-speed network. It is, therefore, no surprise that almost all

High-Performance Computing (HPC) applications communicate among nodes entirely via MPI.

The tasking approach of OpenMP [137, 138] and OmpSs [64]/OmpSs-2 [23, 22, 24] offers an

open, clean and stable way to target a wide range of hardware on a node. Each task is a self-

contained computation and multiple tasks can run concurrently on different cores of an Shared

Memory Multiprocessor System (SMP), or they can be offloaded to accelerators such as a Graph-

ical Processor Units (GPUs) or Field-Programmable Gate Arrays (FPGAs) [38]. Most current

approaches, however, cannot run tasks on the resources (cores, GPUs, FPGAs, etc.) that belong

to a different node. The first idea of this thesis is to address this limitation in OmpSs-2, extend-

ing its tasking model to naturally support distributed memory clusters. We design, develop and

evaluate OmpSs-2@Cluster, an extension of OmpSs-2 that allows an unmodified (in many cases,

to be explained later) OmpSs-2 program to execute efficiently on up to about 16 to 32 nodes,

using all the resources on these nodes. It automatically offloads tasks among nodes and distributes

taskloops among all cores on all nodes, with the details of data distribution, synchronization and

communication handled by the runtime system.

OmpSs-2@Cluster is demonstrated and evaluated via an implementation using the Mercurium [18]

source-to-source compiler and the Nanos6@Cluster [24] runtime system. At a small to medium scale,

OmpSs-2@Cluster is an alternative to MPI or MPI+X. As it inherits the sequential semantics and

common address space of OmpSs-2, the program can be much simpler than a distributed memory

implementation using MPI or MPI+OmpSs-2. On the other hand, several runtime optimizations

are needed to mitigate potential serialization or bottlenecks due to the sequential semantics. The

OmpSs-2 model removes the need to write the MPI implementation in the first place, assuming

it does not already exist, eliminating the need to explicitly distribute the data and convert all

dependencies among computations into explicit message passing. It also avoids the complexity of

Hybrid programming using MPI+X, which brings questions of correctness, deadlocks and differing
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abstractions. While these problems can be handled well by existing expert programmers, they in-

crease development and maintenance time and cost. Pure OmpSs-2@Cluster can therefore improve

programmer productivity.

OmpSs-2@Cluster is a complete new implementation that is not directly related to OmpSs-

1@Cluster [43]. The design has been revisited from scratch, implemented in Nanos6 instead of

Nanos++, and several design decisions are very different. In particular, there is no centralized

directory cache. The weak accesses defined in OmpSs-2 allow tasks to be offloaded before the data

is ready.

In addition to improving programmer productivity, the ability for the runtime to transparently

offload tasks among nodes opens a number of additional opportunities that have so far been ig-

nored. In particular, we make new contributions to the long-standing problems of load balancing

and malleability.

Load balancing is one of the oldest and important sources of inefficiency in high-performance

computing. Many applications take care of load balancing (see Section 2.2 for more details), either

using partitioning or a second level of parallelism based on shared memory. The partitioning

approach divides the problem among the MPI ranks; based on a cost model that predicts the load

as a function of the partition. However, this cost model is not always accurate, and partitioning

is costly, especially if it is reapplied periodically to address varying load imbalances. Alternatively,

or in addition, if the MPI ranks can use a varying number of cores (or GPU resources, accelerator,

etc.), then the resources on a node can be dynamically reassigned among the MPI ranks on a node.

This requires a second level of parallelism that can utilize more than one core per MPI rank, e.g.

OpenMP or OmpSs. It also requires a mechanism to assign the cores on a node, such as Dynamic

Load Balancing (DLB) [81]. This approach takes care of load imbalance among the ranks on a

node, but the total work on each node stays the same, with no way to mitigate any remaining load

imbalance.

We therefore extend OmpSs-2@Cluster to provide transparent dynamic load balancing for ex-

isting MPI+OmpSs-2 programs. If the program is fully balanced, or any load imbalance can be

addressed merely by shifting cores among the ranks on each node, then the execution will be similar

to the existing approach using DLB. However, if the load imbalance is such that some nodes as a

whole are more heavily loaded than others, then OmpSs-2@Cluster will transparently offload tasks

among nodes to balance the loads, shifting the assignment of cores accordingly. Therefore, the

above “shared memory” approach was extended to encompass the whole system. We show that

this approach can mitigate load imbalance and significantly improve the performance of existing

MPI+OmpSs-2 programs through experiments on up to 64 nodes.

The final topic is malleability, which is currently under active investigation in HPC.1 Malleabil-

ity is the ability for a running program to dynamically change its resources’ utilization, e.g. by

adding or removing nodes as needed. Malleability is similar to the concept of elasticity, which is

well established in cloud computing.

MPI has supported basic malleability concepts since MPI-2 [74], which was published in 1997;

however it is cumbersome to implement in the application and, even 20 years later, very few

1It is supported by the DEEP-SEA project [58], which is one of several ongoing projects that partially investigate
malleability in HPC.
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applications currently have any malleability support. Nonetheless, Malleability support can help

improve the overall system utilization, but it requires support across the whole stack, ranging from

applications, MPI library, to the batch scheduler.

We extended OmpSs-2@Cluster to support malleability for OmpSs-2@Cluster programs. A pure

OmpSs-2@Cluster program, i.e. one that does not also include MPI, naturally supports malleability.

The only change needed in the application is to call an Application Programming Interface (API)

function to request the addition or removal of nodes to the computation. Since the virtual memory

layout is independent of the number of nodes and the runtime takes care of all data distribution

and task scheduling, the application does not need to do anything else. In the future, even the

decisions to add or remove nodes may be moved to the runtime.

1.1 OmpSs-2

OmpSs-2 [23, 22, 24] is the second generation of the OmpSs programming model. It is open source

and mainly used as a research platform to explore and demonstrate ideas that may be proposed

for standardization in OpenMP. The name originally comes from two other programming models:

OpenMP and Star SuperScalar (StarSs). The design principles of these two programming models

constitute the fundamental ideas used to conceive the OmpSs and OmpSs-2 philosophy.

Like OpenMP, OmpSs-2 is based on directives that annotate a sequential program, and it

enables parallelism in a dataflow way [144]. The model targets multi-cores and GPU/FPGA ac-

celerators. This decomposition into tasks and data accesses is used by the source-to-source Mer-

curium [18] compiler to generate calls to the Nanos6 [19] runtime API. The runtime computes task

dependencies and schedules and executes tasks, respecting the implied task dependency constraints

and performing data transfers and synchronizations.

The OpenMP concept of data dependencies among tasks was first proven in OmpSs [134].

As tasks are encountered within the sequential program (or parent task), these tasks and their

accesses are added to a Directed Acyclic Graph (DAG), which will be used to ensure that tasks

are executed in a way that respects the ordering constraints. OmpSs-2 differs from OpenMP in

the thread-pool execution model, targeting of heterogeneous architectures through native kernels

and asynchronous parallelism as the main mechanism to express concurrency. Task accesses may

be discrete (defined by start address) or regions with fragmentation [143]. OmpSs-2 extends the

tasking model of OmpSs and OpenMP to improve task nesting and fine-grained dependencies across

nesting levels [143, 7]. The improved nesting support enables effective application parallelization

using a top-down methodology. Furthermore, the addition of weak dependencies (see Section 3.3)

exposes more parallelism, allows better scheduling decisions and enables parallel instantiation of

tasks with dependencies between them.

1.2 OmpSs-2@Cluster model for distributed systems

Chapter 3 introduces the OmpSs-2@Cluster programming model and its runtime implementation.

Development of programming models for multi-core and many-core distributed systems is one of the

main challenges in computing research. Any modern programming model should:[146] (1) be able to
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exploit the underlying platform, (2) have good programmability to enable programmer productivity,

(3) take into account the underlying heterogeneous and hierarchical platforms, (4) enable the

programmer to be unaware of part of that complexity.

No programming model will get used in practice if it cannot effectively exploit the platform

(challenge 1). The large number of optimizations that were needed to realize our vision of trans-

parent task offloading was the hardest and most time-consuming aspect of this research.

Some optimizations, such as dedicating a thread to receive control messages, processing some of

these messages in parallel on idle cores, aggressively aggregating MPI messages to reduce overhead,

data versioning, and so on are not new, but they took significant time to implement, and they are

the cost of starting a new runtime implementation. Other optimizations, primarily the namespace

(Section 3.6.1), which transparently allows direct propagation between two offloaded tasks on the

same node, without any synchronization or critical-path messages to the original node are novel.

All of these optimizations were necessary before we could make any publication with a compelling

application or benchmark performance.

Programmer productivity and a clean abstraction were key considerations in this work (chal-

lenge 2). In traditional distributed memory programming, the developer must expose parallelism

and manage the resources and decompose and express their computations for the machine. In an

MPI+X program, the parallelism must be divided between the distributed-memory and shared-

memory parts in a way that is performance-portable among machines with widely different config-

urations. In practice, the developer needs to deeply understand these complex systems, and much

of this work is repetitive and time-consuming. Furthermore, to address efficient utilization of such

heterogeneous resources, we need programming paradigms with the ability to express parallelism in

flexible and productive manners [97]. A task-based programming model provides a unified way to

handle more powerful and complex nodes, which can otherwise be hard to target in a performance-

portable way. By handling low-level aspects in the runtime system, OmpSs-2@Cluster makes it

possible to write clearer and more intuitive code that is not obscured by these low-level details.

OmpSs-2@Cluster provides a simple path to move an existing OmpSs-2 program from single

node to small/medium-scale clusters. Any OmpSs-2 program with complete annotation of its de-

pendencies may be a valid OmpSs-2@Cluster program (see: Section 3.3.2). In OmpSs-2@Cluster,

there is no strict separation between the abstractions for distributed and shared memory. Execution

starts with an annotated sequential program, as maintaining sequential semantics and exposing a

common user-facing address space are non-negotiable and critical features that drive the produc-

tivity of the OmpSs-2 model. All ranks collaborating to execute an OmpSs-2@Cluster program are

set up with the same virtual address space, so data is copied among nodes without changing its

address. Conversely, the lack of address translation simplifies the runtime and provides no surprises

to the user.

The Nanos6@Cluster runtime considers the underlying heterogeneous and hierarchical platform

(challenge 3). It includes Non-uniform Memory Access (NUMA)-awareness and NUMA scheduling,

inherited from the SMP support in Nanos6, and contains some small updates to encompass the

OmpSs-2@Cluster programming model. However, cluster extension integration with the existing

support in Nanos6 for GPUs and FPGAs has not been done yet. Such work is natural, as these
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parts of the runtime are mostly orthogonal and is anticipated to be done in future.

Finally, OmpSs-2@Cluster allows the programmer to be unaware of much of the system’s com-

plexity (challenge 4), including data distribution and message passing, which are abstracted by the

programming model. The ability to offload tasks means that OmpSs-2@Cluster enables transparent

dynamic load balancing and malleability, two complex capabilities that are difficult to realize using

existing MPI or MPI+X approaches.

1.3 Dynamic load balancing

Load imbalance is one of the oldest and most important sources of inefficiency in high-performance

computing. The issue is only getting worse with increasing application complexity, e.g. Adap-

tive Mesh Refinement (AMR), modern numerics, system complexity, e.g. Dynamic Voltage and

Frequency Scaling (DVFS), complex memory hierarchies, thermal and power management [1], Op-

erating System (OS) noise, and manufacturing process [100]. Load balancing is usually applied in

the application [108, 133, 12], but it is time-consuming to implement, it obscures application logic

and may need extensive code refactoring. It requires an expert in application analysis and may

not be feasible in very dynamic codes. Automated load imbalance has been attacked from multi-

ple points of view, and state-of-the-art solutions generally only target parts of the load imbalance

problem, as explained in Section 2.2. Static approaches, such as global partitioning, are applied at

fixed synchronization points that stop all other work [161, 120], and they rely on a cost model that

may not be accurate. This task gets harder as the size of the clusters continues to increase.

Chapter 4 presents our solution for MPI+OmpSs-2 programs, which relieves applications from

the load balancing burden and addresses all sources of load imbalance. Only minor and local

changes are needed to be compatible with the model because no additional markup is required

beyond the existing OmpSs-2 task annotations. The dynamic load balancing is done based on

runtime measurements of the average number of busy cores in a way that is entirely transparent

to the application. It leverages the malleability of OmpSs-2 in terms of dynamically changing

numbers of cores, the core assignment capabilities of DLB and task offloading with work stealing

from OmpSs-2@Cluster.

The key aspect is that each MPI rank visible to the application can directly offload work across

a small number of helper processes on other nodes. We use the concept of an expander graph from

graph theory, which is a graph with strong connectivity properties, so that load imbalance is not

stuck in a local bottleneck. This approach limits the amount of point-to-point communication and

state that needs to be maintained, and it provides a path to scalability to large numbers of nodes.

1.4 Malleability

Several studies [85, 156, 70] demonstrate a suboptimal use of resources in many of the TOP500

supercomputers [179]. Users often over-provision their jobs by requesting more resources than the

application can efficiently utilize, or the application is only able to efficiently use all its allocated

resources for a small portion of the total execution.

Although most traditional HPC applications allow the user to select the number of resources at
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submission time (they are moldable), this allocation cannot be modified once the application has

started. The MPI paradigm means that once an application starts running, it exclusively occupies

a fixed number of nodes. As a side effect, all other resources, including accelerators such as GPUs,

that are attached to these nodes are also occupied during the entire execution of the application.

Chapter 5 presents our approach for malleability of OmpSs-2@Cluster programs. An alternative

to full malleability is Checkpoint and Restart (C/R), which is a commonly used approach, but it

stops and restarts the application, and it moves state through the Input Output (IO) hierarchy

and filesystem. We introduce a C/R API for OmpSs-2@Cluster, implemented it inside the runtime

using MPI-IO, and use C/R as the baseline for evaluation.

We explain how a pure OmpSs-2@Cluster program, i.e. one that does not interoperate with MPI,

inherently supports malleability. In brief, this is because the virtual memory layout of the program

is independent of the resource allocation and all data distribution and task scheduling is delegated

to the runtime. We implement full transparent malleability support in Nanos6@Cluster, based on

MPI Comm spawn. In-memory data migration and dynamic process management are handled within

the runtime system. When nodes are removed, it may be necessary to migrate data to ensure that

no data is lost, i.e. that at least one copy of the latest data is present on the remaining nodes. The

remaining data can be eagerly redistributed among the nodes according to the new distribution,

or it may be lazily redistributed. In most cases, the lazy redistribution scheme offers the greater

potential for communication–computation overlap.

The introduction of MPI Sessions [95] into the MPI-5.0 standard makes this a good time to

implement malleability in the runtime. Our current results are somewhat constrained by the

peculiarities of the MPI Comm spawn interface since processes must be released back to the system

in the same order and with no finer granularity than they were spawned. This introduces a tradeoff

because processes may need to be spawned one by one at a much higher overhead than in a large

group so that an unknown number of nodes can be released later. This issue will be resolved once

the MPI libraries include support for MPI Sessions. Few changes will be needed to the low-level

parts of the Nanos6@Cluster runtime to make use of this functionality and realize the full potential

of our techniques.

1.5 Thesis contributions

This thesis presents the implementation of OmpSs-2@Cluster as a malleable task-based program-

ming model and runtime system for distributed memory systems. The main contributions in this

thesis include:

1. The first task offloading extension of the OmpSs-2 programming model for distributed mem-

ory systems that supports fine-grained tasks and with a complete decentralized execution

graph and memory infrastructure.

2. The runtime implementation includes optimizations and implementation details to maintain

compatibility with the OmpSs-2 programming model without sacrificing flexibility or per-

formance. Such optimizations include from the runtime side: strategies for smarter access

propagation that reduce auxiliary and redundant communication. From the user point of
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view, we expose a new API and directives to provide extra control and flexibility and extend

the programming model. This study produced a conference paper [4].

3. The integration of the runtime system with a normal MPI application to create a load balance

strategy supported by the task offloading feature of OmpSs-2@Cluster. At the same time,

the runtime system was successfully integrated with the DLB library to manage underlying

resources, delivering everything in a completely transparent approach for the final user. This

contribution produced another conference paper [5].

4. The runtime and programming model was extended to perform malleable operations with

a semi-transparent C/R approach and a fully transparent Dynamic Process Management

(DPM). This last contribution includes data migration and process creation strategies and

policies to provide maximum flexibility and simplicity to the user. Additionally, this function-

ality implements smart integration with the Resource Management System (RMS) to exploit

the dynamic capabilities when available.

1.6 Publications

This thesis has resulted in two international peer-reviewed publications as a first author:

• [4] Jimmy Aguilar Mena, Omar Shaaban, Vicenç Beltran, Paul Carpenter, Eduard Ayguade,

and Jesus Labarta Mancho. “OmpSs-2@Cluster: Distributed Memory Execution of Nested

OpenMP-style Tasks”. In: Euro-Par 2022: Parallel Processing. Ed. by José Cano and Phil

Trinder. Cham: Springer International Publishing, 2022, pp. 319–334. isbn: 978-3-031-

12597-3. doi: 10.1007/978-3-031-12597-3_20

This paper presents much of the material of Chapter 3.

• [5] Jimmy Aguilar Mena, Omar Shaaban, Victor Lopez, Marta Garcia, Paul Carpenter,

Eduard Ayguade, and Jesus Labarta. “Transparent load balancing of MPI programs us-

ing OmpSs-2@Cluster and DLB”. in: 51st International Conference on Parallel Processing

(ICPP). 2022

This paper presents the material of Chapter 4.

There are two additional publications as the second author:

• [86] Guido Giuntoli, Jimmy Aguilar, Mariano Vazquez, Sergio Oller, and Guillaume Houzeaux.

“A FE 2 multi-scale implementation for modeling composite materials on distributed architec-

tures”. In: Coupled Systems Mechanics 8.2 (2019), p. 99. doi: 10.12989/csm.2019.8.2.099

This paper presents the MicroPP benchmark, which was ported to OmpSs-2@Cluster for the

evaluation in Chapter 4. Most of the optimizations and modifications implemented to make

the code suitable for parallelization and to profile the application were introduced into the

mainline development of MicroPP.
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• [164] Omar Shaaban, Jimmy Aguilar Mena, Vicenç Beltran, Paul Carpenter, Eduard Ayguade,

and Jesus Labarta Mancho. “Automatic aggregation of subtask accesses for nested OpenMP-

style tasks”. In: IEEE 34th International Symposium on Computer Architecture and High

Performance Computing (SBAC-PAD). 2022

This paper presents the auto keyword, which simplifies the development of programs using

nested tasks and allows subtask memory allocation. This work was done in close collaboration

with the programming model definition and runtime development.

1.7 Objective

The main objective of this research is to develop a runtime implementation of the OmpSs-2 direc-

tive task-based programming model for distributed memory systems with malleable capabilities.

Such a runtime may simplify the development and porting of HPC parallel applications in small-

medium size clusters and improve the resource utilization of the final applications by automatizing

or simplifying access to common optimizations. Hence, allowing interoperability with other models,

load balance and application dynamic resource management.

To achieve the objective, we have the following specific objectives:

• Develop a functional version of the Nanos6@Cluster runtime for distributed memory systems,

using and following the OmpSs-2 programming model specifications to use as a baseline.

• Test and profile the first implementation with synthetic benchmarks to detect optimization

opportunities in the runtime and limitations or peculiarities which may require modifications

of the OmpSs-2 programming model for the cluster use case.

• Modify the Nanos6@Cluster runtime system to interoperate with external libraries and ex-

ternal MPI applications to integrate OmpSs-2@Cluster with the DLB library to explore load-

balancing benefits in distributed memory systems.

• Add an API using MPI-IO to provide semi-transparent C/R capabilities to OmpSs-2@Cluster

applications in order to perform on-disk process reconfiguration.

• Extend the OmpSs-2@Cluster and runtime system using the MPI DPM features to provide

transparent malleability functionalities and integration with the RMS (Slurm) to the appli-

cations.

1.8 Document structure

The rest of this thesis is divided into five chapters.

Chapter 2 presents the related work and state-of-the-art relevant for the following chapters.

The chapter is divided in three sections corresponding to the following chapters in the documents.

Chapter 3 develops the fundamental concepts of the OmpSs-2@Cluster programming model

and the Nanos6@Cluster runtime implementation. It motivates and describes a number of crucial

runtime optimizations and demonstrates scalability on up to about 16 to 32 nodes. It also describes
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the OmpSs-2-TestGen test generator program and automatic test case simplifier, which were crucial

to obtaining high stability of the runtime.

Chapter 4 extends OmpSs-2@Cluster for interoperability with MPI to allow dynamic multi-node

load balancing of MPI+OmpSs-2 programs. It starts several helper processes on each node, which

can be used to execute offloaded tasks from the application’s MPI ranks on other nodes. It uses

Barcelona Supercomputing Center (BSC)’s DLB library to reassign cores among the application

and helper ranks on each node, together with a work stealing task scheduler.

Chapter 5 develops application-transparent malleability for OmpSs-2@Cluster. Since an OmpSs-

2@Cluster program is independent of the number of nodes on which it executes, the number of nodes

can be updated dynamically, with all interactions with the batch scheduler, spawning and removing

of nodes, and data redistribution handled transparently by the runtime.

Finally, Chapter 6 concludes the document and proposes some avenues for future work. We

have built the core OmpSs-2@Cluster programming model and runtime implementation and proven

its scalability and utility for dynamic load balance and malleability. All the codes and benchmarks

developed over the course of this research are publicly available as open source in the hope that

future researchers will build upon our work.
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Chapter2
State of the art and related work

This chapter covers the related work and state of the art for the three key topics of this thesis.

Section 2.1 covers task-based programming for Shared Memory Multiprocessor Systems (SMPs)

and distributed memories, and it is relevant for the whole thesis. Section 2.2 covers the state of

the art for load balancing, which is relevant for Chapter 4. Finally, Section 2.3 covers the related

work for malleability, which is relevant for Chapter 5.

2.1 Task-based programming models

2.1.1 Shared memory tasks

Task parallelism is supported in numerous frameworks for shared memory systems. Some have sim-

ple and explicit approaches, while others allow parallelization and ordering with more complex ap-

proaches of using specific programming schemes, e.g. C++-11 allows the mixing of std::threads,

std::futures, std::promises and std::mem fn to provide a primitive task-like behavior. Rust

and some modern programming languages provide similar functionalities with native features.

Cilk is a task-based programming model for shared memory, based on tasks identified with the

spawn keyword and synchronization to wait for spawned tasks using the sync statement [34]. It is

perhaps the first well-known task-based programming model. Cilk++ extends the model to support

parallel loops [118]. The Cilk approach influenced similar work like the research of Vandierendonck

et al.; they present a unified parallel fork–join task based model with a Cilk-like syntax in many

aspects [185].

OpenMP is a shared memory directive based approach that generates tasks from sequential code

with a fork–join approach for parallel regions. It has become de facto standard for task program-

ming in SMP systems since the inclusion of asynchronous tasks in version 3.0. Starting version

4.0 [137], the standard included support for data dependencies influenced by OmpSs and tested with

Nanos++ [134]. Barcelona Supercomputing Center (BSC) also contributed to a later 4.5 version,

which adds support for the priority clause to task and taskloop constructs (see: Section 3.2.1).
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2.1.2 Distributed memory tasks

From the design point of view, there are three main characteristics of task-based programming

models on distributed memory systems:

Granularity A typical data size or execution time of individual tasks.

Dependency graph Relationship among tasks, in terms of ordering and passing of data. These

relationships are typically between tasks or between tasks and their dependencies.

Scheduling Allocation and scheduling of tasks to execute on compute resources, in order to min-

imize execution time, minimize data copies; i.e. maximize data locality, and avoid idle time,

i.e. maximize load balance.

Other characteristics to consider: the level of language support, how to define or discover tasks,

whether tasks can create their own subtasks and the relationships between tasks and subtasks of

different tasks, the management of distributed memory, and keeping track of the location of data.

In the literature, there are multiple frameworks that implement different variants of task pro-

gramming models. Table 2.1 has a brief characterization summary for the most well-known and

cited ones:

CHAMELEON is a library for fine-grained load-balancing of MPI+X applications with tasks [116].

It can dynamically adapt to changing execution conditions, such as variability in node performance

(Dynamic Voltage and Frequency Scaling (DVFS), memory hierarchies, power cap) or application

load balance (adaptive mesh refinement, ADER-DG does extra work when the numerical solution

is not physically admissible). It uses the OpenMP target offloading construct to define task data

accesses, and data is always copied back to the parent after the execution of each task. Unlike

OmpSs-2@Cluster, CHAMELEON is intended only to serve as a mechanism for dynamic load bal-

ancing; see Section 2.2.1 for a comparison in this context. It is not optimized for scalability with

offloaded tasks and it has not been extended to support malleability.

DASH is a C++ template library that implements operations on C++ Standard Template Li-

brary (STL) containers on distributed memory using Partitioned Global Address Space (PGAS)

and distributed tasking [78, 79]. Each process creates its local dependency graph in parallel. The

dependencies on non-local memory are automatically resolved by the runtime system. Since there

is no total ordering of the dependencies among nodes, the execution must be divided into phases

so that non-local input dependencies in phase n access the latest result from phase n− 1 or before.

This increases complexity compared with the sequential programming model of OmpSs-2@Cluster.

DuctTeip is a distributed task-parallel C++ framework for hierarchical decomposition of pro-

grams using data structures such as dense matrices, sparse matrices and trees, abstracted through

a data handle [191, 192]. The approach supports general task graphs and allows an efficient im-

plementation of common application structures. It is a C++ framework, which exposes its own

datatypes that must be employed by the application, which may be a significant effort for large
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existing applications. In contrast, OmpSs-2@Cluster supports C, C++ and potentially Fortran,1

and it is designed for easy porting of existing applications using (multi-dimensional) arrays and

pointers. DuctTeip also uses Message Passing Interface (MPI) for inter-node communication and

pthreads for shared memory. It is implemented on top of the SuperGlue [177] shared memory

library that supports data versioning. DuctTeip naturally supports multiple versions of the same

data, which eliminates write-after-write dependencies. In a later work the authors of DuctTeip pro-

pose TaskUniVerse [190] as a general-purpose Application Programming Interface (API) that can

serve as an abstraction layer for several tasking back-ends, such as cpuBLAS, SuperGlue, StarPU,

DuctTeip or cuBLAS.

OmpSs-1@Cluster is a variant of OmpSs-1 for clusters of Graphical Processor Units (GPUs) [43].

It has a similar approach to OmpSs-2@Cluster, but task creation and submission are centralized,

dependencies are only among sibling tasks, and address translation is needed for all task accesses.

It uses a directory on one node to track all data location, rather than passing the location through

the edges of a distributed dependency graph. It has only strong tasks, so it has limited ability to

overlap execution with task creation overhead. It does not support interoperability with MPI or

malleability.

COMP Superscalar (COMPSs) is a framework for the development of coarse-grained task-

parallel applications, ensembles or workflows for distributed infrastructures, such as clusters, clouds

and containerized platforms [173, 15, 11, 123]. It is the other major programming model, besides

OmpSs/OmpSs-2, in the Star SuperScalar (StarSs) family. OmpSs and COMPSs both compute

the task dependency graph from the task accesses, and they both provide sequential semantics.

Whereas OmpSs supports C and Fortran, COMPSs targets Java, C/C++ and Python. The task

granularity for COMPSs is much higher than that of OmpSs: approximately 1 second to 1 day,

rather than roughly 0.1ms to 10ms for OmpSs. Both provide a single address space for computing

dependencies, but whereas OmpSs computes dependencies based on regions of (virtual) memory,

COMPSs computes dependencies on files or objects. COMPSs schedules tasks to run concurrently,

respecting data dependencies across the available resources, which may be nodes in a cluster, cloud

or grid. In cloud environments, COMPSs provide scalability and elasticity features with many

similarities to the malleability support in Chapter 5.

Cluster Superscalar (ClusterSs) is a Java-based member of the StarSs family that targets

the IBM’s Asynchronous Partitioned Global Address Space (APGAS) runtime for clusters of

SMPs [174]. Cluster Superscalar (StarSs) tasks are created asynchronously and assigned to the

available resources using APGAS, which provides an efficient and portable communication layer

based on one-sided communication. It has a strict division between the main node that generates

tasks and the worker nodes that execute them. It has similar characteristics to COMPSs.

Pegasus is another workflow management system that uses a Directed Acyclic Graph (DAG) of

tasks and dependencies between them. Deelman et al. [57] use Chimera [77] to build the abstract

1Fortran support is not implemented, but is anticipated in the design.
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workflow based on the user-provided partial, logical workflow descriptions.

GPI-Space is a fault-tolerant execution platform for data-intensive applications [154, 30, 35].

It supports coarse-grained tasks that help decouple the domain user from the parallel execution

of the problem (including fault tolerance). It is compared with Hadoop for MapReduce-style

computations. It is built upon Global Address Space Programming Interface (GPI) to benefit from

Remote Direct Memory Access (RDMA) and stores intermediate results in the Random Access

Memory (RAM) instead of storage, which is what Hadoop does.

Charm++ is a C++-based object-oriented programming model and runtime for running mi-

gratable objects known as chares [112, 2, 141, 142]. It uses a message-driven runtime model in

which methods result in sending a message to a chare, resulting in asynchronous function execution

with some similarities to task execution. Whereas OmpSs-2, and by implication OmpSs-2@Cluster,

build a dynamic dependency graph oriented to the data, Charm++ maintains a work pool of seeds

for new chares and messages for existing chares. Each chare can only execute a single method

at a time. Charm++ also include support for load balancing and malleability (see: Section 2.2.1

and Section 2.3.2). The OmpSs-2@Cluster approach is designed for easy porting of existing C,

C++ or Fortran (in future) programs with tasks and dependencies computed from data accesses

to (multi-dimensional) arrays and pointers.

PARTEE is an alternative implementation of the OmpSs programming model with improved

performance for fine-grained nested tasks and irregular dependencies [140, 139]. It improves upon

the earlier BDDT [181] task-parallel runtime by extending its block-based dynamic dependence

analysis to run across multiple threads and to support nested parallelism. A version of PARTEE has

been developed [28] that executes tasks across four nodes connected by the GSAS shared memory

abstraction on top of UNIMEM hardware support [113]. Myrmics is a predecessor of PARTEE for

a custom hardware architecture called Formic [125]. It has a hierarchical task dependency graph,

which is distributed over 512 mini-nodes communicating via Direct Memory Access (DMA). It uses

region-based memory allocation and has dynamic task footprints with regions.

PaRSEC is an efficient system for the distributed task execution [40, 39, 97]. The annotated

source code is automatically translated into a parameterized DAG representation. The full graph is

not stored or expanded in full, and information about tasks can be found through local queries on

the DAG representation. Scheduling is Non-uniform Memory Access (NUMA)-aware and locality-

based.

Event Driven Asynchronous Tasks (EDAT) is a library that provides a task-based model

to abstract the low-level details while still keeping a realistic view of the distributed nature of the

application [42]. Event Driven Asynchronous Tasks (EDAT) supports task nesting, and it uses the

concept of events, which is equivalent but not the same as dependencies in other programming

models. The programmer does not need to care about the low-level details of communications,

such as sending and delivering events. Other distinctive concepts of EDAT are the transitory and
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persistent tasks and events. From the programmer’s point of view, the model behaves like tasks

consuming events, which are fired from a source to a target at any point in the application. The

programmer’s main role is to design parallelism and decide which aspects of the code interact with

each other, but not manage how this actually happens at the low level.

Kokkos is a C++ library abstraction layer that enables programmers to express parallel patterns

and data spaces abstractly, by relying on the Kokkos library [66, 67, 180]. It maps these to an

underlying model such as OpenMP, Compute Unified Device Architecture (CUDA) or Heteroge-

neous Interface for Portability (HIP). This approach insulates the programmer from vendor-locked

programming models by providing a path from common code to various backends increasing the

portability. As an abstraction layer Kokkos does not require any compiler support, which, there-

fore places the burden of writing and maintaining backends on Kokkos itself, rather than sharing

between the compiler community. Kokkos supports a kernel style of programming, where lambda

functions are written to describe the execution of a single loop iteration (similar to the kernels of

Open Computing Language (OpenCL)) and are executed over a range in parallel.

Raja and its associated libraries provide a similar approach to performance portable programming

to leverage various programming models, and thus architectures, with a single-source codebase [29].

Raja targets loop-level parallelism by relying solely on standard C++11 language features for its

external interface and common programming model extensions, such as OpenMP and CUDA, for

its implementation. OmpSs-2@Cluster takes an alternative approach based on annotated C or

C++ tasks and data accesses.

Wool is another library for nested independent task parallel programming [71]. It focuses on low

overhead fine-grained tasks. Tasks can be created and spawned, and the SYNC operation blocks

until the task has completed execution. It also supports parallel for loops.

XKaapi is a custom OpenMP runtime implementation for clusters of SMPs and NUMA archi-

tectures [84, 186]. The authors introduce several heuristics to use the dependency’s information to

modify the behavior of the application at several levels to control data and task placement; and

the task stealing strategy, depending on the topology.

HPX is an implementation of the ParalleX [109] programming model, in which tasks are dynami-

cally spawned and executed close to the data [110]. An Active Global Address Space (AGAS) is used

to transparently manage global object data locality. HPX is locality-agnostic in that distributed

parallelism capabilities are implicit in the programming model rather than explicitly exposed to

the user. Synchronization of tasks is expressed using futures and continuations, which are also used

to exchange data between tasks.

X10 is an object-oriented programming language designed by IBM for high-productivity pro-

gramming of cluster computing systems [50, 187]. Similar to OmpSs-2@Cluster, X10 spawns asyn-

chronous computations, but the programmer is responsible for describing the data across the PGAS
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memory. This is done using high-level programming language constructs to describe the data dis-

tribution, creating asynchronous tasks and synchronizing them. A central concept in X10 is a place,

which is a location to place data and computation. Although OmpSs-2@Cluster has a mechanism

to provide a data distribution hint in the dmalloc memory allocation, it is not necessary.

Fortress is a multi-purpose programming language with emphasis on mathematical syntax and

large parallel systems [176, 187]. The core of the language provides built-in support for task

and data parallelism with a syntax similar to Fortran. Task parallelism is managed using im-

plicit threads and spawned (or explicit) threads, and it also supports parallel constructs similar

to OpenMP’s parallel and parallel do clauses. Fortress organizes memory locations in a tree

of regions closely associated with the underlying structure of the system. Lower levels describe

the local entities (shared memory), and higher levels represent distributed entities. Unlike OmpSs,

these levels imply that the user needs to be aware of the underlying architecture and memory

distribution.

Cascade High Productivity Language (Chapel) is another programming language focussed

on the HPC community with task support and its own syntax [175, 187]. Chapel abstracts com-

putational units as “locales”, and task parallelism is mainly supported through parallel statements

such as forall, which works similarly to OpenMP’s parallel for.

X10, Fortress and Chapel, share with OmpSs-2@Cluster a similar approaches in the design of

parallelism, task support, the use of partitioned global address space and the multi-threading sup-

port (which OmpSs-2@Cluster inherits from OmpSs-2@SMP). However, unlike OmpSs-2@Cluster,

all of them attempt to be new programming languages, so they have a steeper learning curve for

existing High-Performance Computing (HPC) developers and more effort to port applications.

ProActive is a parallel programming model and runtime for distributed-memory infrastructures,

such as clusters, grids and clouds [46]. It supports parallelism for “active objects”, which can run

concurrently and remotely on other nodes. Each active object has its own control thread, and it

serves incoming requests for executing methods. The default communication layer is Java Remote

Method Invocation (RMI), which provides portability across distributed memory infrastructures

at the cost of some performance. OmpSs-@Cluster is designed and optimized for performance and

scalability.

StarPU is a C library and runtime system for executing applications on heterogeneous ma-

chines [14]. Some efforts [55] extend the GNU Compiler Collection (GCC) compiler suite to pro-

mote some concepts exported by the library as C language constructs. In StarPU, the programmer

can define tasks to be executed asynchronously on the core of an SMP or offloaded to an accelera-

tor. Similarly to OmpSs, the programmer specifies the direction so that the runtime discovers and

enforces the dependencies between them.

StarPU-MPI is the multi-node extension of StarPU [13]. All processes create the same DAG

of top-level tasks, and it uses an owner-compute model to determine which node executes the task.
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The allocation of tasks to nodes is therefore done at task creation time. Whenever a dependency is

between top-level tasks to be executed on different nodes, both the sender and receiver post the MPI

call at task creation time. Posting the receives in advance removes the need for additional control

messages to track satisfiability, but it implies a high memory consumption and some throttling

mechanism, which limits the discovery of parallelism [163].

Legion is a parallel programming system with an Object Oriented Programming (OOP) syntax

similar to C++ based on logical regions to describe the organization of data, with an empha-

sis on locality and task nesting via an object-oriented syntax [26]. Legion also enables explicit,

programmer-controlled movement of data through the memory hierarchy and placement of tasks

based on locality information via a mapping interface. Part of Legion’s low-level runtime system

uses Unified Parallel C (UPC)’s GASNet [37, 36, 117].
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OmpSs-2@Cluster ✓✓ ✓✓ ✓ ✓✓ ✓ ✓✓ ✓ ✓
OmpSs-1@Cluster ✓✓ ✓✓ ✓ ✓ ? ✓ ✓ ✓
StarPU-MPI ✓✓ ✓ ✓ ✓ ✓ ? ✓ ✓
DuctTeip ✓ ✓ ✓ ✓ ✓ ✓ ✓
DASH ✓ ✓ ✓ ✓ ✓ ✓ ✓
PaRSEC ✓ ? ✓ ✓ ✓✓ ? ? ✓ ✓ ✓
Charm++ ✓✓✓ ✓ ✓ ✓ ✓

Table 2.1: Comparison of distributed tasking models.

Table 2.1 summarizes the main frameworks for fine-grained distributed memory task parallelism.

Most of them wrap or extend existing frameworks for shared memory tasking.

2.2 Dynamic load balancing

Even though load imbalance has been attacked from very different points of view (data partition,

data redistribution, resource migration, etc.); these solutions generally only target the imbalance

in one of its sources (input data imbalance, resource heterogeneity, resource sharing, etc.).

This is especially dramatic in MPI applications because data is not easily redistributed. In MPI

based hybrid applications, the computational power loss due to load imbalance is multiplied by the

number of threads used per MPI process. For these reasons, load imbalance in MPI applications is

targeted in many research works.

There are many proposed solutions in the literature, most of them directly provided by the

application itself, e.g., BT-MZ [108], discrete event simulation [133] or Monte Carlo simulations [12].

However, we consider a general solution that relieves applications from the load balancing

burden. Moreover, it must be a solution that addresses all sources of load imbalance. In a general
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way, load balancing solutions can be divided into:

Before the computation redistribute the data to load balance it between the processes.

These solutions can only be applied to certain data distribution (graph, mesh, etc.) and must be

calculated before each execution for each different set of input data. The main limitation is that it

cannot handle a dynamic load imbalance that changes during the execution. One of the best-known

solutions to distribute the work before the execution is the mesh partitioner METIS [114]. Some

studies also show that mesh partitioning strongly affects performance [166].

During the execution tries to load balance applications during the execution. Generally, it

uses two kinds of approaches the ones that redistribute the data or the ones that redistribute the

computational power. Repartitioning methods are also based on mesh partitioning that is applied

periodically during the execution [161, 120].

The two main challenges of these methods are that it is not trivial to determine a load heuristic

to predict the load and that the repartitioning process is time-consuming. Thus, users must apply

it with caution.

2.2.1 Data redistribution to balance work

Redistributing the data is rigid in terms of the type of imbalance it is capable of solving, and it

only applies to applications where data can be partitioned. Due to these two conditions, generally,

the application needs modifications to be aware of the load balancing algorithm.

Charm++ To achieve load balance, the Charm++ runtime can migrate the chares before their

execution, which is decided by the load balancing strategy. It automates dynamic load balancing

for task-parallel as well as data-parallel applications via separate suites of load-balancing strate-

gies. The capability can be triggered manually or automatically after a load imbalance is detected.

Charm++ performs permanent migration, i.e. workpieces are migrated to a processing unit and will

remain there until a potential new re-balancing step is executed. Some studies use Charm++ to de-

velop and experiment with different load balance strategies, including hierarchical methods [195] or

considering topology, communications and affinity [105, 106]. Our approach implements load bal-

ancing in an MPI+OmpSs-2@Cluster program, and it addresses issues of interoperability between

the MPI and tasking models.

Adaptive MPI (AMPI) is an implementation of MPI that uses the load balancing capabilities

of Charm++ [98, 33]. Balasubramaniam et al. also propose a library that dynamically balances

MPI processes by predicting the load and migrating the data accordingly [16].

Yang et al. present a technique to use the server-client features of Asynchronous Dynamic Load

Balancing (ADLB) and perform domain decomposition of irregular spatial data distributions in

order to balance the application dynamically with this hybrid approach [189]. They take into

account spatial join costs.
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2.2.2 Hybrid programming

One of the most common approaches in this direction is to add a second level of parallelism based

on shared memory. Several shared memory runtime systems implement dynamic work-sharing and

work-stealing among threads to mitigate the effects of load imbalance in shared memory. Section 2.1

already mentions some of these frameworks and libraries, so here only extra remarks are added.

The Intel Threading Building Blocks [145], currently known as oneTBB, is a C++ template

library that provides functions, interfaces, and classes to parallelize an application.

OpenMP is the most widely used shared memory programming model, and MPI+OpenMP, is

the most widely used hybrid model for HPC applications [138]. A recent proposal, for free agent

threads [122] improves OpenMP’s malleability at the level of cores; i.e. by allowing the addition or

removal of cores inside a parallel section. This approach improves the load balancing capabilities

of MPI+OpenMP, but unlike OmpSs-2@Cluster, it can only balance the load independent on each

node, so it cannot move work from one node to another.

Khaleghzadeh et al. consider the bi-objective optimization problem for performance and en-

ergy (e.g. on heterogeneous HPC platforms) to do workload redistribution [115]. However, Smith

et al. [167], Henty [93] and Cappello et al. [45] shows that hybridizing can help improve load bal-

ance, but not in all situations. The effectiveness may depend on the code, level of imbalance, the

communication patterns, and memory access patterns.

Dynamic Thread Balancing Dynamic Thread Balancing (DTB) is a library that intercepts

the PMPI function calls of the MPI and shifts threads between the MPI processes residing on the

same node with the OpenMP omp set num threads call [168]. The busy waiting freed threads are

put to sleep to avoid consuming compute cycles. In this regard, this approach is very similar to

Dynamic Load Balancing (DLB) (see below). The algorithm needs several iterations to converge

to a stable and optimal redistribution, and their approach is focused on SMPs with many Central

Processor Units (CPUs).

The works done by Spiegel et al. [168] and Duran et al. [63] are similar to our approach in

the use of information from previous iterations. They both aim to balance applications with two

levels of parallelism by redistributing the computational power of the inner level. And they both

do it at runtime without modifying the application. The first one balances MPI+OpenMP hybrid

applications, and the second one balances OpenMP applications with nested parallelism. We extend

these ideas to enable load balancing not just individually inside each node but across the whole

application.

Asynchronous Dynamic Load Balancing ADLB is a master-slave infrastructure that works

in a server-client fashion for MPI+X applications [124]. When a process requests work of a given

type, ADLB can find it in the system either locally (that is, the server receiving the request has

some work of that type) or remotely. Every server knows the status of work available on other

servers by updating a status vector that circulates around the ring of servers. ADLB also considers

memory use and balance.
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FLEX-MPI is an extension to MPI that will redistribute the data to improve the load balance

based on profiling information [127]. All these solutions need coarse-grained and rather persistent

load imbalances to be efficient.

CHAMELEON allows fine-grained load balancing of task-parallel MPI+X applications [116].

They included “a node known to have lower energy efficiency” with a power cap and likwid-

setFrequencies [91] to reduce the core frequency of a single node [116]. On the other hand for

software imbalances, they 1) vary the work per rank in a dense matrix multiply and 2) use an

Adaptive Mesh Refinement (AMR) application, and 3) use ADER-DG, which has load variability.

CHAMELEON is the closest approach to ours. In comparison with CHAMELEON, OmpSs-

2@Cluster supports task dependencies, using the same data access specifications to describe task

dependencies and data locality/copies. We execute the task in a context with the same virtual

address space, simplifying the porting and debugging of programs that work on data structures

with pointers. We use a small number of helpers per MPI rank in the program, organized as

a sparse expander graph, to limit the amount of communication and coordination among MPI

ranks. Whereas CHAMELEON is only reactive to fine-grained load imbalance, OmpSs-2@Cluster

uses DLB’s Lend When Idle (LeWI) module [80] to react to fine-grained load imbalance, as well as

DLB’s Dynamic Resource Ownership Management (DROM) module [56] to reserve cores to address

coarse-grained load imbalance.

2.3 Malleability

Parallel applications can be classified into four categories:

Rigid Require a fixed allocation of processors. Once the number of processors is configured, the

application cannot be executed on a smaller or larger number of processors.

Moldable Can run on a flexible number of processors. However, the allocation of processors

remains fixed during the runtime of the application.

Evolving Can change the number of processors during execution. The change is triggered by the

application itself.

Malleable Can change the number of processors during execution, and it is triggered by an ex-

ternal resource management system.

These categories respond to a scheduling perspective, considering who and when the application

size is determined [72, 68, 92].

For the more dynamic classifications (evolving and malleable) several approaches have been

tried for years. Based on prior work [102, 103, 104], two main reconfiguration approaches are

clearly defined based on the data migration strategies:

On disk reconfiguration On-disk reconfiguration is based on the principle of saving the state of

a job in a non-volatile memory device, in order to load it when required. (see: Section 2.3.1)
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On memory reconfiguration Dynamic data redistribution mechanisms distribute the data, point-

to-point or collectively, among processes without accessing the disk. (see: Section 2.3.2)

Fully malleable applications require some support and integration with the Resource Man-

agement System (RMS). Several studies demonstrate the benefits of scheduling algorithms which

consider malleable jobs, using theoretical analysis, and simulation with job traces [73, 65, 99].

Other works have demonstrated the benefits of a malleable processor allocation technique based

on a combination of moldability and folding techniques [182]. Finally, some other approaches tried

adaptive scheduling policies in grids with KOALA multi-cluster scheduler and DYNACO [44]

framework, the AppLeS [32] project, Satin [188] and GrADS+SRS [183].

2.3.1 Malleability with Checkpoint and Restart

The simplest approach for malleable applications is Checkpoint and Restart (C/R) which is also

useful for some other purposes such as resilience and to support jobs that run for longer than the

maximum time slot allowed by the RMS. The main difference between the other two use cases

with malleability is that generally, they assume that the restart the parallel application will have

a similar configuration than the checkpoint process (same number of nodes), which is not the case

for malleability.

C/R has been used for more than 30 years for malleability purposes because it does not require

reallocation or job resize support in the RMS or the MPI library. To perform a malleability

operation using C/R, the application first saves its state data to the hard-drive (to perform a

checkpoint), it then stops the execution and schedules another job, which restores the data state

from the checkpoint and continues the computation (restart).

In order to achieve starting and stopping of the parallel applications, the total or partial state of

the applications have to be checkpointed. The extensive diffusion of modern and faster Solid State

Drive (SSD) in HPC facilities accompanied by better networks and more efficient parallel filesystems

reduce the cost to choose this approach for malleability purposes [148]. Various studies [135, 69,

147] have surveyed several checkpointing strategies for sequential and parallel applications. Some

strategies are in the kernel, while others are at the user level; but the common goal in all of them

is to implement checkpoint and restore with the minimum runtime overhead for checkpointing.

Most checkpoint schemes and libraries are mainly designed for fault tolerance [27, 149] and not

for malleability. Therefore they optimize Input Output (IO) and checkpoint operations to reach

permanent storage while exploiting all available hardware features to reduce times, overheads and

latency [61, 165, 135, 31]. A very common consequence of these optimizations is that they make

it hard to recover the checkpoint with a different parallel application configuration (i.e. number of

processes).

Checkpointing systems for parallel applications can be classified depending on the transparency

to the user and the portability of the checkpoints.

Transparent Hides all details of checkpointing and restoration of saved states from the appli-

cation. These approaches are generally not portable, e.g. DMTCP [10], CoCheck [169],

NVRC [135]
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Semi-transparent Generally hides most checkpoint details such as state and distributions, but

they still require some modifications to the source code to specify the data or the moments

to checkpoint, e.g. CLIP [51], SRS [184] and FTI [27]

Non-transparent involves the users to make modifications in their programs but are highly

portable across systems, e.g. PLinda [107], DyRecT [87]

Some runtime systems already utilize a “checkpointing and restart” mechanism in order to

resize the application, essentially spawning a new job every time a reassignment of resources is

required [92, 98].

For malleability purposes, C/R has some advantages considering that its main drawback (IO

time and latency) is being improved in modern architectures:

1. The checkpoint files are useful for multiple purposes, such as analyzing the results, checking

application status or progress, tracing and porting or migrating the application to another

system.

2. No support is needed from the RMS to reconfigure the application because the rest of the

computation is scheduled as a new job.

3. The wallclock time and scheduling time are independent of the application and reconfigura-

tion.

4. The approach is intuitively in the MPI paradigm.

5. Is it possible to implement C/R using simple MPI primitives without extra dependencies.

6. The application is portable across HPC facilities without special permissions or configuration.

The most basic, portable and extended approach for parallel portable C/R applications is the

MPI-IO API introduced in the MPI standard since 1997 [74]. The goal of the MPI-IO interface is to

provide a widely used standard for describing parallel IO operations within an MPI message-passing

application [54, 89, 90].

However, there are still two disadvantages of C/R for malleability purposes. First, the applica-

tions need to be designed or modified to conditionally perform checkpoint and restart operations.

Second, the checkpoint and restart files need to be formatted independently of the resource config-

uration and data distribution. The latter point is complex because many fault tolerance libraries,

e.g. FTI [27] normally create a separate checkpoint file per process so that the data format is tightly

coupled to the data distribution and the number of processes. It then becomes difficult or nearly

impossible to reformat the data to restart with a different number of nodes or MPI ranks.

2.3.2 Malleability with dynamic process management

MPI applications can in principle be moldable since the introduction of Dynamic Process Man-

agement (DPM) in the MPI-2 standard. Multiple studies have attempted to provide rescalable

applications [89, 90]. However, this feature has been notoriously cumbersome to use for application
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developers since it requires hand-coding for the redistribution of data across nodes. MPI does

not provide explicit support for malleability or interaction with the resource manager, making the

moldable and malleable MPI applications complex and scarce. In general, the functionality does

not fit comfortably in the programming model, increasing code and software design complexity.

An interesting approach to implement malleability used by [126] in the Process Checkpointing

and Migration (PCM) API simplified the data migration mixing a C/R approach with DPM. That

work conceives malleability as split and merges operations supported using PCM calls added to

application code. However, since MPI applications are processor-centric, and their scheme needs

significant application code modification for performing data re-decomposition after resize. The

main advantage of this schema is that C/R is generally simpler to implement than a complex

generalized data migration schema with communications.

Cera et al. provide malleable MPI applications with dynamic CPUSETs mapping (specific to

multicore machines) and dynamic MPI with the OAR resource manager [47]. This work investigates

two techniques to provide malleable behavior on MPI applications and the impact of this support

upon a resource manager. The second technique is more general to allow shrinking or growing using

MPI process spawning primitives. Moreover, significant application programmer effort is necessary

to perform data re-decomposition after resizing.

2.3.2.1 Frameworks and libraries with support for malleability

Charm++ The Charm++ allows migrating all or part of the chare objects’ state to the disk using

the Pack-UnPack (PUP) routines. With that, it is possible to perform checkpoint-restart strategies

with some abstractions. However, the process is not totally automated, and the programmer needs

to design part of the checkpoint and restart strategy. Besides that, Charm++ jobs also have

some ability to shrink or expand their node footprint by dynamic migrating chares to different

processors [111]. This approach is limited because in case of shrink, some residual processes are still

left on the processors that are removed from the available processor pool. These residual processes

carry out low-level processor-based tasks, such as forwarding messages for migrated objects to

their new homes and spanning tree-based reductions. The residual processes raise severe inter-job

interference and security concerns, making this approach impractical. Moreover, in this approach,

for expansion, the job size is limited to the number of nodes where it was initially launched. Hence,

for efficient and true resize, one needs to eliminate these residual agents.

Adaptive MPI (AMPI) combines over-decomposition and checkpoint-restart [98]. The main

idea is to perform shared file-system-based checkpoint-restart and application re-launch. Its main

drawback is slowness due to IO and re-launch costs. Prabhakaran et al. [150] combined AMPI with

the workload manager Torque/Maui and extended the RMS to deal with malleable jobs, and they

provided a communication layer between the Charm++ runtime and the Torque/Maui scheduler.

The most relevant efforts in job malleability aimed at adaptive workloads, ready to be adopted

in production environments, integrate reconfiguration capabilities with an RMS which is aware of

the cluster status.
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ReSHAPE is a framework that includes a programming model and API, data redistribution

algorithms, a runtime library, and a parallel scheduling and resource management system [170].

It is strongly centered on iterative applications, and some of its components are derived from the

DQ/GEMS project [172]. The initial extension of DQ to support resizing was done in previously

by Swaminathan [171].

Power-aware resource manager (PARM) uses over-provisioning, power capping, and job

malleability to maximize job throughput under a strict power budget in over-provisioned facili-

ties [160]. Regarding malleability, it mainly relies on the Charm++ runtime support.

Elastic MPI is an infrastructure and a set of API extensions for malleable execution of MPI

applications based on Slurm and MPICH [53]. Using the functions provided in this API, an

application is declared as malleable and the processes of the application check whether Slurm

initiated a reconfiguration. MPICH has been enhanced with a new set of functions that replace

and complement the standard implementation. In addition to being MPICH-dependent, As a

drawback, this approach does not assist in data redistribution.

Dynamic Management of Resources (DMR) proposes an API with a mechanism to accom-

plish malleability on MPI applications in collaboration with Slurm [101, 103]. The work proposes a

methodology for dynamic job reconfiguration driven by the programming model runtime in collab-

oration with the global resource manager and the library works like a communication layer between

Nanos++ and Slurm that allowing moldable and malleable MPI applications. The DMR API relies

on Slurm for managing and reallocating resources, and in the offload semantics of OmpSs-1 [155]

to handle processes and data redistribution automatically. Although the DMR API provides a

highly usable interface, it requires a special effort to integrate the reconfiguration capabilities for

irregular applications (e.g. applications implementing a consumer–producer scheme) because not

every process features the same data structures.

In a later work, the same author presents a library for dynamic management of resources

(DMRlib) [104]. Such a library exposes a minimalist set of semantics in an MPI-like syntax which

eases malleability adoption for developers familiar with the MPI programming model to easily in-

tegrate malleability mechanisms in MPI applications by using the standard MPI communication

routines and a reconfiguration trigger, which will determine the synchronization point for mal-

leability actions. The job reconfiguration is encapsulated in a single call to DMRlib that abstracts

the resource reallocation in Slurm, the process management (spawns and terminations), and the

data redistribution among processes. Users can provide their own redistribution functions using

any function implemented in the underlying MPI library. The implementation does not require

any new functions or wrappers to the MPI standard.

DMRlib is the closest work to ours due to its integration with OmpSs-1, its interaction with

the RMS and the use of MPI Comm Spawn to dynamically add processes. Unlike OmpSs-2@Cluster,

the user must provide code to implement the data redistribution, although the process is simplified

through a defined interface.
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Iserte made a detailed study comparing some of these approaches, syntax and usability, including

code examples and useful comments and implementation descriptions [102].

2.3.3 Other approaches

C/R strategies as explained in Section 2.3.1 attain low performance because of the cost of disk

operations. Some applications go around this issue using in-memory C/R [194, 193], transferring

the data among processes, point–to–point or collectively, without accessing the disk. The over-

head of the reconfiguration provided by traditional C/R mechanisms compared with a dynamic

redistribution of data is discussed by Lemarinier et al. [119] and Iserte [102].

EasyGrid is an EasyGrid Application Management System (AMS) aimed at adjusting automat-

ically the scale of a running application [162]. For this reason the library provides a new set of

functions that enables developers to: determine reconfiguration points, calculate the new grade of

parallelism depending on the data gathered during the execution, and redistribute the data, and

trigger reconfiguration.

Flex-MPI integrates three features: monitoring, load-balancing and data redistribution [127].

The User Level Failure Migration (ULFM) [119] is a non-standard MPI malleability extension

combining the fault tolerance mechanism in ULFM MPI Comm shrink with the MPI-2 standard

routine MPI Comm spawn to support dynamic reconfiguration.
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Chapter3
OmpSs-2@Cluster

3.1 Introduction

Combining two fundamentally different programming models is difficult to get right [158, 157].

The tasking approach of OpenMP and OmpSs offers an open, clean, and stable way to improve

hardware utilization through asynchronous execution while targeting a wide range of hardware, from

Shared Memory Multiprocessor Systems (SMPs), to Graphical Processor Units (GPUs), to Field-

Programmable Gate Arrays (FPGAs). OmpSs-2@Cluster extends the same approach, of OmpSs-2

tasking to multiple nodes. We develop OmpSs-2@Cluster, which provides a simple path to move an

OmpSs-2 program from single node to small- to medium-scale clusters. We also present the runtime

techniques that allow overlapping of the construction of the distributed dependency graph, efficient

concurrent enforcing of dependencies, data transfers among nodes, and task execution.

Several research groups are looking into tasks as a model for all scales ranging from single

threads and accelerators to clusters of nodes, as outlined in Section 2.1. Our approach is unique,

in that, in many cases, a functional multi-node version of an existing OmpSs-2 program can be

obtained simply by changing the configuration file supplied to the runtime system. The meaning

of the program is defined by the sequential semantics of the original program, which simplifies

development and maintenance. All processes use the same virtual memory layout, which avoids

address translation and allows direct use of existing data structures with pointers. Improvements

beyond the first version can be made incrementally, based on observations from performance anal-

ysis. Some optimizations that are well-proven within a single node, such as task nesting to overlap

task creation and execution [143] are a particular emphasis of OmpSs-2@Cluster, since they clearly

have a greater impact when running across multiple nodes, due to the greater node-to-node latency

and a larger total number of execution cores.

The program is executed in a distributed dataflow fashion, which is naturally asynchronous,

with no risk of deadlock due to user error. In contrast, MPI+X programs often use a fork–join

model due to the difficulty in overlapping computation and communication [158]. We show how

well-balanced applications have similar performance to Message Passing Interface (MPI)+OpenMP

on up to 16 nodes. For irregular and unbalanced applications like Cholesky factorization, we get

a 2× performance improvement on 16 nodes, compared with a high-performance implementation

using MPI+OpenMP tasks. All source code and examples are released open source [24].
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3.2 Background

3.2.1 OmpSs-2 programming model

OmpSs-2 [23, 22, 24] is the second generation of the OmpSs programming model. It is open source

and mainly used as a research platform to explore and demonstrate ideas that may be proposed

for standardization in OpenMP such as the concept of data dependencies among tasks which was

first proven in OmpSs. Like OpenMP, OmpSs-2 is based on directives that annotate a sequen-

tial program, and it enables parallelism in a dataflow way [144]. The model targets multi-cores

and GPU/FPGA accelerators. This decomposition into tasks and data accesses is used by the

source-to-source Mercurium [18] compiler to generate calls to the Nanos6 [19] runtime Application

Programming Interface (API). The runtime computes task dependencies and schedules and exe-

cutes tasks, respecting the implied task dependency constraints and performing data transfers and

synchronizations.

OmpSs-2 differs from OpenMP in the thread-pool execution model, targeting heterogeneous

architectures through native kernels, and asynchronous parallelism as the main mechanism to

express concurrency. Task dependencies may be discrete (defined by start address), or regions with

fragmentation [143].

At the beginning of the execution, the OmpSs-2 runtime system creates an initial pool of worker

threads. The main function is wrapped in an implicit task, which is called the main task, and it is

added to the queue of ready tasks. Then, one of the worker threads gets that task from the queue

and starts executing it. Meanwhile, the rest of the threads wait for more ready tasks, which could

be instantiated by the main task or other running tasks.

OmpSs-2 enable asynchronous parallelism using data-dependencies between the different tasks.

When a new task is created, its dependencies are matched against those of existing tasks, and if

found, the task becomes a successor of the corresponding tasks. Tasks are scheduled for execution as

soon as all their predecessors in the graph have finished or at creation if they have no predecessors.

The task that executes code to generate more tasks is the parent task of the newly created tasks,

and consequently, the new tasks are their children. For this reason, the main task is the parent

task of all user tasks and is at the top of the task hierarchy.

This version extends the tasking model of OmpSs and OpenMP to improve task nesting and

fine-grained dependencies across nesting levels [143, 7]. The depend clause is extended with weakin,

weakout and weakinout dependency types, which serve as a linking point between the dependency

domains at different nesting levels without delaying task execution. They indicate that the task

does not itself access the data, but its nested subtasks may do so. Any subtask that directly accesses

data needs to include it in a depend clause in the non-weak variant. Any task that delegates accesses

to a subtask must include the data in its depend clause in at least the weak variant.

The taskwait directive in OmpSs-2 has a similar semantic and description than the one in

OpenMP. taskwait suspends the current task until all child tasks generated before the taskwait

finalize. If the taskwait include dependencies the current task region is suspended only until all

the child tasks with dependencies on the declared dependency region complete execution. Unlike

OpenMP, OmpSs-2 tasks do not execute a taskwait at the end of their body because they delay the
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finalization of tasks, they hinder the discovery of parallelism and delay the release of all dependencies

until all child tasks finish (even the dependencies not declared by any subtask).

Early release is one of the distinctive features of the OmpSs-2 programming model [143]. OmpSs-

2 tasks do not hold all their task accesses until all their subtasks finish. Instead, when the parent

finishes, having created and submitted all its subtasks, it connects the last subtask for each access

to the parent’s successor. When the subtask completes, the data is passed directly to the successor

task without additional synchronization via the parent.

Similarly to OpenMP, the taskloop construct specifies that the iterations of one or more asso-

ciated loops will be executed in parallel using explicit tasks. The iterations are distributed across

tasks generated by the construct and scheduled to be executed.

OmpSs-2 defines task for as a work-sharing task constructor with the ability to run concur-

rently on different threads, similarly to OpenMP parallel for. task for tasks do not force all

threads to collaborate nor introduce any kind of barrier. The task for partitions the iteration

space of a for-loop in chunks that will be spread among collaborator threads. Such chunks do not

have task-associated overheads such as memory allocation or dependency management.

3.2.2 OmpSs-2 program build and execution

Figure 3.1 shows the schematic internal process to build any OmpSs-2 application. This process is

the same for OmpSs-2@Cluster programs because the runtime library Nanos6@Cluster is the one

linked with the MPI library, not the user code.

int main() {

#pragma oss task

{}

return 0;

}

int main()

{

void *nanos_task_ptr_0;

nanos6_create_task (& nanos_task_ptr_0);

nanos6_submit_task(nanos_task_ptr_0);

return 0;

}

Binary
mcc mpicc

Figure 3.1: OmpSs-2@Cluster application build with Mercurium.

In Figure 3.1 the initial user source code with annotations is transformed by Mercurium into

an intermediate source code with Nanos6 API calls. Any native compiler can then create the final

executable from the transformed sources and link with Nanos6 and the MPI library.

Mercurium automatizes the compilation into a single step for the final user: mcc source -o

binary. However, some options allow the user to access the intermediate files with the transformed

code if needed. The binary created in Figure 3.1 can be executed in the same way as any MPI

program.

3.3 OmpSs-2@Cluster programming model

OmpSs-2@Cluster extends the OmpSs-2 tasking approach, to multiple nodes. OmpSs-2@Cluster

programs are executed using mpirun or mpiexec like any MPI application and the runtime will

initialize the processes in the correct role automatically. Each MPI process will execute multi-

threaded automatically using the same thread-pool model than OmpSs-2 on SMP explained in
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Section 3.2.1. The tasks created at any nesting level can execute on any thread of any MPI

process, dependencies, offloading, and data transfers are handled transparently by the runtime.

As a programming model, OmpSs-2@Cluster only has one new requirement for correctness

(full dependency specification) and a few programming extensions to improve performance. The

compiler only requires a minor revision to support these new features.

Table 3.1 summarizes the main features of OmpSs-2@Cluster as a programming model. The

table includes some internal runtime optimizations but also features exposed to the user.

Feature Description

Sequential semantics Simplifies development, porting, and maintenance. Tasks can be defined at any
nesting level and can be offloaded to any node.

Common address space Simplifies porting of applications with complex data structures by supporting point-
ers and avoiding address translation.

Distributed dataflow execu-
tion

Task ordering and overlapping of data transfers with computation of another task
are automated, reducing synchronizations and avoiding risk of deadlock.

Distributed memory alloca-
tion

Informs runtime that memory is only needed by subtasks, reducing synchronization
and data transfers. Provides data distribution affinity hint.

Minimizing of data transfers The taskwait on and taskwait noflush directives help minimize unnecessary data
transfers.

Early, late or auto release of
dependencies

A tradeoff between parallelism and overhead is exposed through control over the
release of dependencies.

Cluster query API and
scheduling hint

Optional ability to instruct the runtime to control detailed behavior and optimize
decisions.

Table 3.1: Key features of OmpSs-2@Cluster.

Figure 3.2 shows a sliced matrix–matrix multiplication kernel using OmpSs-2@Cluster. Every

task executes a matrix multiply of ts × dim where dim is the matrix dimension, and ts is a

predefined task size. The figure includes some features and several optional annotations useful in

the explanation below but not needed or redundant in a real matrix–matrix benchmark.

In Figure 3.2 the weak dependencies outer task is an optimization to allow subtask creation

to be overlapped with task execution and namespace direct propagation (see: Section 3.6.1). In

general, the program as a whole is executed in a distributed dataflow fashion, with data transfers and

data consistency managed by the runtime system. Data location is passed through the distributed

dependency graph.

3.3.1 Sequential semantics

Like OmpSs-2 on an SMP, tasks are defined by annotations to a program with sequential semantics,

and all tasks, including offloadable tasks, can be nested and defined at any nesting level. OmpSs-

2@Cluster assumes that all the tasks can be offloaded without any strong restriction. The runtime

system decides dynamically what and where the tasks are offloaded, generally based on scheduling

policies or constraints defined in the annotations. Tasks may be executed across all threads within

the process (which is typically the whole node or a single socket), or offloaded to another process.

The example in Figure 3.2 shows how the same code can be executed in a sequential workflow

and may be valid just by removing the annotations (pragmas).

In an OmpSs-2@Cluster, parallel application execution starts on the master process, which runs

main as the first task. The tasks are dynamically discovered/created while the execution advances.
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1 void matmul(const double *A, const double *B, double *C, int dim , int ts)

2 {

3 int rowsPerNode = dim / nanos6_get_num_cluster_nodes ();

4
5 for(int i = 0; i < dim; i += rowsPerNode) {

6 int targetNode = i / rowsPerNode;

7
8 #pragma oss task weakin(A[i*dim; rowsPerNode*dim]) weakin(B[0; dim*dim]) \
9 weakout(C[i*dim; rowsPerNode*dim]) node(targetNode) label("weakmatvec")

10 {

11 #pragma oss task for in(A[i*dim; rowsPerNode*dim]) in(B[0; dim*dim]) \
12 out(C[i*dim; rowsPerNode*dim]) label("taskformatvec")

13 for(int j = i; j < i + rowsPerNode; j += ts) {

14 cblas_dgemm(CblasRowMajor , CblasNoTrans , CblasNoTrans ,

15 ts, dim , dim , 1.0, &A[j * dim], dim ,

16 B, dim , 0.0, &C[j * dim], dim);

17 }

18 }

19 }

20 }

21
22 int main()

23 {

24 double *A = nanos6_dmalloc(dim * dim * sizeof(double), nanos6_equpart_distribution);

25 double *B = nanos6_dmalloc(dim * dim * sizeof(double), nanos6_equpart_distribution);

26 double *C = nanos6_dmalloc(dim * dim * sizeof(double), nanos6_equpart_distribution);

27
28 (...)

29
30 matmul(A, B, C, dim , ts);

31
32 return 0;

33 }

Figure 3.2: OmpSs-2@Cluster dense matrix–matrix multiply, using a weak parent task to overlap task creation and
execution. Every task executes a matrix multiply of ts× dim where dim is the matrix dimension and ts is the task
size.

When those tasks execute, they can create more nested tasks whose dependencies are a subset of

the parent’s ones or memory allocated within the parent context before the sibling creation. This

process continues until the task body completes the execution and the next task starts.

The example in Figure 3.2 offloads one task per node and then subdivides the work among the

cores using a task for.

3.3.2 Full dependency specification:

In SMP systems accesses that are not needed to resolve dependencies may be omitted. It is also a

common practice to specify only the dependency over the first element of an array instead of the

whole array if there is no expected fragmentation or partial accesses in future tasks.

Offloadable tasks (see below) require a full dependency specification, i.e., in, out, and inout

dependencies must specify all accesses, rather than just the constraints needed for the task ordering

because the access annotations are also used to create data transfers.

This is the only reason that a valid OmpSs-2 program may not be a valid OmpSs-2@Cluster

program; but it is not a new issue because a similar requirement exists for accelerators with separate

memory spaces.

Figure 3.2 shows the annotations including the whole dependency regions.

31



3.3.3 Common address space

There is a common address space across cluster nodes, with data mapped to the same virtual address

space on all nodes. As long as the task’s accesses are described by dependencies, any data allocated

on any node can be accessed at the same location on any other node. There is sufficient virtual

address space on all modern 64-bit processors to support up to 65k cores with a typical 2GB/core

footprint. Almost any OmpSs-2 program can therefore be executed using OmpSs-2@Cluster and,

conversely, if new features are ignored or implemented with a stub, any OmpSs-2@Cluster program

is a valid OmpSs-2 program. This property minimizes porting effort and allows re-use of existing

benchmarks.

The example in Figure 3.2 allocate distributed virtual memory from the common address space

with the API function nanos6 dmalloc. The distributed and local memory concepts are explained

in Section 3.5.2

3.3.4 Distributed dataflow execution

As derived from sequential semantics, OmpSs-2 provides the runtime with all the information to

ensure task ordering and automate the overlapping of data transfers with computation. OmpSs-2

uses a data-oriented dependency approach in which the vertices of the dependency graph are task

data accesses rather than tasks.

OmpSs-2@Cluster imposes the constraint to require complete region annotations in all the

tasks. Nanos6@Cluster uses that information not only to construct the dependency graph and

enforce task ordering but also to determine the data transfers that are required to execute a task

on another node. The runtime starts the data transfers in the background concurrently with other

tasks execution and computation, using non-blocking communications. On the other hand, most

of the synchronization is managed by the runtime dependency system to not consume resources in

any blocking status. This reduces synchronizations and avoids the risk of deadlock.

The tasks in the example Figure 3.2 contains the complete dependencies annotations for the

two levels of parallelism. The nested tasks only contain sub-dependencies of the parent task’s

dependencies, and the runtime handles all the data transfers internally for the strong tasks, i.e.

tasks without any weak accesses, when needed.

3.3.5 Distributed memory allocation and affinity hints

When using a distributed memory architecture, the data-oriented dependency approach becomes

a fundamental characteristic in order to execute parallel applications efficiently and reduce the

number of internal communications and data transfers. The memory access pattern is specific and

different to every problem and a general purpose runtime should not make excessive assumptions

without user hints.

The new distributed malloc, nanos6 dmalloc, is an alternative memory allocation primitive

for large data structures manipulated on multiple nodes. The distributed memory can be released

using nanos6 dfree. Distributed malloc has three important distinguishing characteristics, which

are:
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i. Since the data is intended to be manipulated by concurrent tasks on several nodes, it can be

assumed that the data is not used by the enclosing task, only its subtasks or descendants,

similarly to a weak dependency. In particular, the data is not copied back to the enclosing

task on a taskwait.

ii. Since large allocations are infrequent and use significant virtual memory, it is efficient to

centralize the memory allocator, as the overhead is tolerable, and it leads to more efficient

use of the virtual memory.

iii. It is a convenient place to provide a data distribution hint.

Therefore, the data distribution hint is communicated to all nodes and is intended to help

the scheduler improve load balance and data locality, using information from the programmer,

if available. The hint does not mandate a particular data distribution, only the data affinity.

Furthermore, depending on the chosen scheduling policy, the scheduler can account for the affinity

and current location.

The node with the affinity for a distributed memory region is called home node for that region.

The main utility of the affinity hint is for scheduling purposes without requiring the user to

specify a node clause. Some other use cases include Checkpoint and Restart (C/R) functionalities

as will be explained in Section 5.3.2.2 and Section 5.4.2.1.

The example in Figure 3.2 passes the nanos6 equpart distribution policy to nanos6 dmalloc

in order to distribute the array with equal affinity portions on every node. Similar to a round-robin

distribution.

In later work, not included in this thesis, Shaaban et al. [164] extends the OmpSs-2 tasking model

to support an output (technically inout) of unknown memory allocated by the task. This is done

using the new auto keyword, which allows a dataflow execution for OmpSs-2@Cluster programs

involving memory allocation in offloaded tasks. This can be either normal memory allocation using

nanos6 lmalloc or distributed memory allocation using nanos6 dmalloc.

3.3.6 Minimizing data transfers and early release

The main synchronization directive in the OmpSs-2 programming model is the taskwait. OmpSs-

2@Cluster adds the noflush clause for taskwaits in order to separate synchronization from data

dependency.

OmpSs-2@Cluster extends the behavior definition to synchronize within the task but also to

transfer all the accesses in the local memory back to the task’s execution node. Such behavior

guarantees that the task can access the local variables (from the stack) and local memory after the

taskwait in a more natural way. Even if the regions were written in a remote node like in the code

example 3.3. The contents of the memory allocated by nanos6 dmalloc and weak dependencies

are by default noflush so that tasks can wait for their child tasks without copying data that is not

needed.

Figure 3.3 shows the basic use of the default taskwait mechanism. After the taskwait, the code

can access all the stack variables in spite of their initialization having taken place on a different
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1 // taskwait

2 #pragma oss task node(0) label("parent")

3 {

4 int a, b;

5
6 #pragma oss task out(a) node(1) label("A")

7 {

8 a = 1;

9 }

10
11 #pragma oss task out(b) node(2) label("B")

12 {

13 b = 1;

14 }

15
16 #pragma oss taskwait

17
18 printf("a = %d; b = %d\n", a, b);

19 }

Node 0 Node 1 Node 2

parent

A

B

taskwait

A B

Figure 3.3: Code example using a taskwait to synchronize and update local variables within a task. The runtime
performs one copy-back transfer for every local variable located or touched in a remote node.

node. In this case, the nested tasks require the node clause because the default scheduler is based

on locality and will avoid offloading tasks with only local accesses to remote nodes.

While this behavior is common and consistent with the SMP programming model, it has some

issues when applied to distributed memory system because any taskwait may create sometimes

undesired data transfers.

For this reason, OmpSs-2@Cluster defines the other two synchronization alternatives in order

to provide more flexibility to the programmer:

taskwait on When only a subset of locally-allocated data is needed by the enclosing task, the

dependency and data transfer can be expressed using taskwait on. This variant reduces the

synchronization contention to the tasks accessing some locally-allocated data. This is the more

fine-grain synchronization method because it reduces the data transfers by coping back only the

regions it applies to.

Using taskwait on instead of taskwait for the example in Figure 3.3 may save some commu-

nications by sacrificing the possibility of accessing the other variables after the taskwait.

taskwait noflush The last synchronization method is a small variation of the original method

that only waits for execution but does not perform any copy. The synchronization extends to all

subtasks in the scope but saves the latency of the copy-back. The noflush variant is also useful

for timing parts of the execution.

In Figure 3.3 the taskwait noflush will not perform any data transfer, and the variables can

not be accessed after the synchronization for reading purposes.

Early, late or auto release of dependencies On a single node, early release is beneficial

because it allows tasks to begin earlier (see: Section 3.2.1). In Figure 3.4 task AB creates two

subtasks, A0 and B0. Task A0 completes first, at which point access to a is released to the successor

task A1, and task A1 becomes ready for execution. This happens before subtask B0 completes,
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1 #pragma oss task out(a) out(b) label("AB")

2 {

3 #pragma oss task out(a) label("A0")

4 { // A short task

5 a = 1;

6 }

7
8 #pragma oss task out(b) label("B0")

9 { // Some long work

10 b = 1;

11 }

12 }

13 #pragma oss task out(a) label("A1")

14 {

15 a = 1;

16 }

AB

A0

B0
A1

Figure 3.4: Example to illustrate early release.

at which point AB as a whole can be deleted. Early release is beneficial when the subtasks are

unbalanced or have different execution times. However, early release has some drawbacks in SMP

when the task granularity is very fine because it implies more stress in the dependency system. This

problem is exacerbated in OmpSs-2@Cluster where a release may imply inter-node communication.

If the subtasks finish at roughly the same time as each other, compared with the overhead, it

may be worth inhibiting early release. This is a problem-specific scenario for which it is difficult for

the runtime to make the decision. The alternative, late release, can be forced using the OmpSs-2

wait clause, which adds an implicit taskwait after the completion of the task body. The wait

clause is better than adding an explicit taskwait inside the task because it happens after the

release of the stack. An explicit taskwait has the benefit that subtasks may have accesses on the

stack, but the stack needs to stay allocated until all subtasks are complete. Parent tasks, especially

those with weak dependencies, can execute and complete well before the subtasks that do the work

are executed. So the memory needed by all the parent task stacks may be surprisingly high.

Autowait release is a third approach that mixes early and late release in a more elaborated

schema. Offloaded tasks, by default, have an early release to successors on the same node, but all

other dependencies have late release.

Figure 3.5 shows an example that illustrates the auto-release behavior. In the example the

init tasks are all executed on the master node, but the “consumer” tasks are distributed across

two nodes. The “consumer” scheduled to execute on the master node receives the early release of

data accesses, while the “consumer”s on different ranks wait for the late release in order to reduce

node-to-node communications.

We fully implemented early, late and auto-release of dependencies in Nanos6. We also added

the nowait clause to the Mercurium compiler and Nanos6 API, which enables full early release

even for offloaded tasks. There is also a runtime configuration variable that disables autowait.

3.3.7 Cluster query API

Nanos6 as a runtime library collects information about the system and environment. OmpSs-

2@Cluster extends the API to provide information about the nodes and the runtime. In MPI appli-

cations, some of this information could be obtained through MPI functions; but OmpSs-2@Cluster
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1 int *a = lmalloc (4 * sizeof(int))

2
3 #pragma oss task out(a[0;4]) node(1) label("init")

4 {

5 for (int i = 0; i < 4; ++i) {

6 #pragma oss task out(a[i]) label("I")

7 initialize(a[i]);

8 }

9 }

10
11 #pragma oss task weakin(a[0;2]) node(0) label("Weak0")

12 {

13 #pragma oss task in(a[i]) node(0) label("A0")

14 some_function(a[0]);

15
16 #pragma oss task in(a[i]) node(0) label("A1")

17 some_function(a[1]);

18 }

19
20 #pragma oss task weakin(a[2;2]) node(1) label("Weak1")

21 {

22 #pragma oss task in(a[2]) node(1) label("A2")

23 some_function(a[2]);

24
25 #pragma oss task in(a[3]) node(1) label("A3")

26 some_function(a[3]);

27 }

Node0 Node1

Init

I[0] I[1] I[2] I[3]

Weak1

A2 A3

Weak0

A0 A1

Figure 3.5: Example to illustrate auto release behavior.

uses a different internal communicator that can change on some conditions. Directly calling MPI

with the default MPI COMM WORLD may return incorrect information.

Memory allocation functions are also API functions because they should use the common address

space and may initiate internal communications to synchronize.

The example in Figure 3.2 uses two of the most common API functions: nanos6 dmalloc

for memory allocation and nanos6 get num cluster nodes, which gets the total number of MPI

processes. The same example also uses the nanos6 equpart distribution defined in the user

API. The access to the API function does not require any special linking or header file because

Mercurium automatically includes the nanos6.h header file, and it links with the Nanos6 runtime

system.

3.3.8 Scheduling hint

The runtime contains multiple scheduling policies, which are implemented as internal modules. The

user can define the default scheduling policy for the application with a configuration variable; but

sometimes, this is not enough.

Some irregular applications require more precise control of the scheduling policies in portions

of the code or in some specific tasks. The user may need to do that to create data distributions,

not available in the allocation policies or to reduce data transfers for the rest of the execution if

the programmer has extra knowledge about the memory access patterns.

OmpSs-2@Cluster adds the node clause to the task annotation for that purpose, as shown in

the examples in Figure 3.3 and Figure 3.5. The node clause also accepts scheduling policies instead

of node numbers to allow the use of different schedulers in the same application independently of
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the default scheduling policy. Some of the valid policy values are:

nanos6 cluster locality : Execute the task on the node that is the current location for the

greatest number of input/output bytes.

nanos6 cluster home : Execute the task on the node that is the home node (see: Section 3.3.5)

for the greatest number of input/output bytes.

nanos6 cluster random : Execute the task on a random node. This policy has sometimes helped

to expose bugs in the runtime.

nanos6 cluster no offload : Do not offload the task. This policy can be useful in limiting

offloading and communications.

nanos6 cluster balance : Work stealing scheduler that balances data locality and loads.

nanos6 cluster no hint : Use the default scheduling policy. This is normally not needed but

useful to simplify giving a node hint programmatically.

3.4 Optimizing OmpSs-2@Cluster performance

As explained in Section 3.3, OmpSs-2@Cluster adds minimal modifications to the OmpSs-2 speci-

fications. The sequential semantics (Section 3.3.1) in the programming model generally simplifies

application development and portability and the Nanos6@Cluster runtime automates many opti-

mizations to reduce communications, latency and data transfers (Section 3.6). Nevertheless, the

developer should follow the below guidelines in order to obtain good performance:

Grouping of work Dividing the work into a sufficient number of tasks to keep all cores on all

nodes busy may require a single execution thread to create a large number of tasks. Depending

on the granularity of these tasks, the runtime overhead (for task creation, submission, dependency

operations and offloading) may become significant. This overhead can already be an issue when

using OmpSs-2 on an SMP, but it can be much worse for OmpSs-2@Cluster given the larger

total number of cores. The overhead and latency of MPI communications for task offloading and

management may also become significant. For this reason, it is advisable for the program to use

two levels of parallelism: one across the nodes and one across the cores. Two levels of parallelism

allow work to be created concurrently by multiple tasks, and since only the top-level tasks can be

offloaded, fewer tasks require offloading. The benefit is reduced overhead and improved scalability.

Weak tasks A task can only be offloaded once it becomes ready. When using two levels of

parallelism for the grouping of work, the top-level (offloaded) tasks create subtasks to perform

computation; they do not access any of the data regions themselves. The accesses of the top-

level tasks can therefore be weak accesses, which prevents these accesses from enforcing ordering

among the top-level tasks. This allows top-level tasks to be offloaded well in advance, moving the

offloading overhead off of the critical path of execution. Since multiple subtasks from different

offloaded tasks will likely exist at the same time at a remote node, it becomes possible for the
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runtime to directly pass satisfiability among these tasks without involving the parent (see the

“namespace” optimization in Section 3.6.1).

Taskloop The runtime distributes taskloops across all cores on all nodes, automatically applying

two levels of parallelism for grouping of work and also using weak tasks at the top level. It is,

therefore, beneficial to express the computation as a taskloop when possible. Taskloops that should

only be distributed among the cores on a node should be marked as non-offloadable as described

in Section 3.3.8.

Node clause The current scheduler is not always able to fully optimize load balance and data

locality. A great body of work exists on scheduling policies, which can be incorporated into the

runtime as future work (see Section 6.2.7). In the meantime, if the optimal assignment of tasks to

a node is known to the programmer, then the node clause can be used to improve performance.

3.5 Nanos6 runtime implementation

3.5.1 Overview

All the OmpSs-2@Cluster processes contain an instance of the Nanos6 runtime, as shown in Fig-

ure 3.6.

Node 0

Application
(main)

Nanos6@Cluster

MPI

Node 1

Application

Nanos6@Cluster

MPI

Node N-1

Application

Nanos6@Cluster

MPI. . .

Figure 3.6: OmpSs-2@Cluster architecture. Each node is a peer, except that Node 0 runs the main task and
performs distributed memory allocations.

There is one instance of the runtime system per node (or per socket). Each instance of the

runtime schedules tasks across its cores in exactly the same way as Nanos6 on an SMP. In addition,

they coordinate to execute tasks among all nodes. All nodes are peers; the only distinctions among

them are that (a) Node 0 (master) executes the body of main as the first task, (b) Node 0 manages

runtime operations that require internal collective synchronization, e.g. nanos6 dmalloc 1 and

nanos6 resize, and (c) Node 0 initiates the shutdown process when main returns.

The processes communicate via point-to-point MPI, with a dedicated thread on each node to

handle MPI control messages (see Section 3.6.4). Nanos6 uses an MPI communicator initialized as

a copy of the MPI COMM WORLD at the beginning of the execution. Communication calls and synchro-

nization are not directly exposed to the user; the runtime manages and controls all communication,

1nanos6 dmalloc can be called on any node, but the actual memory allocation is always done on node 0.

38



optimizing and minimizing it where possible. An OmpSs-2@Cluster program must not perform

MPI calls in the user code. However, an extension to support MPI+OmpSs-2@Cluster is presented

in Chapter 4.

On initialization, the runtime sets up the virtual address space (Section 3.5.2). The whole

program is a hierarchy of tasks with dependencies, and its execution is conceptually separated

into task offloading (Section 3.5.3), building the distributed dependency graph (Section 3.5.4),

performing data transfers (Section 3.5.5), and executing tasks. All, of course, happen for multiple

tasks concurrently.

3.5.2 Memory management

Node 0

Local Memory 0

Local Memory 1

. . .

Local Memory N − 1

Distributed Memory

Node 1

Local Memory 0

Local Memory 1

. . .

Local Memory N − 1

Distributed Memory

Node N − 1

Local Memory 0

Local Memory 1

Local Memory N − 1

Distributed Memory

. . .
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Figure 3.7: Runtime virtual memory map, which is common to all processes on all nodes.

During runtime initialization, all processes coordinate to map a common virtual memory region

at the same address on all nodes. To do this, every process collects a list of the currently unused

regions in its virtual address space and sends it to Node 0. Node 0 then chooses the largest

contiguous region that is free on all nodes and broadcasts its starting address and size to all nodes.

All processes map this same region into their address space using mmap.

The common virtual memory region is partitioned in the same way on all nodes, as shown

in Figure 3.7. The Local Memory region is subdivided into one subregion per node. Each node

controls memory allocation and freeing within its subregion so that it can allocate stacks and user

data without coordination with other nodes. The Distributed Memory region is used for memory

allocation via nanos6 dmalloc and nanos6 dfree, and it is managed by node 0.

The common address space allows any task executing on any node to access data from any

of the regions in Figure 3.7, without address translation. Only virtual memory is mapped at the

beginning of the execution. Physical memory will be allocated on demand when accessed by a task

that executes on the node. The runtime does not currently release unused physical memory, as

doing so has not proved necessary for our benchmarks so far. It is anticipated, however, that the

runtime will be updated at some point to release unused physical memory using madvise.

As explained in Section 3.3.3, modern 64-bit processors typically have a 48-bit virtual address

space. With a typical 2GB/core footprint and a 47-bit virtual address space available to the user

space, it should be possible to support up to 247/231 = 216 cores, which is about 1,300 HPC nodes.

In practice, the virtual address space will be fragmented into pieces that are all smaller than 247
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bytes, but the potential number of nodes is still much larger than the goal of scaling to 16 to 32

nodes.

3.5.3 Task offloading

1 int main()

2 {

3 int a = 0;

4
5 #pragma oss task out(a) node(1) label("Task1")

6 { }

7
8 #pragma oss task inout(a) node(2) label("Task2")

9 { }

10 }

(a) Code example

Node 0

main

Task 1

Task 2

Node 1

Task 1

Node 2

Task 3

3○

1○ Task New

2○ Task Finished

4○ Task New

7○ Task Finished

5○ Data Fetch6○ Data Transfer

Critical Path External (message) Internal (no message)

(b) Representation of task execution

Figure 3.8: Example task offloading and execution

Figure 3.8 shows a simple example with two offloaded tasks. The source code is shown in

Figure 3.8a and the resulting execution is illustrated in Figure 3.8b. All tasks are created by their

parent task on the node that executes the parent. In this example, Task 1 and Task 2 are both

initially created on Node 0.

When a task becomes ready, the scheduler decides which node should execute the task. If the

task is executed locally, it is passed to the local SMP scheduler in the same way as any OmpSs-

2@SMP task. Otherwise, the task is offloaded to another node. All nodes can offload tasks to any

node, including to Node 0.

If the task is offloaded, the creation node, on which the task was first created (Node 0), sends

a Task New message to the executor node, on which the task will execute (Node 1 for Task 1 and

Node 2 for Task 2). This message, shown as Step 1○ and Step 4○, contains all information needed

to recreate the task, including the addresses and sizes of all its accesses. The body of the original

task is disabled so that the user code is not executed on the creation node. When the executor
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node receives the Task New message, it creates a copy of the task, known as a proxy task, which will

execute the task body. Once created, the proxy task is submitted and passed to the executor’s SMP

scheduler. When the task completes execution, the executor node sends Data Release messages to

release all of its data accesses, and it sends a Task Finished message to allow the task itself to be

cleaned up. These messages are often all combined into a single message, Step 2○ and Step 7○.

In either case, whether executed locally or offloaded, the data regions required by the task may

not yet be present when the task is passed to the SMP scheduler. Data transfers, which are visible

in the image, are explained in Section 3.5.5.

3.5.4 Distributed dependency graph

As described in Section 3.5.3, OmpSs-2@Cluster only offloads ready tasks. It may be, however,

that an offloaded task has weak access on a data region, so it is ready immediately, but it will

create subtasks with strong accesses, and these subtasks will have to wait for the data to become

available. We still wish to offload the weak parent task when it becomes ready since doing so allows

the parent to be offloaded and to create all its subtasks well in advance and off of the critical path.

The availability of data is indicated using additional messages known as Satisfiability messages.

A Satisfiability message is sent by the parent task to its child whenever one of its data regions

becomes satisfied. The message indicates whether the region is read satisfied (able to be read) or

write satisfied (able to be written). When the access becomes read satisfied, the data’s location

is also sent. Any satisfiability information and data locations that are known when the task is

offloaded are included in the Task New message. In the example shown in Figure 3.8, all satisfiability

information is included in the Task New messages because the tasks have strong accesses, so when

the tasks become ready, all of their accesses must already be fully satisfied. There are no separate

Satisfiability messages.

3.5.5 Data transfers

When a task is scheduled to execute, the latest version of one or more of its data access regions may

still be located on another node, in which case one or more data transfers will be needed before

the task can execute. When the SMP scheduler schedules the task to execute, the runtime checks

whether any data must be copied from any other node or whether there is an already-initiated but

not complete data copy (see Section 3.6.2). In the first case, the runtime starts the copy process,

and in either case, the runtime will reschedule the task once the copy finalizes. Even non-offloaded

tasks on Node 0 may require data transfers since the latest data may be located on another node.

Data transfers may be configured to be either lazy or eager:

Lazy data transfers are only initiated when the task is scheduled to execute. In this case, a Data

Fetch message is sent to the node that has the latest version of the data, and the task is blocked

until all necessary data has been received. The example in Figure 3.8 has lazy data transfers, so

Node 2 sends a Data Fetch message (Step 5○) to Node 1 and Node 1 responds with an MPI Data

Transfer (Step 6○) containing the actual data.
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Eager data transfers initiate the data transfers at the earliest moment, even for weak accesses,

which is when Satisfiability is sent. The Satisfiability message includes the MPI tag for each eager

data send. This is generally a good optimization, but it may happen that part of the weak accesses

are not used by any strong subtask, and the data transfer is unnecessary. This situation happens

in Cholesky factorization due to the pattern of the data accesses of the dgemm tasks.

When all subtasks are created in advance (i.e. the weak offloaded task does not execute any

expensive computation itself or does not have any intermediate taskwait), this situation can be

detected when a task with weak accesses completes, at which point all subtasks have been created,

but no subtask accesses all or part of the weak access. In this case, a No Eager Send message is sent

to the predecessor. In all cases, when a task completes, the data is not copied back to the parent

(write-back) unless needed by a successor task or taskwait. The latest version of the data remains

at the execution node until needed.

An alternative would be to exploit an existing Software Distributed Shared Memory (SDSM)

library. Doing so would be simpler to implement than the approach using explicit data transfers.

The two main disadvantages are that (a) SDSM generally initiates the data transfer when the data

is needed by a task, at which point the core is occupied by the task, whereas the runtime data

transfers are initiated before the task is scheduled to execute, and (b) SDSM generally works at

a page-level granularity. Two tasks executing concurrently on different nodes may access disjoint

memory regions involving the same memory page. This problem is known as false sharing and can

dramatically impact performance.

3.6 Runtime optimizations

This section describes the runtime optimizations that were implemented. None of the optimizations

change the programmer’s model, although some only provide benefit for certain styles of program;

e.g. the intra-node (namespace) and inter-node propagation only benefits offloaded weak tasks

(see Section 3.4 on performance optimization). Apart from the inter-node passing of satisfiabilities

(Section 3.6.6), which was not sufficiently useful to compensate for its complexity, quantitative

results showing the benefit of each optimization are given in Section 3.9.6.

3.6.1 Intra-node propagation (namespace)

The initial OmpSs-2@Cluster implementation offloaded every task independently. This scheme

caused excessive communication via the parent node. An example is shown in Figure 3.9. Fig-

ure 3.9a shows the source code and Figure 3.9c illustrates the baseline execution. Black arrows

represent Task New messages, and red arrows show the propagation path followed by the access.

Tasks B and C are both offloaded from Node 0 to Node 1. Nevertheless, when B1 completes, Node 1

sends a DataRelease message to Node 0, which in turn sends a Satisfiability message back to Node 1.

Figure 3.9c shows the effect of the “namespace” optimization, which optimizes the passing of

satisfiability information on the same node. In this case, satisfiability is passed directly between

B1 and C1 via their parents B and C, all of which occur on the same node, Node 1. Since there is

no communication among the nodes, the latency is much lower.
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1 int main()

2 {

3 int a = 0;

4
5 #pragma oss task out(a) node(nanos6 no offload) label("A")

6 { a = 1; }

7
8 #pragma oss task weakinout(a) node(1) label("B")

9 {

10 #pragma oss task inout(a) node(nanos6 no offload) label("B1")

11 { a++; }

12 }

13
14 #pragma oss task weakinout(a) node(1) label("C")

15 {

16 #pragma oss task inout(a) node(nanos6 no offload) label("C1")

17 { a++; }

18 }

19 }

(a) Simple code example with multi-node propagation of dependencies.

Node 0 Node 1

main

A

B

C

B

B1

C

C1

(b) Without namespace

Node 0 Node 1

main

A

B

C

Namespace

B

B1

C

C1

(c) With namespace

Figure 3.9: Differences in access propagation with namespace. Red arrows represent the access propagation path.

An important consideration is how to ensure that satisfiability is propagated remotely in pre-

cisely the situations in which it is valid, taking account of potential race conditions. This is done

using a global ID for each task, which is different among all tasks in the program, irrespective of the

node on which the task was created. The global ID is an atomic 64-bit counter, which is initialized

to contain the node ID in the top bits.

Each access identifies the task ID of the sibling task that last wrote to the memory region.

This information is determined when the task is created and inserted into the dependency system.

This information is sent to the executor task when the task is offloaded. If this global ID matches

that of the last task offloaded to this node, then direct propagation of dependencies between these

two tasks is enabled. Direct propagation is also enabled if the last task offloaded to the node only

reads the data (an in access) and the global ID of its previous writer matches. Direct propagation
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is therefore not enabled if either (a) the region is modified by an intervening task executed on a

different node or (b) a race condition causes tasks to be received and submitted out of order. In

either case, the normal mechanism, involving DataRelease and Satisfiability messages, will be used.

Write-after-read accesses, i.e. inout following multiple in accesses, requires some synchroniza-

tion to ensure that all concurrent reads complete before the task of performing the write operation

can begin. Since concurrently reading tasks may be scheduled on multiple nodes, this synchroniza-

tion is done explicitly via the creation node, being the node on which the parent task executes.

Satisfiability is passed to the inout access once all the in accesses (one per node) have released

the access back.

3.6.1.1 Namespace implementation

Each node (including Node 0), creates a single namespace task, which is the implied common

parent of all tasks offloaded to that node. There is a namespace task on all nodes, including

Node 0. Whenever a task receives a Task New message, the message is placed in a queue, and

the namespace task is unblocked. When the namespace executes, it creates the offloaded task as a

subtask in the normal way. The only special consideration is that the dependency system is aware

that the child is an offloaded task, so propagation from its predecessor is only enabled if the global

IDs match as described above. Once all pending children have been created, the namespace task

is unblocked.

The namespace also process other messages like resize and finalization messages. These mes-

sages have order constraints and require that all the previous tasks finalize before being handled.

Using the namespace task to handle them simplifies the implementation by not requiring condition

variables, extra locking or message reordering to ensure correctness.

3.6.2 Dependency writeID and pending transfer

When tasks have large read-only dependency regions, it is common to have multiple copies of the

same data in multiple executor nodes. Not keeping track of the data already existing in a node im-

plies the execution of multiple redundant copies. This issue may affect multiple High-Performance

Computing (HPC) applications that use transformation matrices, boundary conditions, experimen-

tal results, and so on. In general, any initialized data that is not intended to be updated frequently

during the application execution.

As mentioned before: A key design choice of OmpSs-2@Cluster is that no cluster node builds

the whole computation graph of the application. This complicates the region tracking because a

node cannot be sure of how the data was updated since the last time it was copied. The versioning

approach becomes complicated when there are not nesting or offload restrictions.

OmpSs-2@Cluster uses a simple 64-bit version number known as the WriteID to reduce redun-

dant data transfers without doing strict tracking of all locations. The WriteID is related to the

global task ID described in Section 3.6.1, but it is not the same. As described above, the global

task ID is used to avoid communication when satisfiabilities are passed between offloaded tasks on

the same node. It is calculated when the task is created and passed to the successor when it is

created. The global ID only relates dependencies among sibling tasks, which is sufficient to avoid
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communication with Node 0 at the top level of the task hierarchy. In contrast, the WriteID is

calculated when the task is scheduled and passed to the successor when it becomes read satisfied.

It, therefore, relates dependencies among tasks at any level of the hierarchy. As such, it is able to

avoid data transfers even among non-sibling tasks.

1 int main()

2 {

3 int *a = nanos6_dmalloc(N * sizeof(int));

4
5 #pragma oss task out(a[0;N]) node(nanos6 no offload) label("A")

6 initialize(a)

7
8 #pragma oss task in(a[0;N]) node(1) label("B")

9 read(a)

10
11 #pragma oss task in(a[0;N]) node(1) label("C")

12 read(a)

13 }

Figure 3.10: Simple code for multiple read-only accesses on the same node.

Figure 3.10 shows a simple code where a task in node zero initializes some data, and two other

tasks read it but execute on the same remote node.

In this example, when Task A finalizes, the access propagates directly to read-only tasks B and

C. The location set to the region will be the master node because it is the current known data

location and the intermediate task (B) is also read-only access.

When the two Task New messages arrive at the remote node, the location information will be

the same, but the tasks are considered independent, and the runtime is unable to assume some

association between their dependencies. The first task (i.e. B) will create a copy step for the data,

and eventually, the transfer will be executed in the future with asynchronous communication. When

the transfer completes, then B will register the region in the WriteID cache and future tasks willing

to access the same version of the data can check before starting a new copy.

There is a corner case when C is generated early after B, and the copy is not finalized yet.

OmpSs-2@Cluster considers this possibility because it was observed in some benchmarks. For that

reason, the new task C also checks the list of pending transfers in order to detect if another task

has already started an unfinished transfer for the same version of the data region. If that is the

case, then C adds a hook to be notified when the transfer completes.

WriteID supports regions with fragmentation in the same way as the fragmented region depen-

dency system. Due to concurrent access for different tasks, the tree requires protection with a lock.

To reduce the amount of lock contention, there are some trees (currently 512) corresponding to

different hashes of the WriteID. Most of the time , blocks with different writeIDs can be updated

without locking contention.

3.6.3 Message aggregation

When a task finishes in OmpSs-2 releases accesses individually in the dependency system propa-

gation to solve load imbalance and increase parallelism (see: Section 3.3.6). In OmpSs-2@Cluster

that behavior may produce an excessive number messages between nodes; a problem exacerbated
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when the offloaded task has multiple irregular accesses and/or creates subtasks that fragment all

of them locally or in different node locations.

1 int main()

2 {

3 int a = 0, b = 0;

4
5 #pragma oss task out(a) out(b) node(0) label("AB")

6 { a = b = 1; }

7
8 #pragma oss task weakin(a) node(1) label("A")

9 {

10 }

11
12 #pragma oss task weakin(b) node(1) label("B")

13 {

14 }

15 }

(a) Simple code example where message grouping reduce communications.

Node 0 Node 1

main

AB

A

B

A

B
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b

(b) No message grouping.

Node 0 Node 1

main

AB

A

B

A

B
[a;b]

(c) With message grouping.

Figure 3.11: Execution with and without message grouping.

OmpSs-2@Cluster tries to reduce the severity of the problem in two ways already mentioned:

with auto release and namespace propagation. But sometimes, data and tasks distribution inhibits

the namespace propagation, and the problem is unsuitable for the auto release or the wait clause.

The current OmpSs-2@Cluster approach currently inhibits the immediate send of some messages

when propagating in the dependency system and sends them at the end of the propagation in groups

per node. This approach is completely compatible with the others with the extra benefit is that the

target node receives more information in a single message as well and knows that they are related.

Figure 3.11 shows a simple example where message grouping takes place. Tasks A and B have

only weak in dependencies on two independent variables a and b; so they are offloaded in advance

while AB executes. The outputs (out dependencies) can propagate to the successors immediately

when AB finalizes because A and B are totally independent from the runtime point of view. The

accesses can propagate directly from AB to A and B. Without message grouping, Node 0 sends

two independent satisfiability messages to the individual proxy tasks A and B and those messages

are processed by Node 1 also individually.

The overhead introduced by the multiple MPI calls for tiny messages and the sequential pro-
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cessing on the receiving side introduce undesired overhead proportional to the number of fragments

and successor tasks.

In more complex scenarios like nesting tasks and propagating release accesses and satisfiabilities

through multiple nodes, the message grouping reduces the number of MPI calls by several orders

of magnitude.

3.6.4 Dedicated leader thread

Complementary to reducing the number of MPI communications it is possible to improve perfor-

mance by reducing delays and latency while sending, handling and replying to messages.

OmpSs-2@Cluster uses MPI non-blocking point-to-point communications during the application

execution. Normally the messages are sent (MPI Isend) and the associated request (MPI Request)

is enqueued in a list to check later. A separate polling service checks the requests and releases

when the communications are complete. It also executes some completion hooks when needed (see:

Section 3.6.2).

On the receiving part, there is another polling service checking (MPI Iprobe) for incoming

messages often. When a new message is arriving, the handler checks the size (MPI Get count),

allocates memory and receives it (MPI Recv).

The polling services infrastructures are part of the Nanos6@SMP infrastructure to execute

different functions frequently without oversubscribing threads. Nanos6 contains two kinds of polling

services: opportunistic and task based services. Either of them can execute only when there are

available cores.

When a node is highly loaded with computation, the polling services may have to wait for a

significant time before a core becomes free. In OmpSs-2@Cluster, these delays may become critical

because a single node may stop the execution of parallel work on several remote nodes just by

not replying to requests in a timely way. For example, in the matvec benchmark, the master

node offloads all the work early , and it immediately starts doing its own computation. When

the remote nodes fetch their tasks’ input data, the master node may already have created enough

work to occupy all its cores. If so, it will not respond until it has finished all computations in

the iteration. This will delay the execution of the work on the other nodes until the master has

finished working, which, depending on the exact timings, may effectively double the execution time

per iteration (see Section 3.9.6).

To solve this OmpSs-2@Cluster reserves one core exclusively for the leader thread in the initial-

ization. The leader thread will then execute the polling services reliably. For machines with fewer

cores, it is possible to disable this behavior in order to use all the cores for computation, but the

such decision is left to the opinion of the user.

3.6.5 Message handler helper tasks

Handling messages is a common source of inefficiency in OmpSs-2@Cluster. Despite all the previous

optimizations the runtime system requires an important number of communications and control

messages that sometimes become a bottleneck. As explained in Section 3.6.4, we can divide the

47



message receiving into two basic steps: (1) MPI transfer and receive, (2) Nanos6 handle and react

accordingly.

However, it is common for there to be a high flow of messages arriving to a rank, idle cores,

and tasks created but not ready, waiting for some accesses locations or transfers. Some of those

messages may contain information needed by the non-ready tasks in that node (satisfiability) or

may request data from ready tasks in remote nodes (fetch data).

There are some messages that may be handled without order restrictions. These messages in-

clude satisfiability and data fetch; two of the most frequent ones. The handling of those messages

may be slow in some cases because Satisfiability messages can create new communications, interac-

tion with the dependency system and tasks scheduling and data fetch messages may start big data

transfers.

OmpSs-2@Cluster faces this issue by adding helper polling tasks to the message handler. For

this purpose, Nanos6 has a polling service infrastructure relying on internal task creation and

blocking. Unlike threads, when a task blocks, it stops the execution by releasing the resources

(core) to the runtime. To unblock a task, the runtime only needs to reschedule it as any other task,

which is optimal to avoid over-subscription as well.

With this approach, the message handler polling service prioritizes the MPI message receive

part to advance the deliveries and increase the message arrival throughput. At the same time, if

the rank is using all the resources in computation, the workers are not interrupted to execute the

polling task, but the leader thread (see: Section 3.6.4) will still process and handle the incoming

messages sequentially.

Moreover, this enables to process and advance other operations like accesses propagation, mes-

sage grouping or task creation from messages already received when one of the helper tasks (or the

leader thread) block the MPI library or the network performing big transfers. The number of con-

current helper tasks needed or useful is different and strongly depends on the application (average

number of messages over time, tasks granularity, load balance). For that reason OmpSs-2@Cluster

allows the user to control that with a configuration variable.

3.6.6 Inter-node passing of satisfiabilities

Section 3.6.1 explained the “namespace” optimization, which reduced communication on the critical

path to and from the creation node whenever two consecutive tasks execute on the same node. The

same idea can be applied when the tasks are offloaded to different nodes. Unfortunately, the

initial results were not promising, and the implementation is still at an experimental stage. The

implementation is not yet on the main development branch , so this optimization is not included

in the evaluation.

Figure 3.12 illustrates an example. Task 2 and Task 3 are offloaded to Node 1 and Node 2,

respectively. When Task 3 is offloaded to Node 1, the global ID of its predecessor Task 2 is known.

Moreover, even though both are weak tasks, they are almost always scheduled in order, so when

Task 3 is scheduled; it is known on which node Task 2 is executed. This information is provided

in Task 3’s Task New message, along with the global ID of Task 2. Since Task 2 was executed on

a different node, Node 2 sends a new Remote Connect message to Node 1.
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1 int main()

2 {

3 int a = 0;

4
5 #pragma oss task weakout(a) node(1) label("Task1")

6 { }

7
8 #pragma oss task weakinout(a) node(1) label("Task2")

9 { }

10
11 #pragma oss task weakinout(a) node(2) label("Task3")

12 { }

13 }

Node 0

main

Task 1

Task 2

Task 3

Node 1

Task 1

Task 2

Node 2

Task 3

1○ Task New

8○ Task Finished

2○ Task New

9○ Task Finished

3○ Task New

10○ Task Finished and Access Release

5○ Namespace

4○ Remote Connect6○ Satisfiability7○Data Transfer

Critical Path External (message) Internal (no message)

Figure 3.12: Inter-node direct propagation example.

When Task 2 completes, assuming that the Remote Connect message is received in time, it is

known that the successor of the access (Task 3) is in a different node. The accesses are therefore

released by sending a point-to-point Satisfiability message from the predecessor (Node 1) to the

successor’s execution node (Node 2). In addition, an eager data transfer is initiated if eager data

transfers are enabled (see Section 3.5.5). If there is no Remote Connect message or it is not received

in time, then the normal approach involving a Data Release message is used. Since weak tasks are

offloaded well in advance, it is expected that this fallback mechanism is only used at the beginning

of the program’s execution.

With the use of weak tasks in the example, only the first Task New message is on the critical

path. The other Task New messages are sent immediately after the creation of Task 2 and Task 3

because a weak tasks becomes ready immediately. Offloading of these tasks overlaps with the

execution of Task 1.
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3.7 Other features and tools

Instrumentation Nanos6 has six options for instrumentation:

ctf Generates a trace in the Common Trace Format (CTF) [60].

extrae Generates a Paraver trace using the Extrae library [178]. The user can control the desired

events with a configuration variable to tradeoff the completeness of the trace file and trace

file size.

graph Generates a number of encapsulated postscript (eps) files with a graphical representation

of the dependency graph. This is intended to be used in small problems.

lint Flag error and bugs in the dependencies constructors with a linter-like fashion.

stats Outputs a summary of some runtime events at the end of the execution, during the runtime

finalization. This includes the numbers and total sizes of all MPI messages sent and received

by the runtime.

verbose Generates a verbose log of messages about the important events taking place in the run-

time to the standard error output. The user can control the verbosity level via a configuration

variable.

Every instrumentation is in a different library, and the runtime loader decides which one to use

during the initialization based on a user config variable.

OmpSs-2@Cluster adds specialized events to the extrae, stats and verbose instrumentation

options. We instrumented the MPI internal communications (send, receive, handle, data transfers),

namespace status and propagation and offloaded task.

OmpSs-2-TestGen We developed a random test generator, known as OmpSs-2-TestGen, which

generates random valid OmpSs-2 or OmpSs-2@Cluster programs as a way to discover corner cases

in the runtime system. It is implemented in Python and able to generate test cases with zero to

1000 nested tasks, taskfors or taskloops, each of which have accesses of any supported access type

(in, inout, out, commutative, concurrent, weakin, weakinout, and weakout) to random regions in

known arrays. The program satisfies the nesting rules of OmpSs-2, and it automatically checks

the correctness of the data passed between tasks. Since it was developed for OmpSs-2@Cluster, it

assumes the fragmented region’s dependency system. We used a script to generate, compile and

test large numbers of random tests. We implemented a script that is able to progressively simplify

a failing test case generated by OmpSs-2-TestGen into a minimal failing example. In total, we have

600 tests, the vast majority of which were once-failing test cases generated by OmpSs-2-TestGen.

Address sanitizer The runtime has been tested with Address sanitizer.
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3.8 Benchmarks and methodology

3.8.1 Hardware and software platform

We evaluate OmpSs-2@Cluster on the general purpose partition of MareNostrum4 [17]. Each node

has two 24-core Intel Xeon Platinum 8160 Central Processor Units (CPUs) at 2.10GHz, for a

total of 48 cores per node. Each socket has a shared 32MB L3 cache. The High Performance

LINPACK (HPL) Rmax performance equates to 1.01TF per socket. Communication uses Intel

MPI 2018.4, which is the default and supported the implementation of MPI on MareNostrum,

which fully exploits the 100Gb/s Intel OmniPath network and HFI Silicon 100 series Peripheral

Component Interface Express (PCIe) adaptor. The runtime and all the benchmarks were compiled

with Intel Compiler 18.0.1, and all the kernels use the same code, and the same standard Basic

Linear Algebra Subprograms (BLAS) functions from Intel Math Kernel Library (MKL) 2018.4.

All the benchmarks were executed in configurations of 2 processes per node (one per Non-

uniform Memory Access (NUMA) node) from 1 to 32 nodes for a total of 64 MPI processes. We

selected this configuration to maximize the number of processes and see the impact of the inter-

process communications in the results. This is also a way to avoid the NUMA effect which is part

of future work and not in the scope of this research.

Using 64 processes, it is enough to expose the different behavior of every benchmark implemen-

tation, and the runtime limitations and optimizations.

Every benchmark was executed at least 10 times to report the average and the standard devia-

tion of the values and to calculate the standard error of the mean. We set the number of iterations

to get execution times in the order of minutes and reduce statistical noise.

Every benchmark is shown in two different sizes to show the problem size influence in the

results (either associated with task granularity or the proportion of communications/computation

per node).

3.8.2 Benchmarks

In this work, we implement multiple variants of 4 basic benchmarks with different configurations

from 1 to 32 nodes. We selected these benchmarks to represent common HPC applications and

detect the most critical runtime issues that may affect them. The application in the list goes from

less to the most complex in the same order they were implemented and tested.

For every benchmark, we implemented at least one equivalent MPI+OpenMP version to use as

a baseline comparison. The MPI versions use the same algorithm and data decomposition as the

OmpSs-2@Cluster version.

3.8.2.1 Matmul benchmark

matmul is a matrix–matrix multiplication: A×B = C where A, B and C are squared matrices.

This benchmark has multiple characteristics that make it the best candidate to start:

1. It has a complexity of O(N3) useful to make big tasks.
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2. The total amount of data is big enough (3 ∗N2), but most of it is in read-only (in) accesses.

This was useful to detect redundant, unneeded data transfers.

3. The matrix A is divided into slices of rows coinciding with the data affinity(see: Section 3.3.5).

4. The matrix rows are contiguous in memory, so there is no fragmentation.

5. The number of floating point operations is well known.

6. The operations in each row group are totally independent of the others; then, there are no

communications between the iterations among the execution.

7. Being a well-known and deterministic problem, it is easy to detect correctness errors using

test programs to compare results with tested libraries.

8. It was simple to implement an equivalent MPI version with a similar execution pattern and

data distribution to compare.

The results in Section 3.9.1 shows three OmpSs-2@Cluster versions:

Strong flat This is the simpler version; it implements a single level loop of strong tasks on every

iteration that is offloaded when they become ready. OmpSs-2@Cluster offloads the tasks only

when all the dependencies are satisfied (ready task). In In this benchmark, the access propagation

still involves communication with the creator node, but the accesses between tasks can propagate

directly and the only delay is associated with the communications between iterations which are

much smaller than the computations.

Strong nested This is an optimization of the previous version because it divides the loop in two:

a first-level loop creates one strong task per node; once offloaded, the task creates subtasks in the

remote node saving the need to send multiple task new messages one by one. As the tasks are ready

and with strong dependencies, they do not require later satisfiability messages. The offload latency

may be also small because the tasks are offloaded in the same location the required data already

is, so they will not start data transfers before executing. Finally, as the problem is well-balanced

the grouping of tasks within a strong taskstrong parent task does not create any barrier effect.

Weak nested The key of this benchmark is that the outer loop creates weak instead of strong

task. This allows the tasks to be offloaded in advance, almost at the beginning of the execution,

so they are created in the nodes long before their execution. The offload and creation overhead

should disappear, but the nodes still need to exchange some satisfiability messages and multiple

task finish.

These benchmarks exposed the redundant data transfers between iteration fixed with the im-

plementation of the WriteID (see: Section 3.6.2)

52



3.8.2.2 Matvec benchmark

matvec is a sequence of row cyclic matrix–vector multiplications without dependencies between

iterations. Very similar to the previous benchmark.

After matmul, the next logical step was to use matvec because of the evident similitude between

them in memory and communication pattern. Most of the characteristics of matmul apply to matvec

as well, with only two important differences:

1. The algorithm complexity is N2, so the tasks will be much more fine-grained compared to

matmul.

2. The total amount of data is 3 times fewer data than matmul (N2+2n) so the internal control

messages will take prevalence over data transfers, if any.

The benchmark versions are equivalent to the ones with matmul in Section 3.8.2.1 and most

of the explanation is valid as well, but considering a much smaller task granularity. With smaller

tasks the communications between nodes become more important, especially when the number of

tasks per node decreases.

Strong flat In spite of the implementation is very similar to the one used in Section 3.8.2.1, the

task granularity completely change the expected behavior because the communications and latency

may be in the same order as the task computation.

Strong nested The strong nested implementation in this case should behave as an improvement

respecting the Strong flat version because it significantly reduces the number of messages. How-

ever, the latency of offloading one task per node between iterations and create the nested ones

introduce extra overhead.

Weak nested When the task duration is in the order of the communications, the weak nested

version should provide the best results because the application creates the work in advance, and

most of the involved messages will be out of the critical path.

In this case, the expected results are different because the communications are more important

and the offload delays more critical. In the end, we discovered that suppressing the offload+creation

overhead was not enough to perform with these finer-grained tasks.

3.8.2.3 Jacobi benchmark

Jacobi’s method is an iterative algorithm for determining the solutions of a strictly diagonally

dominant system of linear equations. This algorithm is a stripped-down version of the Jacobi

transformation method of matrix diagonalization.

If we have a square system of n linear equations: Ax = y where A is a strictly diagonally

dominant matrix and x and y are vectors with y known; then we can decompose A = D + L + U

and the solution for the system can be obtained iteratively: xk+1
i = D−1(y − (L+ U)xk). We can
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then set M = −D−1(L + U) and b = D−1y and write the iterative solution as xk+1
i = Mxk + b

being M and b pre-computed in the initialization.

This problem is conceptually similar to matvec, but with the difference that the output in one

iteration is the input in the next one. It has the same O(N2) complexity as matvec, but it has

(N − 1)2 data transfers between iterations (see below). The objective is to measure the impact

of data transfers and control messages to detect optimization opportunities for a problem with

complexity and memory access known.

We only implemented versions that offload weak tasks to take advantage of the namespace

propagation (see: Section 3.8.2.2 and Section 3.6.1) because we had the previous experience from

matvec; a problem with a similar complexity and memory accesses pattern, but without data

transfers between iterations.

One of the main advantages of the OmpSs-2 programming model is the possibility to execute

different iterations at the same time in some conditions. In the previous benchmarks, we could

observe such behavior in the traces, but Jacobi inhibits that feature because all the tasks in the

iteration k + 1 depend on every task in iteration k.

From the runtime point of view, in this benchmark, every task reads and writes a well-defined

portion of the matrix and the result vectors; but the input vector needs to be shared in an all-

to-all fashion between iterations. The MPI+OpenMP benchmark use MPI Allgather between the

iterations but in OmpSs-2@Cluster all communications are point-to-point.

Every released access needs to be shared with the n− 1 other nodes; then each of them starts a

fetch data for that access, and finally, every node shares its portion of the output vector with the

others. This gives about 3N(N − 1) communications between iterations.

Based on the results from matvec this benchmark is implemented in two weak versions only.

Weak nested Similar to the versions with the same name in matmul (Section 3.8.2.1) and matvec

(Section 3.8.2.2).

Taskfor This version substituted the inner loop with an OmpSs-2 task for construct. The task

for clause is very similar to the OpenMP parallel for from the semantic point of view. It is

simpler to write and has the advantage that in Nanos6 it is implemented as a single task that uses

multiple helper cores/threads; which means that the task for needs to satisfy all the dependencies

to start and do not early release dependencies until all the helpers finalize.

3.8.2.4 Cholesky benchmark

The Cholesky factorization is a decomposition of a Hermitian, positive-definite matrix into the

product of a lower triangular matrix and its conjugate transpose, which is useful for efficient

numerical solutions.

Given A and a Hermitian positive-definite matrix, the Cholesky algorithm obtains the L real

lower triangular matrix with positive diagonal entries such that LLT = A. Every Hermitian

positive-definite matrix (and thus also every real-valued symmetric positive-definite matrix) has a

unique Cholesky decomposition.[88]
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From the runtime point of view the Cholesky factorization is a complex execution and de-

pendencies pattern. This benchmark performs a higher number of smaller tasks compared with

matmul, and it introduces load imbalance and irregular patterns. The simple version code uses

strong tasks and only needs a few lines, while the optimized version uses task for and memory

reordering optimizations to reduce fragmentation and data transfers.

This benchmark combines 4 BLAS functions interleaved between them, being DGEMM the most

frequent and expensive. To distribute work, the code implements a fair data distribution by memory

blocks with the same dimension of tasksize.

The MPI+OpenMP implementation was complex to implement in order to mix MPI commu-

nications with OpenMP tasks without blocking all the threads. MPI is not task aware and the

threads can block when doing MPI blocking communications.

The OmpSs-2@Cluster benchmarks performed well compared with MPI since the beginning

despite having a much simpler code and not using any optimization from the user’s point of view.

However, from the traces, we detected some optimization opportunities that we wanted to test in

order to get the best possible results with the current runtime implementation and test some other

OmpSs-2 advanced features mixed with the Cluster implementation.

In the results, we include three variants for this benchmark:

Strong , which is a simple iterative implementation with strong tasks offloaded from the master

node. In this version, all the tasks finished with release accesses go to master.

Weak nested A more elaborated approach adding a nesting level of tasks with only weak accesses

(weak tasks) to offload work in advance to take advantage of the namespace propagation (see:

Section 3.6.1) when possible.

Optimized This is a very elaborated version with multiple optimizations to reduce data transfers

and support messages. This version is based on the Weak one but implements multiple tricks to

improve performance from the user side without needing runtime modifications. This version

exposes how the user may be capable of improving the application with correct application analysis

and giving more information to the runtime.

This benchmark tests the OmpSs-2@Cluster performance in a more complex application. The

multiple kernels with different execution time introduce some imbalance between tasks; at the

same time the dependencies between tasks are much more complex, and the fair data distribution

requires a significant number of control messages and complex communication pattern.

The optimized version of the benchmark shows the performance boost a user may expect by

giving more hints to the runtime and the effectiveness of some advanced features like task priority,

eager send and the use of taskfors for coarse-grained work and reduce communications.

3.9 Results

In all strong scalability graphs, the x-axis is the number of nodes, from 1 to 32, and the y-axis is

the performance. To calculate the performance, the number of floating point operations of every
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benchmark is well known and can be divided by the total algorithm execution time to obtain the

average number of Floating Point Operations (FLOP) per second. Dividing by 109 it gives Billion

Floating Point Operations per Second (GFLOP/s).

3.9.1 Matmul

After the first tests, where the scalability was very bad, it was evident from the generic traces that

there was a very high number of messages between nodes in spite of the benchmark do not need

communications between iterations because its tasks are independent.

At that point, we needed some way to discriminate the MPI messages by OmpSs-2@Cluster

message type; and we added specialized Extrae events to the Nanos6 instrumentation (see: Sec-

tion 3.7).

With that information, we detected that most of the messages were redundant data transfers

because the nodes forgot the information about the data already copied. This was solved with the

WriteID and the pending transfer optimizations. (see Section 3.6.2)
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Figure 3.13: Matmul strong scalability.

Figure 3.13 shows the scalability for matmul with the three benchmarks compared with an

MPI+OpenMP tasks version.

As expected, the best results came from the nested strong version that minimizes the number

of messages between nodes at the cost of some delay. For coarse-grain tasks, the delay seems to

be negligible compared with the benefit of having less messages. We should remember that in

the strong nested version the delay is very small because the WriteID avoids the redundant data

transfers for read-only accesses; so the only cost is the offloading cost.

Figure 3.13a shows that the performance of the strong flat version grows faster than the other

two for smaller problem sizes. The reason for this is that with smaller problems and many nodes,

the number of tasks offloaded per node (Task New messages) is small. Offloading tasks individually

seems to compensate the small imbalance that creates the strong tasks between iterations in the

strong nested version and the larger number of messages in the weak nested one.
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(a) MPI + OpenMP

(b) OmpSs-2@Cluster

Figure 3.14: Paraver traces showing synchronization for matmul: 16384×16384 matrix on two nodes (4 MPI
processes) and 24 cores per process each.

Figure 3.14 shows the Paraver traces for 4 iterations of matmul with two 16384×16384 matrices

in two nodes (4 processes) and 24 cores per process each. The time scales are normalized to the

same time interval either in the full trace images and in the zoom ones.

The MPI+OpenMP version (Figure 3.14a) shows that the fork-join approach of OpenMP in-

troduce some small gaps between iterations due to the lack of early release in OpenMP. These gaps

are only significant in matmul because the task granularity introduces some imbalance between

threads when the number of tasks per iteration is not exactly divisible by the number of workers

in the node, and the nest iteration needs to wait that all the previous work finishes before starting.

The OmpSs-2@Cluster strong-flat version (Figure 3.14b) does not show any gap because, in

spite of there are communications between iterations, their number and overhead is very small

compared to the iteration cost, and they guarantee that there is always work available during

all the execution. This is the main reason why the best version for matmul inFigure 3.13 is the

strong-flat OmpSs-2@Cluster one.

3.9.2 Matvec

Matvec exposed the cost of the release and satisfiability messages as well as the offload delay in

more fine-grained tasks. Initially, we expected that the weak nested version could reduce the delay

problem; but the number of release data accesses caused congestion in the master node that was

very busy propagating the satisfiabilities for every message. The messages were sent to the master

node just to return as satisfiabilities or task new.

The strong tasks does not become ready until all the dependencies are satisfied, which means

57



that there was no alternative to send the messages back to the master. However, the weak messages

were already offloaded, and the strong tasks created, waiting for dependencies released on the same

node. To solve this, we implemented the namespace optimization. (see: Section 3.6.1).
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Figure 3.15: Matvec strong scalability.

Figure 3.15 shows that on smaller problems (Figure 3.15a) only the weak version with namespace

propagation scale close to the MPI version on to 8 nodes. In these smaller problem sizes, the

communication impact starts noticing at 8 nodes, especially for the strong versions. In 32 nodes,

the work per node is too small, and the communications increase so much that the execution is

almost as slow as in 4 nodes.

On the other hand, for larger problem sizes (Figure 3.15b) the three OmpSs-2@Cluster versions

scale with similar performance to MPI up to 8 nodes (16 processes). In 16 nodes, the behavior

is different, but in general, all of them perform worst than MPI which does not perform any

communication between iterations.

The strong flat version slows down more than the others because of the cost and delay of

offloading multiple strong tasks one by one between iterations outweighs the computations; this is

more significant on 32 nodes.

The strong nested is in an intermediate situation because the number of tasknew messages is

smaller, but they are sent after processing all the release access messages and satisfiabilities from

the previous iteration, adding unneeded delays. Strong nested starts getting inefficient at 16 nodes

where the scalability goes away from the linearity. Finally, it slows down on 32 nodes.

Finally, the nested weak version scales close to the MPI+OpenMP version up to 16 nodes (32

processes). This shows the benefit of the namespace propagation and early offload when compared

with strong nested version. However, for 32 nodes, this benchmark slows down a bit because, like

in the other two, the amount of work per iteration and node is very little.

Figure 3.16 shows shows Paraver traces for 100 matvec iterations on 8 processes (4 nodes) for

a matrix dimension of 32768times32768 and 12 cores per process. The MPI+OpenMP version

(Figure 3.16a) shows gaps like the ones of Figure 3.14a, consequence of the OpenMP fork–join. In

this case the gaps are much smaller because the task granularity is small and they are more evident
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(a) MPI + OpenMP

(b) OmpSs-2@Cluster

Figure 3.16: Paraver traces showing synchronization for matvec: 32768×32768 matrix on two nodes (4 MPI
processes) and 12 cores per process each.

in the zoom. The OmpSs-2@Cluster version (Figure 3.16b) do not show these gaps in most of the

execution, and they are only present at the beginning when the work is still being created and at

the end when there is less work and the dependency system propagation evidences some overhead.

However in this configuration the two implementations are similar in performance. If the system

increases then the processes do not have enough work and most of the trace will look like the end

of the trace; for that reason the scalability for 32768×32768 (Figure 3.15a) drops dramatically for

more than 16 nodes (32 processes).

It worth to remember that, for this benchmark, the problem size needs to stay constant, so, when

increasing the number of nodes the process start starving for work easier because the computation

is not very intense. In real applications it may be possible and desirable to increase the problem

size to use the extra memory available. In that case the weak scaling will not suffer of work starving

issues so easily.

3.9.3 Jacobi

This is one of the harder benchmarks for OmpSs-2@Cluster because of the intensive number of

communications, the fine-grained tasks, and the communications pattern. The expected number of

communications between iterations for this benchmark is very high as explained in Section 3.8.2.3.

But it exposed many optimizations opportunities as well.

In the first executions, the nested weak version did not scale at all. The task for version was

not ideal, but at least much faster than the Nested Weak version and scaled up to 4 nodes. On the

other hand, looking at the MPI version, we get almost perfect scalability. That was the final sign
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that all the performance problem is associated with communication because the key difference is

that the MPI version use a collective operation.

With the Nested Weak approach, the tasks released dependencies individually generating 4

data release messages + a task finish each. All these release messages were processed by the master

creating a bottleneck in the propagation and a rainbow of satisfiability messages that saturated all

the message handlers. To reduce this issue, we separated the message receiving an operation from

the message handling and added helper tasks (see: Section 3.6.5). This gave an initial improvement

in the order of 25% for larger task sizes and few nodes; clearly not enough for the number of

messages. For smaller task sizes (more tasks and messages to handle), this approach did not benefit

performance and actually stressed more the communication infrastructure and the dependency

system. In fact, this optimization benefited more from the task for version that scaled up to 8

nodes for a 32768×32768 matrix. This was beneficial overall; but made things harder with the goal

of bringing both curves closer.

The solution passed then to reduce the number of messages. We first implemented the Message

aggregation optimization (see: Section 3.6.3). This reduced the number of release messages by a

factor of 4. Then we also grouped the task finish message in the same package when possible, getting

an extra bit of improvement. Similarly, in the dependency system, we grouped the satisfiability

messages created in propagation by grouping them per remote node. Considering that in this

benchmark, every access needs to propagate to all the tasks in the next iteration, this improved

performance by a factor of 100 on 8 nodes.

At this point, we had improved the performance significantly comparing with the initial bench-

marks; but the taskfor version still was faster. We had grouped the satisfiabilities per task but did

not inhibit the early release of the accesses of subtask within a weak task. The task for version

did that by design, and we considered doing the same for all tasks.

However, we reconsidered the approach because inhibiting all the early release could affect the

namespace propagation in applications with unbalanced tasks/subtasks or with less regular work;

then the auto release came out (see: Section 3.3.6).
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Figure 3.17: Jacobi strong scalability.
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Figure 3.17 shows the final performance graphs for the Jacobi benchmark after all the previous

optimizations. After all the optimizations’ efforts to improve the communications, the performance

of the two OmpSs-2@Cluster benchmarks is very similar, which was the initial objective. For 32

nodes (64 processes), the communication cost is so important that it slows down the total execution

time below the time of 8 nodes’ execution.

Considering that the benchmark is very similar to matvec and the main difference between

them is the communication; it is fair to compare these results with Figure 3.15.

(a) MPI+OpenMP

(b) OmpSs-2@Cluster

Figure 3.18: Paraver traces showing synchronization for 10 Jacobi iterations : 32768×32768 matrix on 8 nodes
(16 MPI processes) and 12 cores per process each.

Figure 3.18 shows Paraver traces for 10 Jacobi iterations with a 32768×32768 matrix on 16

processes with 12 cores each. This trace uses a slightly bigger number of nodes then the other in

order to make more evident the overhead introduced by the all-to-all communications. Figure 3.18a

shows that the overhead introduced by the MPI collective operation is much smaller, and that is

the main reason why in this case, the scalability drops when increasing the number of nodes.

The overhead introduced by OmpSs-2@Cluster between iterations is in the same order as the

time needed for computation in every node in this configuration, even using only 12 cores per MPI

process and 16 processes (8 nodes). For bigger number of nodes the communication time increases,

and the computation time decreases exacerbating and exposing the problem even more.

On the other hand, for this configuration with only 12 cores per process, the overhead between

iterations in OmpSs-2@Cluster (Figure 3.18b) is already in the same order than the time needed for

computation. For a bigger number of nodes the communications increase and the computation time

decreases because there will be more processes to communicate and less work for every process;

exacerbating and exposing the problem even more.
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3.9.4 Jacobi vs Matvec performance comparison
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Figure 3.19: Matvec vs Jacobi: strong scalability comparison of the weak nested versions on 65536×65536 problem
size.

Figure 3.19 compare the deviation of Jacobi vs Matvec benchmarks respecting the number of

processes. This is a fair comparison because they use very similar kernels and the only difference

between them is that matvec has no inter-process communication, whereas Jacobi has all-to-all

communications.

We use the number of processes and no nodes because the communications are related to the

number of processes involved in the application.

In Figure 3.19a the performance of the two benchmarks is almost the same up to 16 processes

with an accuracy of 95%. By increasing the number of processes, the curves start diverging because

the Jacobi communications between nodes grow quadratically with the number of nodes, and the

work per node decreases with the inverse of that number. From Figure 3.19b we see that for 64

processes the extra communications overhead is about 1.5 times larger in Jacobi than Matvec.

The Jacobi benchmark is still under study because it exposes more optimization opportunities

under development considering.

3.9.5 Cholesky

The most striking detail in Figure 3.20 is that all the OmpSs-2@Cluster variants are significantly

faster than the MPI+OpenMP version.

The main reason for this is that the MPI version require blocking calls to ensure order and

communication completion. OmpSs-2@Cluster does not have this problem. Without dependencies

between nodes, the MPI version can only use some blocking calls to synchronize the nodes and

ensure a correct operation order. In the MPI benchmark, we only use non-blocking communications,

and call MPI Wait selectively when the application will use some data to ensure the transfer already

finished.

This schema creates a deadlock at the beginning of the execution because many threads wait
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Figure 3.20: Cholesky strong scalability.

for transfers and blocks, leaving the application without the resources to start the sends. The

most efficient alternative to solve this issue implements multiple sentinels to ensure that not all the

threads block at the same time. The sentinel approach is more efficient because it also behaves as

a throttle for communications and prevents blocking many threads on communications for future

work. The MPI code implementing all these optimizations is 4 times longer than the simpler

OmpSs-2@Cluster version.

The same Figure 3.20b shows that the strong and the weak versions are very close, up to 8

nodes, but the weak version gets slower on 16 nodes. We found that tasks created in the default

weak algorithm creates successors on multiple nodes and inhibits the namespace propagation.

Although the strong version has offloading overhead, in this case, it is a bit beneficial because

it creates a throttle and priority effect delaying the operations at the end of the loop that generally

is less critical. The offload overhead, in this case, is less important because (1) the fair distribution

reduces the number of transfers; (2) the number and granularity of tasks are generally big enough.

The optimized version was finally the best because it solves the order issue by using the OmpSs-2

priority clause and reorders the loops to increase namespace propagation.

To understand this in more detail, Figure 3.21 compares Paraver/Extrae traces for cholesky

with MPI+OpenMP vs. optimized OmpSs-2@Cluster. To show an intelligible trace, it is a small

example of a 16384×16384 matrix on four nodes, with 12 cores per node. Both traces show a

time-lapse of 1160ms since the algorithm started; the zoomed regions are 50ms. The traces show

the BLAS kernels and MPI communications (only non-negligible in the MPI version).

We see that the OmpSs-2@Cluster version has almost 100% utilization, but synchronization

among tasks and MPI communication causes the MPI+OpenMP version to have utilization of only

about 50%. As MPI is not task-aware, there are limitations on how MPI calls may be used with

OpenMP Tasks to avoid deadlock. Otherwise, tasks in all threads may try to execute blocking MPI

calls, occupying all threads even though other tasks may be ready, leading to a deadlock. Resolving

this needs synchronization, such as serializing waits or limiting the number of send or receive tasks
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Figure 3.21: Paraver traces showing synchronization for cholesky: 16384×16384 matrix on four nodes, 12 cores
per node.

in every step with artificial dependencies. Figure 3.21a shows how the waits (gray) stop parallelism

between iterations.

On the other hand, Figure 3.21b does not show any waits because OmpSs-2@Cluster does not

use any MPI blocking function. Tasks not satisfied are not ready, so they remain in the dependency

system; while ready tasks with pending data transfers are re-scheduled when they can execute. This

approach allows the runtime to concurrently execute tasks from multiple iterations and keeps the

workers busy while transfers occur. The priority clause is advantageous to prioritize the scheduling

of critical-path tasks, similarly to OmpSs-2 on SMP, but it is more important for OmpSs-2@Cluster

due to the network latency.

There is a trade-off in the Cholesky benchmarks involving task size. Smaller tasks achieve

higher parallelism and better load balance over most of the execution because there is enough work

to keep all the cores busy. But the amount of communication and the number of dependency

system operations increases with the number of tasks, i.e. with the inverse of the task size. On

the other hand, larger task sizes reduce the total amount of communications and the number of

dependency operations. Additionally, the BLAS kernels are applied to larger submatrices, which

is more efficient. But as Cholesky decomposition proceeds through the computation, the amount

of parallelism decreases and load imbalance appears towards the end of the execution. The load

imbalance is visible towards the end of the trace in Figure 3.21b, and it is due to the fair data dis-

tribution. It may be improved through a better scheduler as part of future work (see Section 6.2.7).

In each case, we chose the best block size for each execution, which is a compromise between the

two extremes. We use the largest problem size that fits into the physical memory of one node, and
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weak scaling results would, of course show better scalability.

3.9.6 Performance impact of the multiple optimizations

This section compares the influence and impact of the main 5 optimizations described in Section 3.6

for the optimized version of the benchmarks described in Section 3.8.2. The impact is different

for every benchmark depending on the problem type, data flow, task granularity and application

regularity.

For these benchmarks, all the optimizations implemented in the runtime were disabled and

added in the same order they were implemented one after the other. The effect of every optimization

is not lineal respect to the others because some optimization enhances others (i.e. writeID and

namespace) while some others address similar problems with different approaches (i.e. Message

aggregation and Message handler helpers).
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Figure 3.22: Performance impact of the different optimizations in matmul benchmark. Matrix dimension
16384×16384.

Figure 3.22 shows that writeID is the most important optimization for matmul. As there are

not communications between iterations and the tasks are coarse-grained, then the main source of

inefficiency exposed in matmul is the redundant data transfers addressed and solved with writeID

optimization as explained in Section 3.6.2. Most of the other optimizations have a very limited

impact on performance for matmul because they solve delays and latency issues associated with

communications not exposed by matmul as explained in Section 3.9.1.

On the other hand, matvec is more influenced by communication optimizations as shown in

Figure 3.23.

• Without optimizations (yellow), the scalability is negative.

• Up to 8 nodes the WriteID (green) and namespace (violet) are the most important optimiza-

tions. This is expected because the namespace optimization addresses the main new issue

added by matvec, which is the small task granularity.

• For 32 nodes, the Leader Thread (blue) and the Message Handler Helpers (red) become more

important because the amount of work per iteration and node is very small, and handling the

control messages becomes more important.
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Figure 3.23: Performance impact of the different optimizations in matvec benchmark. Matrix Dimension
32768×32768
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Figure 3.24: Performance impact of the different optimizations in Jacobi benchmark. Matrix Dimension
32768×32768

On the other hand, Jacobi is specially benefited by the WriteId and the Leader thread for any

number of nodes according to Figure 3.24. This is expected because Jacobi is especially intense in

communications, as explained in Section 3.9.3. An interesting detail is that Figure 3.24 does not

show any important improvement of using Message aggregation for Jacobi even though it is very

intense in communications; the main reason for this is that Jacobi uses the wait clause to inhibit

the early release (see: Section 3.3.6) which allows OmpSs-2@Cluster unfragment the release access

before sending the messages.

Finally Figure 3.25 show some improvements with all the optimizations except for the helper

threads. While Cholesky perform multiple communications during the execution, those are not

so intense respecting to the order of the computations and the helper threads may start some

communications to satisfy work in remote nodes while more critical work is pending in the local

one. The such bad impact is actually reduced on 32 processes mainly because the work per node

is smaller, and the impact of temporarily using some threads become negligible.

3.9.7 Performance impact of namespace propagation

As explained in Section 3.6.1, the namespace propagation benefits only the tasks offloaded in

advance generally weak tasks, by reducing latency and unnecessary messages.

Figure 3.26 shows impact of removing the namespace propagation and keep all the other opti-
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Figure 3.25: Performance impact of the different optimizations in Cholesky benchmark. Matrix Dimension
32768×32768
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Figure 3.26: Namespace impact on strong scalability for matmul and matvec weak nested versions.

mizations enabled in matmul (see: Figure 3.13b) and matvec (see Figure 3.15b).

In matmul (Figure 3.26b), there is no appreciable difference because the task size is much larger

than the rest of the overhead, even with 32 nodes (64 processes).

On the contrary, matvec (Figure 3.26b) shows a benefit of 25% in performance on 32 nodes.

The difference is negligible with less than 8 nodes because the relation between computation and

overhead is not critical, and the runtime is capable to overlap both.

This section does not include a similar comparison for the Jacobi benchmark because the names-

pace propagation is negligible compared with the rest of the communication overhead. And the

results in Figure 3.24 prove that Jacobi does not benefit from namespace propagation.

Similar to Figure 3.26; Figure 3.27 compares the namespace performance benefit but this time

for the Cholesky versions with weak tasks. Figure 3.27a shows that the weak version of the cholesky

benchmark is unable to take a significant advantage of the namespace propagation in spite of having

weak tasks.

On the other hand, the optimized version (Figure 3.27b) gets a 15% of improvements on 16

nodes from namespace propagation by just modifying and reordering the initial code.
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Figure 3.27: Namespace impact on strong scalability for the Cholesky benchmarks versions with weak tasks

3.9.8 Performance impact of the wait clause

Jacobi benchmarks do not significantly benefit from the namespace propagation because of the

intrinsic all-to-all propagation between iterations and the fragmentation of the output (see: Sec-

tion 3.8.2.3 and Section 3.9.3). However, once the user knows the application communication

pattern, it is possible to provide extra hints to the runtime to optimize the application execution

(see: Section 3.3.6)

The wait clause is one of those optimizations added by OmpSs-2@Cluster under the user’s

control. In this section, we study the direct impact of the wait clause in the performance for the

Jacobi benchmark.
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Figure 3.28: Wait clause impact on strong scalability for Jacobi weak nested benchmark.

Figure 3.28 shows the impact of adding a wait clause in the outer task level of the Jacobi weak

nested benchmark. In this case, the wait clause only reduces some of the messages involved in the

release, data accesses from nested tasks, but many of the other support messages (satisfiability,

send data raw) are still taking place.
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As expected, for a small number of processes (< 8), there is no significant difference in perfor-

mance, but for more than 8 nodes, the wait clause gives from 10% (8 nodes) up to 25% performance

improvement on 32 nodes.

3.10 Conclusions

This chapter presented OmpSs-2@Cluster, a programming model and runtime system, which pro-

vides efficient support for hierarchical tasking from distributed memory to threads.

We describe the OmpSs-2@Cluster programming model, its differences and contributions to

OmpSs-2 in Section 3.3 and provide details about the Nanos6 implementation in Section 3.5. The

Section 3.6 explains in detail the optimizations required and implemented with special emphasis in

the namespace optimization.

Section 3.8.2 describes the 4 benchmarks: matmul, matvec, Jacobi and Cholesky and their

comparative characteristics and reason for electing each.

Finally, the results in Section 3.9 show that performance of OmpSs-2@Cluster is competitive

with MPI+OpenMP for regular and well-balanced applications. The main limitations to scalability

are the use of point-to-point data communications in the runtime (for Jacobi, in Section 3.9.3) and

offloading/satisfiability overheads for fine-grained tasks on more than about 16 or 32 nodes. For

irregular or unbalanced applications it may be significantly better without increasing the code

complexity or sacrificing the programmer productivity. The section also discusses the effectiveness

of the main automated optimizations implemented in the runtime, and one under the user control

and consideration (wait and nowait clauses).

This work opens future work to leverage this model for (a) resiliency, (b) scalability, (c) intelli-

gent multi-node load balancing, and (d) malleability. With this aim, all source code and examples

are available open source [24].
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Chapter4
Multi-node dynamic load balancing

4.1 Introduction

As explained in Section 1.3, load imbalance is a long standing and significant source of inefficiency

in high performance computing. Load imbalance is made worse by increasing application com-

plexity, e.g. Adaptive Mesh Refinement (AMR) and modern numerics, and system complexity, e.g.

Dynamic Voltage and Frequency Scaling (DVFS), complex memory hierarchies, thermal and power

management [1], Operating System (OS) noise, and manufacturing process [100]. Load balancing is

usually applied in the application [108, 133, 12], but it is time-consuming to implement, it obscures

application logic and it may need extensive code refactoring. Load balancing requires an expert in

application analysis and it may not be feasible in very dynamic codes. Static approaches, such as

global partitioning, are applied at fixed synchronization points that stop all other work [161, 120],

and they rely on a cost model that may not be accurate. This task gets harder as the size of the

clusters continues to increase.

This chapter presents an automated approach for load balancing Message Passing Interface

(MPI) + OmpSs-2 [23] programs that relieves the application from the burden of balancing the

load across nodes. We extend the work in the previous chapter, which enables OmpSs-2 tasks to be

offloaded to other nodes, to employ Dynamic Load Balancing (DLB) [82] mechanisms and handle

fine-grained and coarse-grained load imbalance.

The motivations to use an approach oriented to hybrid MPI+OmpSs-2 applications are:

Existing applications There are multiple hybrid MPI+OmpSs-2 applications and benchmarks

developed for OmpSs-2@Shared Memory Multiprocessor System (SMP). Those applications can

benefit from this approach with a minimal effort, while porting them to a pure OmpSs-2@Cluster

version may be time consuming and break some of their backward compatibility. Moreover, porting

hybrid MPI+OpenMP applications to use OmpSs-2 tasks requires programmer effort. However,

these changes are generally small compared to the effort of removing all the MPI infrastructure if

it already exists. That may end up in a complete new implementation for the application. Due

to the similarity in the annotation approach and syntax, some applications like Alya [8] support

OpenMP and OmpSs at the same time for shared memory parallelism with the same code base.

Those applications can also benefit from this approach keeping support for OpenMP but without
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maintaining different code bases.

Large number of nodes The current OmpSs-2@Cluster implementation is scalable to a small

number of nodes. Although future work will be aimed at optimizing and improving the runtime

for larger systems, some OmpSs-2@Cluster applications will have difficulties to scale in a large

number of nodes when compared with MPI applications optimized in the user code level (i.e. using

collective operations).

An MPI+OmpSs-2 program requires only minor and local changes to be compatible with our

model because no additional markup is required beyond the existing annotation of the task accesses.

The single mechanism of task accesses is used to compute dependencies for parallel task execution,

for data locality on the node, and for data transfers and locality optimizations on multiple nodes.

We leverage the malleability of OmpSs-2 and OpenMP in terms of their ability to adjust to

dynamically varying numbers of cores. Our approach uses DLB as the underlying mechanism; the

Lend When Idle (LeWI) module [80] reacts to fine-grained load imbalance and DLB’s Dynamic

Resource Ownership Management (DROM) module addresses coarse-grained load imbalance by

reserving cores on other nodes that can be reclaimed on demand.

A key aspect of this work is the use of an expander graph (defined in Section 4.4.2), in which

each MPI rank in the application directly offloads work to a small number of other nodes. This

approach limits the amount of point-to-point communication and state that needs to be maintained,

and it provides a path to scalability to large numbers of nodes.

We evaluate application-level imbalance using a micro-scale solid mechanics application with

up to 64 nodes, and reduces the execution time by 46% compared with an execution using the same

number of nodes and state-of-the-art DLB (which performs load balance separately on each node).

This is only 7% above the theoretical time-to-solution with perfect load balancing. We evaluate

system-level imbalance by executing an n-body Barnes–Hut simulation with two ranks per node

on up to 16 nodes, one of which has a reduced clock frequency of 1.8 GHz, while the rest run at

3.0 GHz. We also use a synthetic benchmark to increase confidence that our approach works for a

range of scenarios that may not all be encountered in the applications. The synthetic benchmark

performs a sweep of the load imbalance, from perfectly load balanced to the extreme where all work

is on one node.

DLB reduces the execution time by 16% and our approach reduces the execution time by a

further 20%, with respect to the same baseline. This is an example where our dynamic approach

operates in addition to the application’s own load balancing technique, in this case Orthogonal

Recursive Bisection (ORB), whose cost model does not adapt to varying node performance. The

synthetic benchmark shows that our approach provides good load balancing across a wide range

of application imbalance, within 10% of perfect load balancing for an imbalance of up to 2.0 on 8

nodes.
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4.2 Background

4.2.1 Dynamic Load Balancing (DLB) fundamentals

DLB [82, 81] is a library to enable dynamic load balancing among multiple processes on the same

node, from either the same or different applications. DLB can balance applications with two levels

of parallelism where the inner level is malleable and use the malleability of the inner level to balance

the outer level. It exploits the malleability features of OmpSs-2 and OpenMP; i.e., the ability to

dynamically adapt to varying resources at runtime, in this case the number of cores. It is compatible

with MPI, OpenMP and OmpSs.

DLB is a flexible solution transparent to the applications and the programmer does not need

to modify the application. Since version 3.0 DLB includes three independent and complementary

modules:

Lend When Idle (LeWI) The main idea of the LeWI algorithm is to lend the OpenMP threads

(Central Processor Units (CPUs)) of an MPI process while it is waiting in a blocking call to another

MPI process running in the same node that is still doing computation [80].

When the MPI process that has lent the CPUs gets out of the blocking call it will recover its

CPUs and the process that was using them will be notified to stop using the lent threads

Under the control of the runtime (either Nanos6 or OpenMP), LeWI provides the mechanism

to respond to a fine-grained imbalance. It provides a straightforward Application Programming

Interface (API) to lend cores when they would otherwise be idle and to borrow them, when needed,

by a different process on the node. Crucially, the lender may reclaim the cores as soon as they are

needed again.

Dynamic Resource Ownership Management (DROM) is an interface that provides effi-

cient malleability with no effort for program developers [56]. The running application is enabled

to adapt the number of threads to the number of assigned computing resources in a completely

transparent way to the user through the integration of DROM with standard programming models,

such as OpenMP/OmpSs, and MPI.

DROM enables coarser-grained load balancing by providing an API to change the semi-permanent

ownership of cores among the processes on the node. Ownership of cores in proportion to the av-

erage load provides the ability for processes to reclaim the right number of cores when they are

needed.

Tracking Application Live Performance (TALP) is a portable, extensible, lightweight, and

scalable tool for parallel performance measurement [121]. Tracking Application Live Performance

(TALP) implements the well-defined and established Performance Optimisation and Productivity

Centre of Excellence (POP) metrics [151] and offers an API to consult them during the execution.

The API can be used by the application or other resource managers or job schedulers. The

basis of the implementation intercepts the MPI calls and accounts for the time spent by each MPI

process doing useful computation or communication. It also takes into account the number of

threads that are being used in case the applications use an Hybrid programming model.
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In this work we use the DROM and LeWI modules to perform coarse and fine-grain load

balancing.

4.3 Programming model

4.3.1 OmpSs-2@Cluster and MPI interoperability

MPI Application

Node 0
Apprank 0

(main)

Helper

Helper

Node 1
Helper

Apprank 1
(main)

Helper

Node 2
Helper

Helper

Apprank 2
(main)

Task offload

Figure 4.1: Architecture of MPI+OmpSs-2@Cluster. Application ranks (appranks) communicate via MPI and
helper ranks on some other nodes can execute tasks of heavily loaded appranks. The main function runs as tasks
on the appranks.

We extended the OmpSs-2@Cluster programming model to support interoperability with MPI

so it can be used for load balancing of MPI + OmpSs-2 programs. The overall approach is illustrated

in Figure 4.1. As for any MPI program, the application’s main function executes in Single Program

Multiple Data (SPMD) fashion across the compute nodes. The MPI ranks visible to the application

are known as appranks (or application ranks), and they communicate in the normal way using

MPI (solid line in Figure 4.1). Unlike regular MPI, however, each apprank is supported by a

few helper ranks on other nodes (connected with dashed lines). All ranks including helper ranks

are full instances of Nanos6 that execute tasks across a variable number of cores. The runtime

instances will coordinate to balance the loads, offloading tasks from the apprank to a helper rank,

as needed. Offloadable tasks are defined using regular OmpSs-2 task annotations. Figure 4.2 shows

an example n-body kernel that is a slightly simplified extract from the n-body application used in

the evaluation. There is a single offloadable task that calculates the forces on a number of bodies.

The pragma annotation defines the task together with its inputs and outputs.

The application is compiled and executed in the same way as any MPI+OmpSs-2 program

(see: Section 3.2.2). The runtime only needs an extra configuration parameter to enable task

offloading.

Two superficial changes are required in the application source code to support MPI+OmpSs-

2@Cluster. Firstly, all occurrences of MPI COMM WORLD should be replaced with a call to the

relevant runtime API call, nanos6 app communicator(), to obtain the communicator to be used by

the application. Secondly, since the runtime requires MPI communication before and after the

execution of the main function, the application should not itself call MPI Init() or MPI Finalize(), as

these calls are made by the runtime. Making these changes in the application, rather than through

a custom mpi.h passed to the application ensures portability across all systems. It maintains the

OmpSs-2 property that code without OmpSs-2 pragmas, which may use mpi.h, may be compiled

in the normal way with the host compiler.
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1 for (int j = 0; j < num_bodies; j += block_size) {

2 int n = MIN(block_size , num_bodies -j);

3
4 #pragma oss task in(bodies[j;n]) in(cells[0;num cells]) out(forces[j;n])

5 for (int k=j; k<j+n; k++) {

6 // Compute forces[k]

7 }

8 }

Figure 4.2: Example OmpSs-2@Cluster code for n-body kernel.

MPI calls on the application’s communicator are valid, so long as it is not done in an offloadable

task, or a descendant (child, grandchild, etc.) of an offloadable task. This is consistent with the

normal way of developing MPI+OpenMP or MPI+OmpSs-2 programs, which use tasks to perform

compute operations, but not communication, due to the risk of deadlock. The intention is to avoid

having to intercept MPI calls to manage MPI communication among offloaded tasks.

We maintain the property of regular OmpSs-2@Cluster that tasks are always executed in a

process with the same virtual address structure as their apprank Chapter 3. The different appranks

have isolated virtual address spaces, so that different objects on different appranks may be allocated

to the same virtual address, even if they are both accessed by tasks executed (within different

appranks) on the same physical compute node. This simplifies the porting of applications that use

global or static data or that use libraries that do so. It allows the programmer to not have to worry

about placing global and static data at different addresses, which could otherwise cause bugs that

are difficult to track down.

4.4 Runtime implementation

4.4.1 Overall architecture

In Figure 4.1, each apprank and helper rank is a process with multiple threads that can execute

tasks. If the application is well-balanced, then only the appranks are involved in the computation,

in the same way as any MPI+OmpSs-2 program. In this case, the helper ranks will remain idle.

Using DLB, multiple appranks on the same node can respond to small load imbalances, by shifting

cores to the appranks with more load. At some point, however, it will become necessary to break

the confinement of a single node and offload work to helper ranks on other nodes.

Offloading uses the existing task offload mechanism described in Chapter 3. No additional

support is needed for MPI+OmpSs-2 because MPI communication is not supported in offloadable

tasks or their descendants. Most programs do not need to perform MPI communication in tasks,

and it would be difficult to implement the matching of MPI communication among tasks offloaded

to different nodes.

The offloading mechanism does not merely spread the load of a single heavily loaded apprank or

node. It is designed to avoid any bottlenecks, where a local load imbalance can get “stuck” within

a single node or a small group of nodes. At the same time, we wish to minimize the number of

helper ranks in the system, since each helper rank implies point-to-point communication and state

and scheduling complexity.
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Figure 4.3: Work spreading of 32 appranks on 16 nodes. Offloading tasks to a few other nodes allows the work to
be spread across all nodes used by the application.

4.4.2 Spreading of work

Figure 4.3a represents the mapping of appranks (application ranks) to nodes when an application

executes with 32 appranks on 16 nodes, two appranks per node. Assuming that DLB is enabled,

the load can be balanced among the two appranks (black squares) on the same node, but any load

imbalance is confined to a node. Figure 4.3b is the opposite extreme, where each apprank executes

its main function on the same rank as before (black square). It can still balance the load with the

other apprank on the same node, but it can also offload tasks to any other node (grey squares in

the same column).

This configuration provides the maximum ability to spread work, but it requires a lot of state

for point-to-point communication and for each rank to keep track of where to send the work.

Changing behaviour of the different appranks in response to each other causes a lot of variability

in the execution. Finally, Figure 4.3c is an example following the philosophy of this chapter: each

apprank executes tasks across a small number of nodes, providing the ability to spread work while

limiting the amount of state and variability.

Static work spreading: The simplest approach is to allow each apprank to directly offload tasks

to a few other nodes that have been chosen before the application begins execution. A large body

of work exists on expander graphs, which have the properties we need, so we first translate the

problem into the language of graph theory. Rather than arranging the appranks and nodes into a

grid, we define a bipartite graph of appranks and nodes and draw an edge between an apprank and

a node if the apprank can execute tasks on that node.
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Figure 4.3d shows the graph representation of the scenario from Figure 4.3c at the top, with

a zoom on part of it at the bottom. There are two types of vertices. Each of the vertices drawn

across the top of the graph represents an apprank, i.e. an instance of main. Each of the vertices

drawn across the bottom represents a node. The thicker solid edges identify the original processes

running the appranks, i.e. it indicates which node executes main for that apprank. The thinner

lines indicate the presence of a helper rank that can execute offloaded tasks from a given apprank

on a given node. Overall, each edge corresponds to a process that executes an instance of Nanos6:

it executes tasks from a given apprank on a given node. In Figure 4.3d, each apprank has degree

three (one apprank and two helper processes) and each node has degree six (the two appranks and

four helper processes on that node).

There are several definitions of an expander graph in the literature [96], but for our purposes

we define a bipartite expander graph as a bipartite graph for which |N(A)| ≥ (1 + ϵ)|A| for some

large ϵ > 0, for every subset A of at most half of one of the partitions of the graph [62]. In our

context, A is a subset of the appranks and N(A) is the set of all nodes that are adjacent to at least

one apprank of A. |A| is the number of appranks under consideration and |N(A)| is the number of

nodes over which the work of A can be divided.

The definition means that the work belonging to each subset of the appranks can, in principle,

be spread across a good number of nodes, which grows with the number of appranks. This achieves

our aim of avoiding bottlenecks on the ability to spread local load imbalances. The definition is a

strict one that applies to every subset, not merely a probabilistic one, so no matter where the load

imbalances arise, the work can be spread out across a good number of nodes.

It is well-known that a large randomly-chosen graph is an expander graph with high proba-

bility [96, 41, 62]. We add the constraints that each apprank has the same number of incident

edges, as do the nodes (it is bipartite biregular), and generate a random graph according to these

constraints. Small graphs are generated using a heuristic-based search or known-optimal solution.

For small graphs up to about 32 nodes, we also run some checks to avoid bad graphs, i.e., with

limited connectivity, by calculating the vertex isoperimetric number (the minimal value of 1 + ϵ in

the above equation). Each graph is stored for future executions so that it is only created once.

The number of edges per apprank is a user-provided parameter, known as the offloading degree.

An offloading degree of one corresponds to the baseline without task offloading. An offloading

degree of two means that each apprank can execute tasks on its main node and one additional

node. Since the offloading degree is known in advance, as is the assignment of appranks and helper

ranks to nodes, the initialization of all Nanos6 instances is done at initialization time. Our results

on up to 64 nodes are generally insensitive to the offloading degree, so long as it is large enough

to accommodate the application’s level of imbalance and to provide enough connectivity given the

number of nodes. It can be set as recommended in Section 4.6.3. We have not investigated larger

numbers of nodes, but it is known that the graph diameter of a regular graph increases with the

number of vertices, so it may be necessary to increase the offloading degree. [52]

Dynamic work spreading: The static approach has a parameter (the offloading degree), which

must be provided by the user. Depending on the value of this parameter, a fixed number of helper

ranks is created at the beginning of the execution. These helper ranks require at least one core
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each, leaving fewer resources for the actual computation, even if the helper ranks turn out to not

be required. The need to use at least one core per process is part of the design of DLB, which

does not support oversubscription of cores [83, Section 5.2] Moreover, the optimal bipartite graph

depends on the application and input data. It could also take account of specific communication

latencies and thereby depend on the physical topology of the nodes allocated to the application.

A better approach may therefore be to grow the expander graph dynamically. This would

allow the execution to adapt to the program and system characteristics, and it would remove the

offloading degree parameter. Doing so is compatible with all the contributions in this chapter,

and is a natural extension of our work. The main change to the runtime would be to extend it

to support dynamic process spawning. Our experience, however, discussed in Section 4.6.3, shows

that the benefit would likely not be sufficient to compensate for the extra implementation and

evaluation complexity.

4.4.3 Fine-grained load balancing via LeWI

At any time, a fine-grained load imbalance may appear among the workers on a node. LeWI is

the mechanism that allows a worker process to lend otherwise idle cores to another process on the

same node that can make use of them. As the borrower process completes tasks more quickly, it

can be scheduled more tasks from the main (or other) process, as explained in Section 4.4.5.

4.4.4 Coarse-grained load balancing via DROM

At any time, each CPU core is owned by one of the appranks or helper ranks executing on that

node. At the beginning of the execution, each helper rank owns one core (the minimum possible

with DLB), and ownership of the remaining cores is divided equally among the appranks on the

node. On MareNostrum 4, for example, which has 48 cores per node, each helper rank of Figure 4.3c

starts with one owned core and each apprank starts with 22 owned cores. Ownership of cores is

updated dynamically as the execution progresses. We propose two approaches for doing so, a local

convergence approach and a global solver approach, both described below.

4.4.4.1 Local convergence approach

As the program executes, each apprank’s task scheduler (Section 4.4.5) tries to balance the load

by exploiting all cores, on all nodes, that are assigned to the apprank. At the same time, the local

convergence approach tries to balance the load-per-core among the workers running on each node.

To do so, each worker measures its average number of busy cores, i.e., the average number of cores

executing tasks or runtime code except the idle loop. The workers on a node coordinate to ensure

that all cores have an owner and that the number of cores owned by each worker is proportional

to its average number of busy cores. These two processes, one local to the apprank and one local

to the node, together try to keep all cores in the system equally busy.

This approach is simple to implement and understand, it has no global communication and low

overhead, and it does a good job of balancing the loads among the appranks. It is not guaranteed,

however, to minimize the amount of task offloading. Figure 4.4a shows an example with two
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Figure 4.4: Coarse-grained load balancing: The local approach balances the load but does not minimize task
offloading, as both appranks of the balanced kernel execute tasks across both nodes. The global approach balances
the load and minimizes task offloading at the cost of global communication.

appranks on two nodes. The x-axis is time and the y-axis shows the number of cores executing for

Apprank 0, in blue, and Apprank 1, in orange. Node 0 is shown in the top half of the trace and

Node 1 is shown in the bottom half of the trace. The first half of the execution has an unbalanced

load: both appranks have 100 tasks per core, but each task of Apprank 0 has duration 50ms whereas

each task of Apprank 1 has duration 0ms. Almost all computation is therefore on Apprank 0. We

see that the local approach almost immediately starts executing the tasks of Apprank 0 on both

nodes, making full use of the computational resources.

The second half of the execution, however, has an equally balanced load across the two appranks.

Both appranks still have 100 tasks per core, but now all tasks on both appranks have duration 50ms.

Since before this point, both nodes have almost all cores owned by Apprank 0, the first expensive

tasks from Apprank 1 must wait for cores to become available. Once the work of Apprank 0 is

complete, the tasks of Apprank 1 are scheduled across both nodes. Both nodes see the same pattern

of load, and they react in the same way, by increasing the number of cores owned by Apprank 1,

to converge towards equal ownership.

The outcome is that Apprank 0 offloads half of its tasks from Node 0 to Node 1 and Apprank 1

offloads half of its tasks from Node 1 to Node 0. It is clearly unnecessary to offload tasks when

the load is balanced, and Figure 4.4b shows the optimal approach. It starts in the same way as

Figure 4.4a, but once the load becomes balanced, there is no unnecessary offloading of tasks. It

was obtained using the global solver approach, described in the next section.
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4.4.4.2 Global solver approach

The global approach employs an external solver to determine how many cores should be allocated

to each worker process. Similarly to the local approach, it uses the number of busy cores as an

estimate of the amount of work, but the work is summed across all workers in the apprank. It then

uses a linear program formulation to minimize the value of:

max
Apprank a

Total work on a

Total cores on a
, (4.1)

subject to the constraints that each worker owns at least one core, the sum of owned cores on each

node is at most the number of physical cores, and that each apprank may only own cores that

it is adjacent to in the bipartite expander graph, e.g., in Figure 4.3d. This is an Integer Linear

Program (ILP), i.e. a linear program whose variables must all be integers, since the numbers of

owned cores must be integers. In general an ILP is NP-complete, but it is sufficient to solve the

continuous linear problem and round the solution to an integer number of owned cores per worker

that sums to the total number of physical cores. This is always a valid solution, but it may not be

the perfectly optimal solution when it is unclear which direction to round to integer. A heuristic

counts the cores on the apprank itself as being marginally faster, in order to prefer to not offload

unless necessary. We did not find the precise value of this incentive to be critical, as the solver tends

to minimize offloading once it has an incentive to do so, even when the magnitude of this numerical

incentive is small. We use a value of one part in 10−6, i.e. the “Total work on a” in the numerator

of Equation 4.1 is the sum of the non-offloaded work and 1+ 10−6 times the offloaded work. Since

the number of busy cores includes runtime overheads, the global policy is able to converge to a

solution that provides additional resources, if necessary, for runtime execution overheads.

The global policy has the advantage that it will always find an optimal solution that balances

the load and minimizes task offloading. Its disadvantages are that it requires periodic global

communication, and it centralizes the work of determining the core allocation onto a single node.

The implementation has a separate Python process using CVXOPT [9], and it executes the global

solver every two seconds. We always run the solver on the first node, which in many cases happens

to be the highest loaded node. But it could of course be migrated to the least loaded node. The time

to solve the global allocation problems for the 32-node experiments in Section 4.6 is approximately

19 ms. Running the solver every two seconds gives an overhead of about 1%.

Since the time to solve the linear program grows approximately quadratically with the size of

the graph, larger graphs than 32 nodes should be partitioned and solved in parts on multiple nodes.

These 32-node groups are very likely to contain heavily and lightly loaded nodes and allow almost

complete load balancing. It is a significant improvement above the existing DLB approach, which

only supports load balancing among the processes on a single node.

4.4.5 Task scheduling

To maintain load balance, the scheduler makes a tentative scheduling decision whenever a task

becomes ready. If the best node, according to data locality, currently has fewer than two tasks

per-core, then the task is scheduled to that node immediately. Otherwise, it there is an alternative
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node with fewer than two tasks per core, the task will be immediately scheduled to that node

instead. Two tasks per core allows one task to be executing and another to have the data transfer

(if any) initiated in advance and be blocked ready to execute as soon as the executing task finishes.

If all nodes already have at least two tasks per core, then the newly ready task is held in a queue,

and will be stolen as tasks complete.

When calculating the number of tasks per core, the number of cores is the number owned via

DROM. It does not take account of any short-term lending or borrowing of cores via LeWI. This is

because the lent cores are not really gone, as they can easily be reclaimed if needed, while borrowed

cores may have to be returned at any moment. Offloading a task is a “final” decision because once

a task has been offloaded to a node, it cannot be recalled, and it cannot be rescheduled or migrated

to another node. By not taking temporary cores for granted, we ensure that there are always

sufficient cores to execute the offloaded tasks in a timely manner.

4.5 Methodology

4.5.1 Quantifying imbalance

We quantify the application’s load imbalance using the imbalance:

Imbalance =
Maximumapprankload

Averageapprankload
≥ 1. (4.2)

This metric is dimensionless, and it directly relates the maximum load, which gives a lower

bound on the length of the critical path, to the average load, which estimates the length of the

critical path with perfect load balance. It is preferable to other metrics, such as the standard

deviation of loads, that have no direct connection to the problem to be solved. As formulated the

load imbalance ignores any imbalance among the cores due to task scheduling. An imbalance of

1.0 is perfect load balance, whereas an imbalance of 2.0 indicates that the critical path has roughly

twice the length that it would have with a perfect load balance. The maximum possible value for

the imbalance is the number of appranks, which would correspond to the case where all the work

is on one apprank.

4.5.2 Benchmarks

We use two application programs, Alya MicroPP and n-body. Alya MicroPP is a 3D finite element

library for microscale solid mechanics in composite materials [86]. The code has unbalanced exe-

cution due to the mix of linear and non-linear finite elements. The n-body code [25] is a parallel

implementation of Barnes–Hut [159] using Orthogonal Recursive Bisection to equalize the work

across the ranks. Both applications are implemented in C++ with parallelization using MPI and

OpenMP/OmpSs-2.

We also use a synthetic benchmark to increase confidence that our approach works for a range

of scenarios beyond those found in the applications. The synthetic benchmark has a configurable

imbalance (Equation 4.2). Each iteration of the program has 100 tasks per core, of average duration

50 ms. The task durations are different on the different appranks to meet the target imbalance. The
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execution time of the tasks on the worst-case rank is 50 ms multiplied by the target imbalance. The

other execution times are uniformly distributed over the space of values respecting the constraints.

4.5.3 Hardware platform

Most experiments were performed on up to 64 nodes of the general-purpose block of the MareNos-

trum 4 supercomputer [17]. MareNostrum 4 comprises 3456 compute nodes, each with two 24-core

Intel Xeon Platinum sockets. We use normal memory capacity nodes, which have 96 GB physical

memory (2 GB per core). The interconnect is 100 Gb Intel Omni-Path with a full-fat tree. The ex-

periments with a slow node were performed on Nord3 [20], which has a newer version of Slurm that

supports heterogeneous allocations, as needed to run different nodes of the same job at different

clock frequencies. Nord3 has 756 compute nodes, each with two 8-core Intel E5-2670 SandyBridge

sockets at 3.0 GHz (normal) or 1.8 GHz (slow).

4.6 Results

4.6.1 Application performance
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Figure 4.5: MicroPP application performance with global allocation policy.

Figure 4.5 shows the results for MicroPP on two to 64 nodes of MareNostrum 4. Figure 4.5a

has one apprank per node and Figure 4.5b has two appranks per node, i.e. 4 to 128 appranks. The

baseline result (blue) is without task offloading or DLB. When there is just one apprank per node,

single-node DLB makes no difference, as expected. When there are two appranks per node, the
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benefit from DLB alone (degree one) is also generally small, because some heavily loaded ranks

share a node. All baseline and degree one results have no helper ranks, so all cores are used for

computation.

Enabling task offloading via OmpSs-2@Cluster, however, makes a large improvement to per-

formance in all situations. Assuming a moderate offloading degree of four, the time-to-solution is

reduced by 49% on 4 nodes and 47% on 32 nodes, compared with DLB. Both are close to the perfect

load balancing. Offload to a single extra node (degree two) has good results for small numbers of

nodes, but as the number of nodes increases the limited graph connectivity becomes a constraint

on the ability to balance the load. An offloading degree of three or four provides good results in all

situations. Increasing the offloading degree to an excessive value, of eight or more, starts to affect

performance, justifying the design decision to use few helper ranks per apprank.
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Figure 4.6: n-body on Nord3 with one slow node (2 appranks per node) and global allocation policy.

Figure 4.6 shows the results for n-body on Nord3 with one slow node. n-body is in itself a

balanced application, as it uses ORB each timestep to rebalance the work. In this example with a

slow node, however, ORB does not perform well. Here, on 16 nodes and two appranks per node, we

see a 16% improvement when employing single-node DLB and a further 20% improvement (with

respect to the same baseline) when enabling task offloading with degree 3. The single apprank per

node results are not shown as the baseline performance was much worse, likely due to an issue with

scheduling tasks across the two Non-uniform Memory Access (NUMA) nodes. Nord3 has an older

CPU architecture, with 16 cores per node, so with two appranks per node, the offloading degree

should be at most four. From both applications, the conclusion is that the global core allocation

achieves excellent improvements in load balance, with an offloading degree of four.

4.6.2 Local core allocation

The local policy has about 10% higher optimal execution time for MicroPP on 32 nodes than the

global policy, and it is generally more sensitive to the offloading degree (number of nodes among

which each apprank can execute tasks).

Figures 4.7 and 4.8 show the results using the local allocation policy. Overall, local allocation

performs slightly worse than global allocation due to the issue with unnecessary task offloading

(see: Section 4.4.4.1). We see that the local policy provides similar results for small numbers of

nodes: reducing the time for two appranks per node on 4 nodes by 43%. But the local policy

tends to offload too many tasks, and on 32 nodes the improvement is only 38%, compared with
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(b) MicroPP on MareNostrum 4 (2 appranks per node)

Figure 4.7: MicroPP and n-body performance with local allocation policy.

47% found above for the global policy. It also tends to be more sensitive to a well-tuned offloading

degree, with execution time rising for an offloading degree above 4 for MicroPP.

4.6.3 Sensitivity analysis on kernel imbalance

Figure 4.9 is a sweep of the execution time, as a function of the imbalance, for the synthetic test

program (see: Section 4.5.2). The x-axis is the imbalance, defined in Equation 4.2, and the y-axis

is the execution time per iteration, in seconds. In all three subplots, the baseline MPI+OmpSs-2

program with single-node DLB is indicated with the blue line. Since there is one apprank per node,

there is no benefit from single-node DLB, so the case without DLB is not shown.

When the offloading degree is 1, there is no automatic load balancing. The execution time is

dominated by the most heavily loaded node, which is the same as the most heavily loaded apprank.

If the imbalance on the x-axis is I, then using a simple model, the average amount of work per

apprank is 5 seconds but the amount of work on the most heavily loaded apprank is 5I seconds. The

bottleneck is the most heavily loaded node, so the overall execution time should be proportional

to the imbalance, which is what is seen in all four subplots. When the offloading degree is 2,

the most heavily loaded node can offload tasks to one other node. The runtime can get close

to a perfect load balance until the imbalance reaches 2. At that point, the work from the most

heavily loaded apprank can be spread across 2 nodes, each of which will have at least 5I/2 units

of work, being half the work assigned to the worst case apprank. This assumes that the runtime

has moved the rest of the work away from these two nodes to get perfect load balancing given the

known offloading degree. The ideal outcome is therefore a flat execution time of 5 seconds until
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Figure 4.8: n-body on Nord3 with one slow node (2 appranks per node) and local allocation policy.

the imbalance reaches 2, at which point the execution time increases at half the slope that was

seen for an offloading degree of 1. A similar argument indicates that the best possible outcome for

an offloading degree of d is a flat execution time until the imbalance reaches d, at which point the

execution time starts increasing at a rate of 1/d times that of an offloading degree of 1.

Figure 4.9 show that, on four to 64 nodes, an offloading degree of four (red) provides the best

results across the whole range of application imbalance from 1.0 to 4.0. This is similar to MicroPP,

where an offloading degree of four also generally provided the best results. For small numbers of

nodes, up to about eight nodes, it is sufficient for the offloading degree to be at least as large as

the imbalance. This is clearly seen in Figure 4.9a, on four nodes, where an offloading degree of 2 is

sufficient for up to an imbalance of 2.0 and an offloading degree of 3 is sufficient for an imbalance

up to 3.0. But there is no penalty for a moderately higher offloading degree.

For larger numbers of nodes, the graph connectivity becomes an issue. On 64 nodes, an of-

floading degree of 4 provides the most dependable results even for small levels of imbalance, and is

within 20% of optimal for imbalances in the range 1.0 to 2.0. The conclusion is that for up to 64

nodes, an offloading degree of four is sufficient, which is dramatically lower than full connectivity

(an offloading degree of 64). The fact that there is no benefit for smaller offloading degrees when the

imbalance is small supports our claim that a static expander graph is sufficient (see: Figure 4.4.2).

4.6.4 Fine-grain (LeWI) and coarse-grain (DROM)

In order to understand the role of LeWI and DROM, Figure 4.10 shows Paraver/Extrae execution

traces for MicroPP with and without LeWI and DROM, with four appranks on four nodes. The

outcome is similar for larger numbers of nodes, but this example gives more intelligible traces. The

x-axis is time, and all timelines have the same scale, so the length of the trace is proportional to

execution time. The y-axis indicates the number of cores for each apprank (colours), busy executing

tasks or non-idle-loop runtime code (left-hand traces) or owned (right-hand traces). The four nodes

are shown from top to bottom.

Figure 4.10a shows the original MPI+OmpSs-2 trace, in which there is a clear imbalance among

the nodes, due to the greater amount of work done by Apprank 0. In fact, the imbalance as defined

above equals 2.0 We see in Figure 4.10b that each apprank owns the cores on its node.

Figure 4.10c employs LeWI, but not DROM. In this case, once Apprank 1 finishes an iteration,

LeWI reacts to the fine-grained load imbalance by allowing tasks from Apprank 0 to be offloaded
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Figure 4.9: Execution time of synthetic application, with one apprank per node, using LeWI and DROM, as a
function of the imbalance. An offloading degree of four provides consistently good results on up to 64 nodes.

to Node 1, and Apprank 0 executes its tasks across both nodes.

The use of remote cores when temporarily borrowing cores is well under 100% due to the issue

described in Section 4.4.5. It is important not to be too aggressive when making use of borrowed

cores, because the cores could be reclaimed at any moment. In fact, Apprank 1 reclaims its cores

at the beginning of the next iteration.

Figure 4.10d shows the same static assignment of core ownership, since LeWI does not change

the ownership of cores. Overall, the imbalance is reduced to 1.33 and the execution time is reduced

to 83% of that of the baseline.

Figure 4.10e employs DROM rather than LeWI. DROM updates the ownership of cores to

ensure load balance and high utilization in the later iterations. After a few iterations, almost

all cores on Node 0 and Node 1 are consistently used by Apprank 0. In order to let this happen,

Apprank 1 shifts its work to Node 2. The trace shown in Figure 4.10e uses the global core allocation

policy, but the same effect occurs with the local policy. We see that the imbalance is reduced to

1.15 and the execution time is reduced to 65% of that of the baseline execution. Figure 4.10f shows

how the core ownership converges to this optimal result.

Finally, Figure 4.10g employs both LeWI and DROM. LeWI is active in the first iteration,

by reacting to the load imbalance immediately. But DROM quickly adjusts to the steady-state

imbalance, ensuring an optimal load balance in later iterations. This shows how LeWI and DROM

complement each other and together give the best execution.

Surprisingly, in this example, the execution using both LeWI and DROM has a higher imbalance,
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(c) Using LeWI but not DROM: busy cores
(Imbalance=1.33; time: 66.6 s, 83%)

(d) Using LeWI but not DROM: owned cores
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(e) Using DROM but not LeWI: busy cores
(Imbalance=1.15; time: 51.6 s, 65%)

(f) Using DROM but not LeWI: owned cores

Node0
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Node2

Node3

(g) Using LeWI and DROM: busy cores
(Imbalance among nodes is now 1.22; time: 49.9 s: 63%)

(h) Using LeWI and DROM: owned cores

Figure 4.10: Paraver/Extrae traces of Alya MicroPP on four nodes with degree two. LeWI allows Apprank 0 to
borrow cores on Node 1 when they would otherwise be idle. DROM adapts the long-term ownership of cores to
address the steady load imbalance.

of 1.22, than using only DROM, for which the imbalance was 1.15. This is because the imbalance

is not a perfect measure. In Figure 4.10e, the most heavily loaded node happens to be node 1.

In Figure 4.10g, the execution is similar except that more tasks are offloaded to node 1 near the

beginning of the execution, when node 1 would otherwise be mostly idle. Overall, the effect is to

decrease the execution time, even though, for this example, more work is done on the overall most

heavily loaded node.

4.6.5 Sensitivity analysis with slow node

Figure 4.11 shows a sweep of the execution time as a function of the imbalance, for a synthetic

test case with one slow node that is three times slower than the other nodes. Being a synthetic

example unlike n-body, it is not actually a slow node, just emulated by the task durations. The

y-axis is the execution time per iteration, and the x-axis is the imbalance. Increasing imbalance to
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Figure 4.11: Synthetic test program with one emulated slow node (3 times slower than the other nodes), showing
that tasks are offloaded to balance the loads.

the left indicates the case where the slow node has the least work and increasing imbalance to the

right indicates that the slow node has the most work.

Figure 4.11a has two nodes, and a degree of 2 has almost flat execution time per iteration, close

to the optimal (grey line) across the whole range of imbalance. With eight nodes, we see a similar

story to before. When the slow node has the most work (to the right), the execution time is close

to flat, as long as the offloading degree is a little higher than the imbalance. As before, we see that

on offloading degree of four provides the best and most consistent results, and it is able to handle

the imbalance up to an imbalance of 4.0.

4.6.6 Convergence with synthetic benchmark

Figure 4.12 shows time series plots for the synthetic benchmark: two nodes with an imbalance of

2.0 and four nodes with an imbalance of 4.0. The x-axis is time and the y-axis is the imbalance
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Figure 4.12: Convergence of imbalance among nodes for synthetic benchmark. Local converges faster than global
when LeWI is enabled. DROM is essential to reduce the node imbalance to close to 1.0.

among the nodes, given by (Maximumnode load)/ (Averagenode load). The current load is the total

average number of busy cores (see: Section 4.4.4), meaning that the imbalance among nodes is

updated more frequently than application-level measurements.

We see a similar picture in both subplots of Figure 4.12. Both the local and global policies,

when using DROM (with or without LeWI) are able to reduce the imbalance among the nodes to

close to 1.0. Using LeWI but not DROM, the imbalance fluctuates around 1.2 in both scenarios,

which is consistent with the behaviour observed in the MicroPP traces (see: Section 4.6.4).

The local policy converges quicker than the global policy, as it operates continuously whereas

the global policy is updated every two seconds. We also see that LeWI helps to accelerate the

speed of convergence of the local policy, in both scenarios, since cores are allocated to a helper

rank in proportion to the average number of busy cores. By offloading tasks in reaction to a fine-

grained load imbalance, LeWI helps to accelerate core usage. LeWI does not accelerate the speed
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of convergence of the global policy, as the solver responds to the total work on the apprank, but

LeWI does reduce the peak near the beginning of the application, in Figure 4.12b. Overall we again

see that the combination of LeWI and DROM provides the best results.

4.7 Conclusion

Load balancing has been an important concern of high-performance computing for a long time.

We introduce an automatic and transparent load balancing mechanism for MPI+OmpSs-2 pro-

grams, which relieves the application programmer from the burden of load balancing. We keep the

programming model as simple as possible, with only minor local changes being needed for existing

MPI+OmpSs-2 programs.

Our method uses OmpSs-2@Cluster to offload tasks to other nodes, and it employs DLB as

the underlying mechanism to allocate the resources (cores) on each node. We leverage the DROM

module of DLB to reserve cores on other nodes and thereby address coarse-grained load imbalances,

and use the LeWI module to react to fine-grained imbalances.

Our system uses a sparse expander graph to minimize the amount of point-to-point communi-

cation and state. We show 46% reduction in time-to-solution for MicroPP solid mechanics on 32

nodes and 20% reduction beyond DLB for n-body on 16 nodes, when one node is slow. We perform

a sensitivity analysis on imbalance, and obtain results within 10% of perfect load balancing for an

imbalance of up to 2.0 on 8 nodes.
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Chapter5
Malleability

5.1 Introduction

An important issue regarding the usage of a supercomputer is the efficient utilization of its available

resources. Several studies [85, 156, 70] show a suboptimal utilization of resources in many of the

TOP500 supercomputers [179]. In general, the users over-provision their jobs, i.e., they request

more resources than the application can efficiently utilize or only use a small portion of the total

execution time.

This reduces the overall throughput of the system since applications are queued waiting for

resources that are needlessly reserved by that problematic application.

There are new kinds of popular application domains, such as real-time applications or interactive

applications that impose new challenges to the batch schedulers [48, 49, 6]. Real-time applications

should be scheduled for execution as soon as possible, whereas interactive applications often re-

quire modifying the allocation of resources at runtime. Although traditional High-Performance

Computing (HPC) applications are moldable by design, i.e., we can select the number of resources

at submission time, they are not malleable, in that this allocation cannot be modified once the

application has started (see classification in page 20). As a result, it is hard for the batch scheduler

to accommodate the needs of the more dynamic sorts of applications that seem to attract a lot of

attention within the HPC community.

HPC applications are normally inflexible. The classical/legacy Message Passing Interface (MPI)

paradigm means that once an application starts running, it exclusively occupies a fixed number of

nodes. As a side effect, it means that all other resources like accelerators or Graphical Processor

Units (GPUs) on those nodes are also occupied during the entire execution of the application. This

may not be considered an issue if all parts of the job scale perfectly, for the fixed problem size,

since the application will always be able to make effective use of its resources. In practice, however,

jobs may underutilize their allocated resources for all or much of their execution time.

Malleability is the ability to dynamically change the data size and number of computational

entities in an application. It can be used by middleware to autonomously reconfigure an appli-

cation in response to dynamic changes in resource availability in an architecture-aware manner,

allowing applications to optimize the use of multiple processors and diverse memory hierarchies in

heterogeneous environments [59].
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Iserte et al. [104] define malleable workloads as a combination of four components working

together:

1. User applications with support for on-the-fly scale-up/down (process malleability).

2. Parallel Distributed Runtime (PDR) responsible for re-scaling the jobs.

3. Resource Management System (RMS) with the necessary logic to reallocate resources consid-

ering the cluster status.

4. Communication mechanism that allows 1 and 2.

This chapter explains how the OmpSs-2@Cluster programming model inherently supports the

development of transparent malleable parallel applications. An OmpSs-2@Cluster application nat-

urally supports process malleability (Actor: 1) because the virtual memory layout is independent of

the resource allocation and all data distribution and task scheduling are delegated to the runtime.

Nanos6 performs the role of the malleable PDR, which interacts with Slurm (Actor: 3) to allocate

or release the resources and MPI to execute the new processes (Actor: 4).

In OmpSs-2@Cluster We implement support for two reconfiguration mechanisms optimized at

the runtime level.

1. A semi-transparent Checkpoint and Restart (C/R) mechanism implemented using MPI-IO

Application Programming Interface (API). This is a baseline implementation for the purposes

of comparison.

2. Transparent malleability with automatic in-memory data migration based on the internal

OmpSs-2@Cluster data locality, affinity and communication.

We focus on the underlying support for malleability, including interaction with the MPI library

and Resource Management System (RMS) and data redistribution. Intelligent mechanisms to

decide when to spawn or release nodes can build upon the work in this chapter. Such future work

should optimize resource utilization or minimize wallclock time. A cost model may be required in

order to compare the overheads of spawning nodes with the performance benefit and potentially

the cost of additional resources.

This chapter starts by describing in detail (Section 5.2) the MPI features used for the in both

cases with a brief description of the Slurm features for the integration. The next sections describe

our implementations of C/R (Section 5.3) and Dynamic Process Management (DPM) (Section 5.4)

and Slurm integration (Section 5.5) on Nanos6. The main contributions of this work are the different

policies to create processes and migrate data with a transparent interface to automate and abstract

the most complex part of data migrations, Input Output (IO) operations and RMS interaction

while fitting comfortably in the programming model, optimizing the process and requiring minimal

modifications in the user code.
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5.2 MPI features and requirements

The current implementation of OmpSs-2@Cluster uses MPI for communication (see Section 3.5.1).

In the future, it may be possible to use other communication interfaces and libraries in order to

improve performance or use more advanced communication patterns. However, it is simple and

cleaner to use the default MPI features when possible to establish a baseline to improve in the

future.

We developed two malleability approaches that rely on pure MPI features without external

dependencies or extra configurations. Consequently, our implementation has the same constraints

and advantages that the underlying MPI functionality and performance will also depend on the

optimization in the MPI implementation.

5.2.1 MPI characteristics for Checkpoint and Restart

The actual checkpointing API relies on the collective parallel IO basic functions based on OmpSs-

2@Cluster memory regions and creates the checkpoints based on the memory data and agnostic to

the data types in the memory region.

For distributed memory regions (see Section 3.3.5 and Section 3.5.2), it is more efficient to

perform the checkpointing based on the distributed allocation policy. Which allows using collective

MPI File open in a synchronous way and then read/write the data with MPI File read at or MPI -

File write at. Depending on the data distribution, it is possible to use some optimized versions

of these functions to obtain some performance improvement in the IO operation.

We use the generalized MPI BYTE data type for the IO operation because the C/R interface does

not require the user to provide any hint about the underlying data type. However, as the MPI

interface only accepts integers and MPI BYTE is a single-byte data type, data transfers need to be

split into units of less than 231 bytes, i.e. of 2GB. In the initial benchmarks, we did not observe

any performance penalty related to this choice.

Figure 5.1 shows the basic schema to perform checkpoint and restart with MPI. The example

performs this to spawn a new process and pass from 2 processes to 3. The MPI File open and

MPI File close are collective operations. The example in the graph use the MPI API functions:

MPI File write at and MPI File read at; these functions can be substituted by other alternatives

optimized for specific use cases depending on the distribution and layout of the data to checkpoint

and restart. But these in the example are the most general because they work even without the

layout information.

One of the costly parts of the C/R process is the process finalization and re-initialization. This

is not intended to be very different from spawning a new process (or group of processes) from MPI;

because the MPI Comm Spawn function generally uses the same functionalities as mpirun or srun.

An important detail from MPI-IO is that the collective operations require that all the processes

involved in the communicator call it at the same time and in the same order. This may be an issue

in highly parallel systems with MPI THREAD MULTIPLE thread support level. OmpSs-2@Cluster is

optimized to minimize overhead and overlap data transfers with IO operations. The implementation

is detailed in Section 5.3.2.
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Figure 5.1: OmpSs-2@Cluster checkpoint and restart.

5.2.2 MPI features for Dynamic Process Manager

MPI introduced DPM in MPI-2 standard with the addition of the functions MPI Comm spawn and

MPI Comm spawn multiple. Such functions create another MPI COMM WORLD parallel to the exist-

ing one. And an extra communicator to send messages between the “old” and “new” groups of

processes. DPM is the key feature to perform in-memory process reconfiguration (see Section 2.3)

Figure 5.2 shows the basic schema and the inner working of DPM on MPI with MPI Comm spawn

and MPI Comm merge. The key details in Figure 5.2 are:

• Initially, all the processes in the initial communicator (ranks 0,1 and 2) call MPI Comm spawn,

which is a blocking collective operation.

• The MPI Comm spawn function communicates with the RMS to start the new processes. Gen-

erally, this is implemented in MPI Comm spawn internally using the same mechanism that

started the initial processes (srun, mpirun or mpiexec).

• The RMS (Slurm in the picture) starts the new processes which collectively call MPI Init

and create a new MPI COMM WORLD where they have new indices starting from zero.

• The MPI Comm spawn does not return until the MPI Init call in the new processes complete.
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Figure 5.2: OmpSs-2@Cluster spawn and merge.

• When MPI Comm spawn and MPI Init complete there are two independent “worlds” (the new

and old groups have separate MPI COMM WORLDs. These worlds are connected with an inter-

communicator, but they are otherwise totally independent.

• All processes the two communicator call MPI Intercomm merge to create a new communicator

where the processes from the two communicators will have sequential ranks.

The main advantage of the MPI Comm spawn API is its flexibility to execute different applications.

Most MPI implementations have some integration with the RMS to create the new processes in

the right hosts according to the system policy. The function also receives an MPI Info object with

hints about the process creation.

By definition MPI Comm spawn is a collective blocking operation. The creation of new processes

does not start until all the ranks in the parent communicator call the function and do not return

until all the processes in the new communicator finalize the call to MPI Init. The new processes

are created in a new MPI COMM WORLD parallel and totally independent of the “parent” one. The

function provides a new inter-communicator to send messages between the “old” and “new” group

of processes.

Regrettably, the MPI specifications do not specify any standard or portable method to interact

with the RMS. MPI Comm spawn accepts an MPI Info object as an argument to provide some job

creation hints, but the values and formats are implementation specific.

Although only the master node executes the main function (as a task), OmpSs-2@Cluster is not

a master–slave system. All the worker processes can independently offload work to any other node,

perform direct data transfers or propagate dependencies. This simple all-to-all communication

schema requires transparent communication among the ranks that MPI Comm spawn does not provide

alone.

Generally, all the MPI libraries communicate with the RMS as some point to create the new
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processes respecting the application policies. When the application is in a cluster with Slurm as

the RMS the most common approach is to make MPI Comm spawn use srun as a backend.

The MPI specification also provides the MPI Intercomm merge call to create a new intra-

communicator merging two independent intra-communicators connected through an inter-communicator.

This function is also a collective operation for all the processes involved. MPI Intercomm merge is

generally not a cheap function in terms of performance, but compared to MPI Comm spawn, its cost

is negligible.

Malleability requires not only adding new processes and hosts to the application but also remove

them.

One of the well-defined characteristics in the MPI standard is the immutability of the MPI -

COMM WORLD as a global and constant variable existing in all the MPI processes. It is not possible

to apply MPI Comm split or any modification to MPI COMM WORLD. Furthermore, MPI Finalize is

a collective operation over the MPI COMM WORLD communicator. This means that all the processes

created in a call to MPI Comm spawn need to call MPI Finalize together in order to release the

resources to the system and remove them from the parallel application.

To release spawned processes and return from MPI Finalize it is also necessary to disconnect

the inter-communicator created by MPI Comm split. MPI Comm disconnect is a collective operation

that waits for all pending communication to complete internally, deallocates the communicator

object, and sets the handle to MPI COMM NULL. MPI Comm disconnect acts like a release of the

processes from the parent side.

The new MPI-4 standard introduces the sessions model to add more flexibility and dynamism to

DPM and solve some issues mentioned above with MPI Init and MPI Finalize. However, in spite

of the MPI sessions concept has been under development for some years [95, 94] it was introduced

in the MPI standard recently [76] and is not fully supported, experimental or under development

in the MPI libraries/implementations available at the moment.

5.2.3 Slurm features and requirements

Slurm is an open-source, fault-tolerant, and highly scalable cluster management and job scheduling

system for large and small Linux clusters. Slurm requires no kernel modifications for its operation

and is relatively self-contained [132].

Slurm has a centralized manager, slurmctld, to monitor resources and work. There may also

be a backup manager to assume those responsibilities in the event of failure. Each compute server

(node) has a slurmd daemon, which can be compared to a remote shell: It waits for work, executes

that work, returns status, and waits for more work. The slurmd daemons provide fault-tolerant

and hierarchical communications.

There are several alternatives to interact with Slurm in order to inform, collect information,

request or release resources.

• The simplest and most well-known way to interact with Slurm is through the commands such

as scontrol, srun and sinfo [131].

• There is an optional Slurm REST API Daemon (slurmrestd) useful to interact with Slurm
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through a Representational State Transfer (REST) API [130].

• The C API exposed through the slurm.h header file and libslurm library [128].

• Pyslurm is a non-official python interface for Slurm that uses libslurm as a backend [153].

In general Slurm is self-contained, but many features and components are optional. Optional

plugins can be used for accounting, advanced reservation, gang scheduling (time-sharing for parallel

jobs), backfill scheduling, topology optimized resource selection, resource limits by user or bank

account, and sophisticated multifactor job prioritization algorithms. There is also an API to develop

Slurm plugins [129, 102].

To create interaction between Nanos6 and Slurm the most useful alternative is to use the C

API. The key function, in this case, is slurm update job which allows changing a job parameter,

including its resources.

When the application requires more resources, a new dependent job needs to be submitted with

slurm allocate resources. This function will fail or return an error if the job can’t be submitted

or if any dependency is incorrect (i.e. job expansion is not permitted). The functions provide a

handler that can be checked with slurm allocation lookup to determine if the resources were

finally granted.

It is important to keep in mind that many actions are generally restricted in production clusters,

the user/partition permissions or system hardware. Frequently those variables are out of the user

and application control, and the application needs to do all possible checks in advance to avoid

hangs or undesired errors. To perform these checks, Slurm sets some information in the environment

when a job starts, and those environment variables can be used together with API functions.

For malleability purposes, there is a special configuration option that needs to be enabled in

order to expand the jobs: permit job expansion. Such an option was added since version 19.05

when running job expansion was disabled by default; it is disabled in most of the systems around.

There is no restriction or special requirement to release resources from a running job.

JobA

slurm init job desc msg(B)

slurm allocate resources

Slurm
exp

and
:Job

A

slurm allocation lookup JobB

slurm update job (A & B)

Figure 5.3: OmpSs-2@Cluster spawn scheme using Slurm.

The schema in Figure 5.3 shows the basic steps to extend a running Slurm job with more

resources (nodes).
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• slurm init job desc msg creates a new job to submit a with an extra expand dependency.

• slurm allocate resources submits the allocation request, but it is just a non-blocking call.

When the resources are available immediate allocation can occur. In that case slurm -

allocate resources already returns all the information about the new job and slurm -

allocation lookup is unneeded.

• The queue waiting time (or immediate allocation) is decided by Slurm based on resource

availability and the system configuration. The application’s programmer is responsible for

creating strategies to handle all situations according to their needs.

• slurm allocation lookup only checks the allocation status, and it is also a non-blocking call

that can be used in a loop with minimal cost and without blocking a thread which is perfect

for a polling task.

• There is another useful API function slurm job will run which determines if a job would

be immediately initiated if submitted at the moment. We don’t use this function for the

moment, but it is the simpler and more efficient way to implement a sort of “try to spawn”

policy for dynamic malleability in high availability clusters.

• The Slurm API also exposes some features to collect information about the system, partitions

and current allocations, but some of them are restricted to specially authorized users.

5.3 OmpSs-2@Cluster Checkpoint/Restart (C/R)

We added a straightforward semi-transparent checkpoint and restart interface to OmpSs-2@Cluster.

It is currently supported by MPI-IO, but the design is not specific to MPI or MPI-IO, and backends

for other communication or IO libraries could be implemented. It could also potentially be extended

into a complete runtime implementation of C/R for resilience (see: Section 6.2.5).

Due to the highly parallel nature of the programming model OmpSs-2@Cluster relies mostly on

MPI point-to-point operations. Coordinating and finding opportunities to use collective operations

may improve performance in some application patterns; it is currently an open research field.

The simplest and more natural approach to create a checkpoint for distributed memory in

OmpSs-2@Cluster is to rely on tasks and the dependency system to execute the IO operations.

Such approach fits perfectly in the programming model, guarantee correctness, load balance in the

IO operation but also ensures there are no deadlocks in the synchronization.

The mechanism used in this section is also a proof of concept on how to coordinate collective

operations in OmpSs-2@Cluster without expensive taskwaits or blocking workflows.

5.3.1 OmpSs-2@Cluster C/R API

Figure 5.4 shows a simplified OmpSs-2@Cluster application using the new C/R interface. The

program follows a similar pattern as that used with common C/R libraries such as FTI [27]. The

application data is allocated and used in the same way as it would be without C/R. In this case,

a single array is allocated by the call to nanos6 dmalloc. Its original data distribution follows
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the equipartition data distribution affinity hint, but, as for any OmpSs-2@Cluster application, the

data distribution may change over the course of the execution depending on the scheduling of tasks

(see: Section 3.3.8).

1 int main(int argc , char* argv [])

2 {

3 size_t size = 1024;

4 double *A = nanos6_dmalloc(size * sizeof(double),

nanos6_equpart_distribution);

5
6 // Get restart from the environment

7 // restart = ...

8 if (restart != 0) {

9 nanos6_CR(A, size * sizeof(double), restart , ID, false);

10 } else {

11 #pragma oss task out(A[0;size])

12 initialize(A, size);

13 }

14
15 // User code ...

16
17 // Decide whether to checkpoint

18 // checkpoint = ...

19
20 if (checkpoint != 0) {

21 nanos6_CR(A, size * sizeof(double), checkpoint , ID , true);

22 }

23
24 #pragma oss taskwait

25 nanos6_dfree(A, size * sizeof(double));

26
27 return 0;

28 }

Figure 5.4: OmpSs-2@Cluster application code to perform C/R.

Most of the underlying complexity in data redistribution is then hidden from the final user in

order to keep the programming model and API simple and transparent. The runtime takes care of

all the low-level detail using most of the existing infrastructure. But the current implementation

is not yet fully transparent because the final code needs some modifications in order to use it.

For fault tolerance purposes, it makes more sense to provide a fully transparent interface for

the final user, but this approach has some limitations in OmpSs-2@Cluster and is not part of the

topic of this research.

The semi-transparent approach is simpler to implement but powerful enough to provide a flexible

infrastructure for different backends maintaining a full abstraction within the programming model

requirements.

• The memory allocation is completely independent of the C/R core. This has the flexibility

that the only requirement to allow restarting is the array size.

• Although the allocation policy is useful internally to save the data, the final checkpoint format

is independent of it, so the restart can be executed even if the restart array was allocated

with a different policy.

• The API as now is oriented to memory regions similar to the malloc interface.
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• The policy used to recover the data is the one used in the target array allocation. This is

consistent with the locality policies but also avoids the need to save extra metadata from the

original objects.

• There is no taskwait before or between the C/R API calls. As explained in Figure 5.7 the

implementation internally uses tasks for the IO operations and the runtime system can assert

the correctness.

• The restart and checkpoint are just numbers to identify the data to recover and save.

• The variable id is an internal identifier for a variable to match the save and recover operation.

5.3.2 C/R implementation with tasks

5.3.2.1 Collective operations with tasks

The first problem when using collective operations with MPI THREAD MULTIPLE is the deadlock risk,

which may occur when MPI calls are inside OmpSs-2@Cluster tasks.

1 {

2 #pragma oss task in(A[0]) node(0) label("A0")

3 MPI_Collective(A[1]);

4
5 #pragma oss task in(A[1]) node(1) label("A1")

6 MPI_Collective(A[1]);

7 }

8
9 {

10 #pragma oss task in(B[0]) node(0) label("B0")

11 MPI_Collective(B[0]);

12
13 #pragma oss task in(B[1]) node(1) label("B1")

14 MPI_Collective(B[1]);

15 }

(a) Source code

Node0

A0

B0

Node1

A1

B1

(b) Correct matching of collectives

Node0

A0

B0

Node1

A1

B1

(c) Incorrect matching of collectives

Figure 5.5: Example correctness issue with offloaded OmpSs-2 tasks.

Figure 5.5 shows a simple example where collective calls within offloaded tasks may match

incorrectly, depending on the order in which tasks are scheduled. There is nothing in Figure 5.5a

to ensure that the collectives in tasks A0 and A1 match as the first operation and the collectives

in tasks B0 and B1 match as the second operation, which is the intended behaviour illustrated in

Figure 5.5b. Depending on the order in which the tasks are scheduled, the collectives in tasks A0

and B1 and in tasks B0 and A1 may incorrectly match, as illustrated in Figure 5.5c.
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• Generally, the collective operations in MPI are thread-safe, which means that they may be

safely used by multiple threads without any user-provided thread locks; however, thread-safe

enforcement does not guarantee the execution for the routines and becomes fragile in highly

parallel environments like OmpSs-2.

• Not all the MPI collective operations are guaranteed to be thread-safe by the standard (i.e

MPI File open) and a correct application will require extra protections from the runtime side.

• The MPI internal locking is not enough when the same task is intended to execute multiple

MPI collective operations.

1 {

2 #pragma oss task in(A[0]) inout(S0) node(0) label("A0")

3 MPI_Collective(A[0]);

4
5 #pragma oss task in(A[1]) inout(S1) node(1) label("A1")

6 MPI_Collective(A[1]);

7 }

8
9 {

10 #pragma oss task in(B[0]) inout(S0) node(0) label("B0")

11 MPI_Collective(B[0]);

12
13 #pragma oss task in(B[1]) inout(S1) node(1) label("B1")

14 MPI_Collective(B[1]);

15 }

Node0

A0 S0

B0 S0

Node1

A1 S1

B1 S1

Figure 5.6: Solution with sentinel and strong tasks for the issue in Figure 5.5.

There is a simple solution for this issue to enforce the order of the tasks either locally and

remotely without taskwait or blocking threads. We can use a sentinel for the tasks but specific

to every node as shown in Figure 5.6. Such a sentinel may be known at the main task level and

allocated in the OmpSs-2@Cluster known memory (either local or global) in order to be added as

an OmpSs-2@Cluster task dependency.

The solution in Figure 5.6 solves the correctness issue serializing the tasks locally with the

sentinel and enforcing the execution order thanks to the OmpSs-2 semantic. All the other tasks

with different dependencies may continue executing in parallel and the task generation is not

stopped in any moment.

This approach works correctly when there are few and small dependencies or when the collective

operation will be executed in the same node the data actually is. But the tasks B1 and B2 are not

ready until the sentinels are released because the dependencies are strong. This means that the task

offloading for B1 but also, the data transfers for B0 and B1 are unnecessarily delayed waiting for

the sentinels on the main node and potentially adding an important overhead for big data transfers.

When the tasks need to access and copy a significant amount of data before executing the

collective operation; it is more efficient to offload and perform the copies as soon as possible and

enforce the execution order only for the collective call itself to reduce excessive serialization. If

there is some region overlapping, we rely on the dependency system for correctness without extra

mechanisms.
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1 #pragma weakin(A[0]) weakinout(S0) node(0)

2 {

3 #pragma oss task in(A[0]) node(nanos6 no offload) label("FA0")

4 {}

5 #pragma oss task in(A[0]) inout(S0) node(nanos6 no offload) label("A0")

6 MPI_Collective(A[1]);

7 }

8 #pragma weakin(A[1]) weakinout(S1) node(1)

9 {

10 #pragma oss task in(A[1]) node(nanos6 no offload) label("FA1")

11 {}

12 #pragma oss task in(A[1]) inout(S1) node(nanos6 no offload) label("A1")

13 MPI_Collective(A[1]);

14 }

15
16 #pragma weakin(B[0]) weakinout(S0) node(0)

17 {

18 #pragma oss task in(B[0]) node(nanos6 no offload) label("FB0")

19 {}

20 #pragma oss task in(B[0]) inout(S0) node(nanos6 no offload) label("B0")

21 MPI_Collective(B[0]);

22 }

23
24 #pragma weakin(B[1]) weakinout(S1) node(1)

25 {

26 #pragma oss task in(B[1]) node(nanos6 no offload) label("FB1")

27 {}

28 #pragma oss task in(B[1]) inout(S1) node(nanos6 no offload) label("B1")

29 MPI_Collective(B[1]);

30 }

(a) Code solution with weak, strong and sentinel.

Node0
FA0 FB0

A0 S0

B0 S0

Node1
FA1 FB1

A1 S1

B1 S1

(b) Task representation.

Figure 5.7: Sentinel solution for the issue in Figure 5.5 using weak and strong tasks.

The schema shown in Figure 5.7 presents several advantages compared to the one presented in

Figure 5.6

• The weak tasks become ready immediately and can be offloaded in advance with no delay.

• The fetch tasks F[A-B][0-1] do not have a dependence on the sentinel, so they become ready

immediately when the data locations are available.

• Like in Figure 5.6 the call order for the collective MPI functions in every node is determined

by the sentinels.

• Only the tasks in the same node will have strong dependencies on the node’s sentinel, which

avoids unnecessary data transfers between operations.

• As the weak tasks are offloaded in advance; the sentinels can propagate directly within the

node’s namespace, saving all communications and the corresponding latency.
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• For read operations that do not require previous data transfers, most of this optimization is

valid, but the fetch tasks are unneeded.

5.3.2.2 Data locality and IO operation balance.

The parallel IO MPI operation is sensitive to the IO operation balance. When using collective

write or read functions, the MPI library has extra information to optimize re-balancing the IO and

transferring internally; but such optimizations are implementation specific and using only collective

MPI-IO sacrifices flexibility for a general purpose solutions like ours.

In OmpSs-2@Cluster the data (memory content) stays in the place where it was generated or

modified by the last tasks which “touched” it. This approach is useful to minimize unnecessary

data transfers during the execution but may produce some imbalance in the data locations.

The affinity and distribution policy in the distributed memory allocation API is only a hint

generally used for scheduling purposes; but resulted in being useful for IO purposes on distributed

regions.

The distributed memory policies, in general, assign a more or less balanced amount of data to

every node. This characteristic is not a strong requirement, but it is the most common use case

to increase load balancing without needing a node clause on every task. The distribution policy

also reduces the risk of running out of physical memory in a node by associating a virtual memory

region with a node where it can be touched and used with preference.

Relying on the distributed memory policy is then a good candidate for a default IO policy for

C/R. The final implementation will join the algorithm described in Figure 5.7 with the steps in

Figure 5.1.

However, more specialized policies can be implemented relatively easily with the current infras-

tructure in the future.

5.4 Dynamic process management on Nanos6

Our work has endowed Nanos6 to dynamically manage the number of processes in use transpar-

ently for the user. The implementation decouples the DPM from Slurm integration in order to

use it in different scenarios and restrictive clusters where some characteristics are disabled (see:

Section 5.2.3)

Unlike the C/R strategy, DPM requires different implementations when adding or removing

processes. This section dedicates a part to the process of addition (Section 5.4.1) and another to

the process of deletion (see: Section 5.4.2).

5.4.1 Adding processes in OmpSs-2@Cluster

Nanos6 internally uses an abstraction where every MPI rank is considered a “compute” place

ClusterPlace. The runtime determines the initial number of ClusterPlaces and its configuration

(number of cores, host, memory) by the arguments passed to srun or mpirun; the environment

variables set by MPI and the RMS and some information exchanged between all the MPI ranks
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during the initialization. When the RMS API integration is enabled, more advanced, specific and

precise information can be collected (see Section 5.2.3 and Section 5.5).

That information is used internally and updated during the resizing or system changes because

the OmpSs-2@Cluster resize policies (see Section 5.4.1.3) do not rely on the default Slurm or MPI

distribution policies to create and set the new processes:

1. Depending on the configuration, the RMS may allow processes over-subscription, which gen-

erally is undesirable in OmpSs-2@Cluster impacting performance negatively.

2. MPI Comm spawn generally relies on srun or mpirun by default (see: Section 5.2.2). Either

of those distributes the processes with different policies generally not compatible with mal-

leability. (i.e. using any distribution similar to round–robin per host with 4 MPI processes

per host require removing at least 13 ClusterPlaces from the application in order to release a

single host; leaving a system with few compute places and many unused resources.)

5.4.1.1 Limit number of processes

As explained in Section 5.2.2 the current DPM implementation in OmpSs-2@Cluster is constrained

by some limitations in the MPI standard. The immutability of MPI COMM WORLD imposes limits to

the minimum number, the granularity and distribution of new processes.

Since the initialization moment, the user defines the minimum and the maximum number of MPI

ranks the application can use. It is the number of MPI processes at the beginning of execution when

the runtime started (i.e. the -N argument of srun). In other words, the processes that conformed

to the initial MPI COMM WORLD cannot be removed later.1

On the other hand, the common address space allocation (see Section 3.3.3 and Section 3.5.2)

limits the maximum number of processes. In the same way MPI and the RMS influences these

limits and distributions.

During the initialization, a collective “negotiation” takes place between all the initial processes

to establish the common address space. For that reason, every spawned process receives the al-

location information from the master node in the startup; because it was not part of that initial

negotiation. The new process rejects to initialize as part of the application if the virtual memory

region is not available to map. This later situation is possible but almost nonexistent because the

initial process considers multiple variables and race conditions.

The runtime assigns contiguous local virtual memory regions in the same order, the Cluster-

Places are in the processes list (see Section 5.4.1). Which keeps the local memory infrastructure

and ownership checks are simpler, more robust and efficient.

1From the runtime point of view, it is actually possible to remove some initial processes from the list of Com-
putePlaces and instruct them to finalize, but all of them will be effectively waiting in the implicit barrier in MPI -

Finalize. A potential use case for that may be when using multiple processes per node, and we need to release
memory to be used by other processes in the same nodes. This use case would require more strict control on process
distribution and creation by the initial srun.
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5.4.1.2 Communicator update

As explained in Section 5.2.2 the result of MPI Comm spawn is another MPI COMM WORLD and an

inter-communicator.

World0 (Intra 0)

master slave 1

World1
slave 2 slave 3

spawn1

(intercomm)

Intra1 (merge1)

World2
slave 4 slave 5

spawn2

(intercomm)

Intra2 (merge2)

Figure 5.8: Communication update process in Nanos6 for OmpSs-2@Cluster. Every MPI Comm spawn is followed by
an MPI Comm merge.

As Figure 5.8 shows, every MPI Comm spawn is followed by an MPI Comm merge. This con-

structs an onion-like structure where every new intra-communicator only extends the last intra-

communicator to include the new spawned world. This onion-like schema exposes some of the

characteristics that will direct the shrink process later: The outer layers can be removed without

affecting the inner ones; this means that the last processes added will be the first to be removed

(see Section 5.4.2).

In this example, the spawn is executed in two steps, either with two user spawns of size two or

a single user spawn of 4 and granularity 2. The resulting underlying granularity is the same.

Another advantage of this schema is that the previous communicators are cached in order to

simplify the reverse process and provide the runtime with all the information of the latest spawn

size, and some other properties.

It could be possible to revert the merge process with other methods like MPI Comm split, but

that approach ignores the granularity of the underlying MPI COMM WORLD merged in previous resize

operations. Without such granularity information, the runtime does not have control over how

many processes are effectively removed in incomplete spawn steps or which are waiting in the

MPI Finalize without releasing the resources. (see Section 5.2.2)

With the spawn–merge approach, the all-to-all communication pattern is saved from the inter-

communicator world-to-world pattern emerging from the MPI Comm spawn default behavior. As

explained in Section 5.2.2, MPI Comm spawn is a collective operation and needs to be called by all

the ranks of the parent communicator.

At the end of the merge, the processes in the parent communicator preserve their rank while

the new ones will have the consecutive values starting from the initial communicator size.

5.4.1.3 Spawn policies

A single call to nanos6 cluster resize may result in one or more calls to MPI Comm spawn depending

on the granularity. We implemented three different spawning policies to control the spawning

granularity:

byOne : Processes are spawned one-by-one

byHost : Processes are spawned per host
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byGroup : All processes are spawned at once

The byOne policy is the most flexible approach because it provides the smallest possible gran-

ularity. With this policy every spawn–merge step is executed individually for each new process.

This policy provides a fully malleable application without restrictions, and it is especially useful

when using multiple processes per node to have fully fine-grained control of the ranks in the paral-

lel application. On the other hand, the byOne policy executes the maximum possible number of

calls to MPI Comm spawn which makes the resize process time-consuming for a high number of new

processes.

Figure 5.9 in Section 5.4.1.5 describes how this policy works internally.

The byGroup policy is the completely opposite of byOne. In this case, the spawned processes

are created in a single MPI Comm spawn. This policy is much faster compared with the previous

policy but sacrifices all the underlying granularity. In case of a later process removal, all the new

processes created in a byGroup need to be removed together. Another disadvantage is that the

policy completely relies on the system (RMS+MPI) decision for the processes’ distribution and

affinity.

The last policy is byHost which spawns the new processes by steps like byOne; but using

subgroups in order to reduce the number of MPI Comm spawn. This policy coincided exactly with

byOne when using only one process per node. The number of processes per node is one of the

values that Nanos6 attempts to calculate more hardly based on the environment provided by RMS

and MPI and in the worst case, it is assumed to be one to avoid over-subscription.

5.4.1.4 Data migration

Unlike most MPI applications where the simplest approach is to migrate and initialize the data

just after creating the new processes; OmpSs-2@Cluster does not need any data transfers or mi-

gration when new processes come into the applications. This saves all the complexity of memory

redistribution and migration while avoiding unneeded or redundant transfers.

The data migration during the expansion process is completely transparent to the user and

consistent with the programming model. The user only needs to be concerned about task offloading

locations and scheduling policies.

Data transfers happen lazily on demand: when a task is offloaded in one of the new nodes,

it will perform the copies and data transfers in the steps previous to the execution. After that,

the data remains in that node until another task uses it in the same node or starts a transfer to

a different one. The lazy transfer schema does not add any significant overhead more than the

MPI Comm spawn collective operation.

5.4.1.5 Spawn process on Nanos6

Figure 5.9 shows the spawn process from 3 to 5 ranks using the byOne (see Section 5.4.1.3))

1. When the resize is executed by the user code, only one API call is needed to specify the

number of new processes. The resize function can only be used from the main code.
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2. The resize call contains an implicit taskwait before starting the spawning process. This

is necessary because in the resize process, the communicators will be replaced, so pending

communications or polling services interfere and cause problems.

3. There are two conditions around the taskwait used by the RMS API for the flexible policies

(see Section 5.5).

4. All the spawn process is managed by the main node. Once the spawn decision is taken, it is

responsible for broadcasting the resize information with all the existing ranks.

5. Every MPI Comm spawn is followed by an MPI Intercomm merge involving all the processes in

the parent communicator and in the new child communicator as well.

6. The main rank sends the initialization information to the new ranks in a very early step.

Such information is the first a new process should receive because it contains information to

initialize the runtime.

7. On stepped spawn policies like byHost and byOne the master rank also sends the resize

information to the newly created processes before continuing with the rest of the steps. This

is not needed for the very last step.

8. The end resize is a final stage where the runtime is collectively set into normal status. At that

point some final remarks take place in order to make the new processes real ClusterPlaces

like any other and set the runtime to the normal status. (i.e. share dmalloc information with

the new ranks, restart the polling services, update system information about the processes in

every host etc.)

5.4.2 Removing processes in OmpSs-2@Cluster

To remove processes OmpSs-2@Cluster has some constraints determined by the underlying MPI

(see: Section 5.2.2 for more details). The most important from the user point of view is that only

the processes added in a previous resize step (see Section 5.4.1) can be removed from the parallel

application. This is actually an implementation choice to keep the runtime startup process simpler

and efficient.2

From the implementation point of view, the process removal is simpler and, in many aspects,

symmetric to process addition. The only significant difference is that the runtime needs to perform

a data migration before removing some processes.

5.4.2.1 Data migration and locality

Data migration is a crucial step before removing the processes to avoid losing data. When the

main task performs nanos6 resize, the first step is an implicit taskwait, which waits for all tasks to

complete. Following the taskwait, the locations of the latest versions of all accessible data in the

program are known in the access structures of the main task.

2These constraints could change in the future when most MPI implementation include the new MPI Session

feature and the backend MPI management migrate.
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The data migration step is done immediately after the taskwait, following one of two possible

approaches:

Eager : migrate all data immediately to the new node on which the data has an affinity.

Lazy : only migrate data from nodes that are about to be removed.

The eager method migrates all the data from its current location to the new home node.

Depending on the amount of data and the application, this may be time-consuming and perform

unnecessary data transfers that will be reverted by the data transfers for future tasks. Nevertheless,

reorganizing the data may be desirable for automated locality scheduling.

On the other hand, the lazy policy minimizes data transfers by moving only data that is

currently located on ranks that will be removed. The data is moved to the new home node.

This minimizes transfers, but the resulting data location may be unbalanced or not totally well

distributed considering the new number of ranks.

The list of data transfers is included in the “Resize” message that is sent to each node, allowing

the source and destination of each data transfer to initiate two-sided point-to-point communication

with MPI.

Home rank update The global memory allocation assigns a home rank to every distributed

memory region as explained in Section 3.3.5. The general distribution of data is provided by the

user, but the internal details are handled and hidden by the runtime. The runtime tracks these

regions and policies with their initial distributions, but when a resize takes place, the runtime

needs to reassign all the home ranks to include the new processes in order to improve the data and

work balance. On the contrary, when removing ranks, the home redistribution is actually not an

improvement but a correctness requirement.

5.4.2.2 process removing and granularity

Removing processes works using a stack like Last In First Out (LIFO) approach as explained in

Section 5.4.1.2 together with the process granularity issue. Figure 5.8 on p.105 shows the source of

such granularity and explains how the process removal and runtime updates work. With the same

Figure, it is possible to explain the reverse process with opposite steps.

1. All the processes collectively call MPI Comm free over the intra-communicator Intra2.

This step creates two groups of processes:

Group0 The older group of processes that existed before the last spawn (master,slave[1-3])

inside the previous intra-communicator Intra1.

Group1 The last group of merged processes (slave[4-5]) inside to their initial MPI COMM -

WORLD.

2. The two groups of processes disconnect the inter-communicator between them.

3. The Group1 goes to MPI Finalize.
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4. The Group0 repeats from step1 up to the desired number of released resources.

Figure 5.10 shows the internal steps to revert the resize example from Figure 5.9 in Sec-

tion 5.4.1.5.

5.5 Nanos6–Slurm integration

The Slurm integration API is an optional module in nanos6 because not all the clusters use Slurm

and most of the system with Slurm does not allow extending jobs in the configuration. The

malleability feature is also disabled by default unless the user specifies a maximum number of

ranks bigger than the initial world size. Malleability can be enabled to be used in over-provisioned

jobs, and for that reason, it is not strongly dependent on the Slurm API availability.

5.5.1 Job expansion using Slurm

Section 5.2.3 explains the method to extend Slurm jobs using the Slurm API. Our runtime simplifies

the process to the user using the method described in Figure 5.3. As explained, there are multiple

situations that the user must consider allocating new jobs and extending the application.

As a general-purpose programming model, OmpSs-2@Cluster needs to provide multiple policies

to execute job allocations in order to expose a simpler interface to the user but without sacrificing

too much flexibility. The allocation policies decide when the application needs to request extra

nodes and how strongly it should wait for it.

To reduce the Slurm dependency we use the condition1 and condition2 in Figure 5.9 to

localize the Slurm API calls associated with these policies. The key of these two conditions is the

taskwait between them.

Taskwaits are expensive and create excessive overhead because they stop the job creation and

consequently the early task offloading, data copies and namespace propagation. For that reason,

the taskwaits should be avoided when they are not necessary. However, to spawn new processes, the

taskwait is important to collectively replace the communicator without pending communications

or polling services interfering.

We based our implementations and the options available on the possible combinations form the

schema in Figure 5.3.

5.5.1.1 Policies to allocate more resources from the RMS

Our implementation provides OmpSs-2@Cluster with two policies to allocate resources through the

Slurm API. Each of them has different targets depending on the application and the availability of

resources.

Timeout policy The application attempts to allocate the resources assuming some high avail-

ability, but not immediate, so it adds a timeout to wait for the allocation before resigning. If the

allocation takes place before the timeout expires, then the taskwait is effectively added and the

resize takes place after it.
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The timed policy is the most extended approach for general purposes applications [101, 103,

104]. Our implementation takes the idea from the DMRlib implementation and from the Slurm

API function slurm allocate resources blocking.

The timeout values control all the policy:

0 Check for immediate allocations only. When the immediate allocation is not possible, the resize

is cancelled.

> 0 Gives a grace period in seconds before cancelling the resize operation.

< 0 Undefined at the moment.

(Semi) Blocking policy The application attempts to resize existing taskwaits. This is a research

experimental policy that assumes less availability of resources than the previous one.

When the resize function is executed, it checks if some extra nodes are necessary and attempt

to allocate them in condition1. The taskwait is unconditionally added in this case. Once the

taskwait is crossed, the runtime checks if the resources were already granted (condition2) and

execute the resize. This policy also includes a timeout that produces important changes.

0 If the resources were not granted, then the allocation request and resize operation are cancelled

immediately.

> 0 Gives a grace period before cancelling the resize operation. This timeout is intended to be

higher than the ones in the Timeout policy.

−1 Waits indefinitely for the allocation before continuing. This is useful when the application

cannot continue without the extra resources.

As OmpSs-2@Cluster applications generally offload many tasks in advance to exploit namespace

propagation and overlap computation with data transfers; it is common that the main arrives to the

taskwait long before the previous tasks finish their execution. This policy takes advantage of that

to give more time and opportunity to receive the resources from Slurm. The main disadvantage of

this policy is the requirement of the taskwait.

5.5.2 User interface

We extended the OmpSs-2@Cluster API to add two essential resize functions in order to perform

malleability. This API modification was designed to be simple for the user but also to fit properly

in the OmpSs-2@Cluster abstraction schema.

nanos6 cluster resize This is the simple and probably what a real application will use in most

cases where real malleability will rely on the configured policy and simple code.

This function just accepts an integer argument with the resized size. The number specifies the

number of processes to create (when the argument is positive) or remove (when the argument is neg-

ative). This function takes the process creation policy (see: Section 5.4.1.3) from the configuration

variable.
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nanos6 cluster resize with policy This is an advanced version where the user can specify the

policy to create processes or transfer data. This version is especially useful for testing and is not

supposed to keep compatibility with different versions of Nanos6; because it should provide all the

options and features added to malleability in the future.

5.6 Benchmarks and methodology

5.6.1 Hardware and software platform

To execute the benchmarks, we use MareNostrum4; the same hardware architecture described in

Section 3.8.1.

For malleability benchmarks, we use MPICH and IMPI to compare the results. We measured

the spawn times in the system using different configurations.

5.6.2 Slurm environment

MareNostrum restricts many permissions to normal users, some requirements to do malleability are

not available as a production system (see: Section 5.2.3). For that reason we need a more flexible

and controlled environment to test and profile the Nanos6–Slurm integration API.

Our method creates a nested Slurm environment inside a submitted MareNostrum4 job. In that

environment, we reserve a group of nodes and manage them with the nested Slurm as a mini-cluster

without restrictions or permission problems. We can assert that the submitted jobs are allocated

immediately for the spawn and shrink benchmarks in order to not have noise from lack of resources

availability or other jobs. We use the release Slurm version 21 from the official repositories and the

configuration to reproduce the nested slurm environment is available in our GitHub repository [3].

It is important to clarify that it is possible to use a normal cluster partition without our setup

for the malleability benchmarks. In a pre-allocated over-provisioned job the OmpSs-2@Cluster

application ca spawn and shrink processes in the nodes of the job; the slurm integration is op-

tional and independent of the DPM (see: Section 5.5). When the runtime detects that the Slurm

configuration restricts some malleability requirement it assumes it is in an over-provisioned job.

All the benchmarks reported here use our nested setup. Nevertheless, we execute some tests

outside the setup to compare and the results shows no significant difference.

5.6.3 Benchmarks

5.6.3.1 Spawn benchmarks

For the initial tests of the malleability implementations, we reuse part of the codes from Sec-

tion 3.8.2. The malleability operation itself is independent of the algorithm and data distribution

because it does not perform any eager data transfer; it follows the OmpSs-2@Cluster approach to

move data only when needed by some tasks.

This approach is simpler to implement and has the main advantage that it does not add extra

overhead associated with the transfers. However, it is expected that the first tasks offloaded to
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the new processes require some transfers like any other task. The expected overhead may be

proportional to the size of the total number of data transfers involved.

We selected the matvec benchmark because it is a very well-balanced problem. In practice, the

real cost of spawn may be in the order of a few seconds. For unbalanced or irregular applications,

the time spent on the taskwait may be longer and application specific.

For the spawn benchmarks, we modified one of the matrix–vector multiplication benchmarks

used in Section 3.8.2 and added nanos6 cluster resize calls every some predetermined number of

iterations. We measure the time needed for every iteration, and we compare the three approaches.

In the benchmarks, we measure the time needed to spawn new processes using the three spawn

policies described in Section 5.4.1.3.

The spawn benchmark performs a process resize every 4 matvec iterations for a 65536×65536

matrix. On every step, we duplicate the number of processes from 1 up to 32 with a distribution

of 1 process per node in order to maximize any network effect.

5.6.3.2 Shrink benchmarks

We use two processes to measure the cost of the shrink process operation with the two transfer

policies.

Shrinking processes is much faster than spawning in the MPI side because we do not need

to split the communicators; we just release the merged intra-communicator and disconnect the

inter-communicators (see Figure 5.8 and Section 5.4.1.2).

On the other hand shrinking requires executing data transfer to save the data that is located

in some exiting nodes (see Section 5.4.2.1). In the benchmarks, we compare the data migration

policies for two of the benchmarks with a very different memory distributions: matvec by slices

and Cholesky with fair distribution

Matvec shrink benchmark Matvec implementation is explained in Section 3.8.2.2. It has a

very regular memory and data distribution. In a fixed-size application, there is not even data

migration for that benchmark because all the tasks are executed in the same home node of the

access region. However, on application resize, the memory home nodes needs some update, and

consequently, some transfers may be executed.

Figure 5.11 shows an example memory layout representation for the memory redistribution in

a matrix of 8× 8 from 8 processes to 4. The numbers represent the initial and final home node for

every element in the matrix. Depending on the transfer policy, the number of transfers may vary.

With the lazy transfer, only two data transfers are needed: rank2 → A[2; :] → rank0 and rank3 →
A[3; :] → rank0. With the eager policy an extra transfer is needed: rank1 → A[1; :] → rank0.

Cholesky resize benchmark The cholesky benchmark uses a more complex “fair” distribution

in order to balance the work on every node (see Section 3.8.2.4). Such distribution is specific to this

problem and implemented at the user level. After the data initialization, all the memory regions

are in their “fair” location instead of the home nodes. After a shrink resizes, the regions that need
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Figure 5.11: Matvec memory redistribution from 8 ranks to 4. The numbers represent the data location. The
transferred regions are colored in gray.

migration are not in their home node but need to be migrated to the new homes for the nodes that

are exiting.
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Figure 5.12: Cholesky memory redistribution from 8 ranks to 4. The numbers represent the data location. The
transferred regions are colored in gray.

Comparing Figure 5.12 with Figure 5.11 we get some details:

1. The total amount of data to transfer with the same policy is the same in the two benchmarks.

2. The fair distribution (Cholesky) requires more individual transfers because the initial data is

spread in smaller regions among the nodes.

3. The equpart distribution (matvec) requires fewer transfers because the entire rows (contiguous

in memory) are in the same node requiring a single communication to migrate.

4. The final distribution with the eager policy is always the same but requires a more intense

communication pattern and update more data.

5. The final distribution after a lazy transfer is unbalanced for matvec but not for Cholesky.

6. With the lazy policy, only half of the “surviving” ranks are involved and receive data with

equpart opposite to the fair distribution where all the nodes are involved.
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5.7 Results

5.7.1 Spawn benchmarks

5.7.1.1 Checkpoint and restart for spawning
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Figure 5.13: Matvec time per iteration for process duplication every 4 iterations in a 65536×65536 matrix with
C/R.

Figure 5.13 shows a timeline of the time per iteration for the matvec benchmark, with a matrix

of size 65,536 and one process per node, using the C/R approach for malleability (See Section 2.3).

The x-axis covers the time, measured in terms of the iteration number, and each iteration is labelled

with the current total number of nodes. The y-axis is the wallclock time for the iteration, subdivided

into the time for the algorithm (matvec), and the times for checkpoint, rescheduling with srun,

and recovery. All times are the average for that iteration, over 20 runs. The program starts with

1 process and doubles the number of processes every four iterations. The time to perform C/R is

included as the first part of the first iteration with the updated number of nodes.

The left-hand plot of Figure 5.13 shows that the malleability operations take much longer than

the application, but this is because they are happening far more often than would typically be the

case—merely for the intelligibility of the plots. More importantly, they show that the majority of

the time, for malleability is due to the IO operations, with the process restart being much faster

(in this case where there are a sufficient number of idle nodes). The right-hand plot of Figure 5.13

shows a zoom, on the y-axis. We see that the additional processes are correctly being used by the

runtime, although scalability is not perfect.

The first iteration after the restart is a bit slower than the others because, in the beginning,

the matrix and the input vector are distributed in their home node, but the input vector is needed

in all the processes and tasks in order to execute the computation. Therefore, all the nodes need

to perform some small all-to-all transfers in the first iteration after the restart.

Figure 5.14 shows the times for C/R for the checkpoint and restart process, when doubling

the number of processes. The x-axis is the number of spawned processes, e.g. “1 new process”

corresponds to a transition from 1 to 2 processes. Figure 5.14a is extracted from Figure 5.13.
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Figure 5.14: Checkpoint and restart time duplicating the number of processes for matvec and MPI-IO backend
with IntelMPI.

Figure 5.14b is the result for a smaller matrix of size 32768, with 4 processes per node. The results

are again the average of over 20 runs.

The time needed for IO operations increases proportionally to the amount of data and decreases

with the number of readers/writers and nodes involved in the operation.

Processes Checkpoint (s) sem Init (s) sem Restart (s) sem

1 17.25 3 · 10−1 0.33 6 · 10−3 21.12 3 · 10−1

2 5.71 5 · 10−2 0.87 2 · 10−1 10.96 3 · 10−1

4 3.24 3 · 10−2 0.69 9 · 10−2 7.35 3 · 10−1

8 2.13 9 · 10−2 0.81 1 · 10−1 5.06 2 · 10−1

16 1.54 8 · 10−2 0.93 2 · 10−1 4.16 2 · 10−1

32 2.22 1 · 10−1 0.76 6 · 10−2 2.34 1 · 10−1

Table 5.1: Time for the different phases for C/R in MareNostrum with one process per node for matvec on a
matrix of 65536×65536 and Intel MPI 2017.4

Table 5.1 contains the main times for the different phases in a normal C/R operation. Check-

point is the time to save the data to disc with the OmpSs-2@Cluster C/R API; Init includes the

time to start the new parallel application, including the runtime initialization and Restart is the

time to recover the checkpoint from the storage to the parallel application memory. In each case,

the average and Standard error of the mean (sem), as an estimate of the standard deviation, are

given. As expected, the parallel IO times decrease with the number of nodes while the Init time

remains more or less constant independently of the number of processes.

5.7.1.2 Dynamic process management for spawning

Figure 5.15 shows a timeline of the time per iteration, similarly to Figure 5.13, but this time using

the DPM support and the byGroup policy. Note the different scales on the y-axis. Regarding

time, it is faster than the C/R approach because it saves the costly IO operations.
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Figure 5.15: Matvec time per iteration for process duplication every 4 iterations in a 65536×65536 matrix with
DPM using the byGroup policy.

The group policy is the most optimistic approach because it expands all the jobs in a single

call. This is the behaviour we expect to reach once the MPI Sessions API is supported and stable

in the different MPI implementations. Our approach is ready to go to use this feature as soon

as MPI sessions arrive. In principle, that will avoid the granularity considerations explained in

Section 5.4.1.1 and Section 5.4.1.2.

However, with the current standard, we require to use the stepped MPI Comm spawn approach

from the byOne or byHost policies to keep the flexibility to remove processes.
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Figure 5.16: Matvec time per iteration for process duplication every 4 iterations in a 65536×65536 matrix with
DPM using the byOne. With one process per node the byOne and byHost policies are equivalent.

Figure 5.16 shows how the time per iteration evolves when the number of nodes increases by a

factor of two every 4 matvec iterations. The time between resizes is very short compared with the

resize itself. This is equivalent to Figure 5.15 In real use cases, the applications are not intended

to change the size so often, like in the example, because the resize process needs some seconds to

complete in all cases. As expected, the time per iteration in both cases decreases by about half
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every time the resources duplicate.

Opposite to Figure 5.15 the results in Figure 5.16 are the worst case assumption. Figure 5.16

shows that the time consumed by MPI Comm spawn and MPI Comm merge grows linearly with the

number of steps executed; this is expected when using the byOne policy.

Another important detail from Figure 5.16 and Figure 5.15 is that the iteration just after the

resize takes much longer than the others with the same size. The first tasks offloaded to the new

ranks need to complete some data transfers before starting the computation. We do not represent

such transfer time individually because it is part of the tasks overhead, but also because they take

place asynchronously after the resize process finish.

After the first iteration, the other tasks are much faster because the WriteID optimization

(see: Section 3.6.2) go into action to avoid redundant transfers. The taskwait needed to time the

iterations to inhibit the namespace propagation. For this problem size, the transfers add overheads

in the order of some seconds.

Considering that the matrix has 65536×65536 double precision elements. In the best case; when

the number of processes goes from 16 to 32; every new rank will request at least 1 GB from the old

ones. Besides that, most of the old ranks will request some data from others in order to equally

redistribute part of the work and data.

Comparing Figure 5.16 with Figure 5.13, we see that the checkpoint and restart approach

also takes some seconds to complete a resize. The iteration times are in the same order and the

behaviour of the time per iteration is very similar.

Comparing the DPM with C/R in the two cases, the resize time is in the order of some seconds.

For a few processes C/R is slower than DPM with the worst policy. Nevertheless, an important

difference is that the C/R time decreases with the number of processes. This is because the parallel

IO operations to checkpoint and restart the data are faster with more processes, especially in

configurations with only one process per node.
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Figure 5.17: Spawn time duplicating the number of processes with the 3 policies.

Figure 5.17 Compares the time to duplicate the number of processes using the 3 spawn policies
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(see: Section 5.4.1.3). Figure 5.17a shows the case when the application has 4 processes per node

and Figure 5.17b a single process per node. Unlike Figure 5.16, this graph does not take into

account the overhead in the first task after the spawn because that is specific to every problem.

The bars include the total times consumed by MPI Comm spawn and MPI Comm merge in every policy,

while the green overhead is the extra cost of the whole process, including the init messages and

synchronizations as shown in Figure 5.9. The spawn time is independent of the problem itself.

The byGroup policy time stays constant independently of the number of processes spawned in

this policy, there is almost not overhead because no intermediate communications take place. The

only possible source of overhead in this policy is the synchronization point in the resize finalization

function (see: Figure 5.9).

In the other extreme, the byOne policy takes > 35 seconds to spawn 64 new processes on 16

new nodes. With this policy MPI Comm spawn is called 64 times, consuming 94% of the total time.

Finally, the byHost policy in Figure 5.17 is 4 times faster than byOne because it only calls

MPI Comm spawn once per host, spawning 4 processes at the time.

Figure 5.17b shows the same benchmark as Figure 5.17a but running one process per node. As

expected, in this case the byOne policy is almost the same as byHost (see: Section 5.4.1.3).

Spawn size MPI Time (s) sem Total Time (s) sem MPI %

1 0.66 2 · 10−2 0.7 2 · 10−2 94.87
2 1.03 5 · 10−2 1.11 5 · 10−2 93.29
4 2 6 · 10−2 2.15 6 · 10−2 92.8
8 4.09 1 · 10−1 4.41 1 · 10−1 92.78
16 8.06 2 · 10−1 8.67 2 · 10−1 92.92

Table 5.2: Spawn time with ByHost policy and 1 process per node. More than 92% of the time is spent in
MPI Comm spawn.

In Table 5.2 contain the data for the byHost entries in Figure 5.17b. The table shows that

more than 92% of the spawn time is consumed by the MPI Comm spawn. We expect that this will

be improved once the new sessions features will be available and optimized in the MPI libraries.

Unlike DPM, the full time depends on the total data to checkpoint and the initial number of

processes. The approximated time to do a C/R malleable operation may be calculated with the

table by adding the checkpoint time for the initial size with the srun and restart time for the final

size. t(a− > b)CR = tcheckpoint(a) + tsrun(b) + trestart(b).

5.7.2 Shrink

5.7.2.1 Checkpoint and restart for shrinking

When using C/R to reduce the number of nodes, the time to perform the resize remains relatively

constant. The time per iteration is in the same order as the results in Figure 5.13, from a few seconds

to almost half a minute, scaling inversely with the number of nodes. This is expected because the

C/R mechanism is the same independently of the reconfiguration type (spawn or shrink).

Most of the comments and explanations made for Figure 5.13 in Section 5.7.1.1 are also valid

for Figure 5.18
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Figure 5.18: Matvec time per iteration for process halving every 4 iterations in a 65536×65536 matrix with C/R.

5.7.2.2 Dynamic process management for shrinking
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Figure 5.19: Matvec time per iteration for process halving every 4 iterations in a 65536×65536 matrix with DPM.

Figure 5.19 shows a timeline of the time per iteration. The axes are the same as Figure 5.16, but,

as indicated on the x-axis, the program starts with 32 nodes and successively halves the number

of nodes until just one node is left. The zoom image is unneeded in this case because the shrink

times are much faster than the spawn, and the overhead is minimal. Because there are no blocking

collective operations involved.

Figure 5.19a shows how the time required for the data transfers is in the order of the seconds,

even using the optimized transfer approach and de-fragmenting transfers. Unlike Figure 5.16, when

shrinking the spent time goes almost exclusively to data transfers.

In Figure 5.19, we see that with the lazy policy, there are no data transfers for the shrink

operation as the inputs are already duplicated on multiple nodes, and there is always at least one

copy among the nodes that will remain. The exiting nodes will only distribute back any data that

they have exclusively and is not duplicated (i.e. the output vector). Those transfers will also go to
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different nodes in parallel.

As the Section 5.6.3.2 explains, the times dependent on the application data distribution and

execution and depending on the problem size and data fragmentation, and spreading the results

may be very different.
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Figure 5.20: Shrink time halving the number of processes of matvec and MPI-IO backend with IntelMPI.

Figure 5.20 compares the time needed to remove half of the nodes for matvec and Cholesky.

The Section 5.6.3.2 explains the difference between the two benchmarks especially associated with

the initial and final data distribution in every case.

The data transfer time is more than 10 times larger for Cholesky than for matvec for the same

problem size and policy. The Section 5.6.3.2 explains that the total amount of data to migrate

is also the same in the two benchmarks. The key difference is that the Cholesky has smaller and

non-contiguous regions to transfer from each node.

This comparison exposes the impact of the memory locations and data distribution in the shrink

times. The results also show that even the lazy policy can take several seconds to complete when

the data is very spread out in different nodes.

5.7.3 Conclusion

Malleability is the ability of an application to change its resource allocation while it is running,

which makes a more efficient use of resources and improves system utilization.

OmpSs-2@Cluster applications naturally support malleability because the virtual memory lay-

out is independent of the resource allocation and all data distribution and task scheduling is dele-

gated to the runtime. We exploit this feature by extending Nanos6 to dynamically add and remove

computational resources transparently, automatically taking care of resource allocation through

Slurm, starting/stopping processes using MPI, data migration and updating of data affinity. We

also define and implement a C/R API as a baseline approach for malleability. Our results show

that the malleability approach with dynamic processes is promising, but its full potential will only

be realized once MPI sessions is well supported in the MPI implementations. The design and

implementation are ready, and this line of the research will continue in future work.
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Chapter6
Conclusions and Future work

6.1 Conclusions

We developed OmpSs-2@Cluster, an extension of the OmpSs-2 programming model for distributed

memory systems. Our model simplifies the porting of HPC applications due to its sequential se-

mantics and common address space. The runtime system automates many aspects, such as task

ordering and data transfers, and it includes many performance optimizations. The results in Chap-

ter 3 show that the approach is effective for small to medium numbers of nodes, even for relatively

fine task granularities and significant numbers of communications. For larger numbers of nodes,

there are still multiple optimization opportunities to explore. The results in Chapter 4 proved the

effectiveness and value of breaking the confinement to a node when using Dynamic Load Balancing

(DLB) to solve dynamic load imbalance problems, taking advantage of the offload capabilities of

OmpSs-2@Cluster. Finally, we added malleability features to the runtime and programming model

Application Programming Interface (API) in order to dynamically manage the cluster computing

resources.

The first version of the runtime was developed following the OmpSs-2 programming specifica-

tions, with special emphasis on the two main new features of OmpSs-2 beyond OmpSs-1: weak

dependencies and early release. The implementation was tested and profiled with multiple unit

tests created to test specific features and with hundreds of randomly-generated tests (Section 3.7).

In Chapter 3, we developed the fundamental concepts of OmpSs-2@Cluster and profiled it with

multiple implementations of four basic synthetic benchmarks (Section 3.8) on up to 32 nodes. We

show that a pure OmpSs-2@Cluster program can scale to about 16 or 32 nodes, depending on the

communication pattern and the task granularity, meaning that a small- to medium-scale program

can be written using a single task-based programming model. We motivated and described a number

of runtime optimizations discovered through experience that was needed to achieve this level of

scalability. We also described how the OmpSs-2-TestGen program and automated test program

simplification were crucial to achieving high stability of the runtime. This work was published at

EuroPar 2022 [4]. In short, we established that OmpSs-2@Cluster is a viable alternative to Message

Passing Interface (MPI) for small or medium-scale clusters.

The true value of OmpSs-2@Cluster, however, is not as an alternative to MPI for existing

programs, but as a way to automate aspects that are currently difficult to achieve using the MPI
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model, such as dynamic load balancing, malleability and resilience.

In Chapter 4, we modified OmpSs-2@Cluster for interoperability with MPI for the purposes

of multi-node dynamic load balance. An existing MPI+OmpSs-2 program can be executed using

our Nanos6@Cluster runtime system. If the load is balanced across the nodes, then the execution

will be as normal for an MPI+OmpSs-2 program. However, if there is a load imbalance, then the

runtime system will dynamically offload parts of the computation among nodes in order to balance

the load. This work was published at ICPP 2022 [5].

In Chapter 5, we took a different approach by extending the runtime to transparently support

malleability. An OmpSs-2@Cluster program is written in a way that is essentially independent

of the number of nodes, and scheduling and data distribution are handled transparently by the

runtime. All implementation details can be hidden in the runtime system, with only a minimal

API to control malleability exposed to the application. We also added an API to semi-transparently

Checkpoint and Restart (C/R) a running OmpSs-2@Cluster program. The work in Chapter 5 will

be submitted to an international peer-reviewed conference or journal.

In summary, this thesis has developed a stable high-performance offloading extension of OmpSs-

2 and demonstrated its utility as an alternative to MPI at small to medium scale, as a way to enable

transparent multi-node load balancing and as a way to enable semi-transparent malleability.

6.2 Future work

6.2.1 Larger applications and comparison with state of the art

OmpSs-2@Cluster has so far been evaluated using four benchmarks (matvec, matmul, Jacobi and

Cholesky) and four mini-applications (MiniFE, MicroPP, InfOli and DMRG). 1 Future work should

extend the evaluation to include larger applications, potentially exposing the need for additional

programming model support or runtime optimizations. With larger applications, it will be possible

to detect common application execution, code and memory access patterns that the runtime system

could optimize either automatically or with extra hints in the code.

We also plan to perform a quantitative comparison with other frameworks and programming

models apart from MPI+X, in order to learn from their experience and optimizations and determine

which techniques are applicable to the OmpSs-2@Cluster programming model and runtime. The

initial frameworks already in consideration are Charm++ [112, 2, 141, 142], due to its relevance

and support in the three sections of this thesis; CHAMELEON [116], considering its similarity to

the approach presented in Chapter 4 and its support for other alternative load balancing strategies;

and DMRLib [104] for the malleability features, considering that it already covers MPI, OmpSs

and integration with Slurm.

6.2.2 Multi-node dynamic load balancing using a dynamic graph

The multi-node dynamic load balancing approach executes offloaded tasks in a separate process

per apprank (application rank). This ensures that the appranks have isolated virtual address

1MiniFE, InfOli and DMRG are not used in this thesis.
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spaces so that objects on different appranks may be allocated at the same virtual address without

interference. We believe this is the right approach, as it simplifies the porting of existing programs.

The current approach uses a fixed number of helper ranks per node, which is a parameter

(the offloading degree) that must be provided by the user before the execution. Each helper rank

requires at least one core, so there is a tradeoff between wasted cores for unnecessary helper ranks

(if the application is balanced) and the ability to mitigate load imbalance (if highly imbalanced).

We generally found that an offloading degree of 3 to 4 was optimal on MareNostrum 4. A better

approach would be to start with no helper ranks and create helper ranks dynamically if they are

needed. This would allow the execution to adapt to the program and system characteristics, and

it would remove the offloading degree parameter. Doing so is a planned and natural extension of

the work in this thesis. An important precursor has already been implemented in the runtime for

Chapter 5: the ability to dynamically spawn (and remove) processes.

6.2.3 Combining MPI, dynamic load balancing and malleability

The contributions of Chapter 4 (multi-node dynamic load balancing) and Chapter 5 (malleability)

are currently entirely separate and incompatible. In fact, they are currently implemented in different

branches of the Nanos6@Cluster runtime. Research is planned to understand how to combine these

different approaches so that an MPI+OmpSs-2 program can dynamically adapt to a varying number

of nodes, maintaining a fixed number of application-visible MPI ranks, while dynamically adding

and removing nodes that are used to execute offloaded tasks.

6.2.4 Irregular programs

OmpSs-2@Cluster is the first programming model that seriously extends a flexible task offloading

mechanism among nodes, with sequential semantics, a common address space, and nested tasks with

weak and strong dependencies. As such, there are questions related to irregular data structures,

support for C++-style containers, returning memory allocated by subtasks, and so on, that could

be addressed in future work.

6.2.5 Resilience

While Chapter 5 developed a C/R API, no resilience features have been developed in the runtime.

Proper support for resilience could be an interesting avenue for future work. The runtime could

automate decisions on when to checkpoint, and it should make use of a mature and highly efficient

semi-transparent or non-transparent C/R library such as FTI [27], CLIP [51] or SRS [184]. With

careful design, knowledge of the task graph and the lack of any communication other than via the

tasks may allow the runtime to restart only the failing nodes [152].

6.2.6 Parallel IO

Questions of parallel Input Output (IO) have not yet been investigated in detail. The implementa-

tion of C/R API uses MPI-IO internally in the runtime, but it is not clear whether the same model
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should be recommended to the user as the right way to perform parallel IO in an OmpSs-2@Cluster

application.

6.2.7 Scheduling and data distribution

Due to the huge body of existing work, this thesis has not concentrated on scheduling and data

distribution policies. Future work could leverage this body of work to improve these aspects of the

runtime.

6.2.8 Summary

In summary, by building a stable and high-performance task offloading programming model and

runtime system, this thesis has built the fundamentals for a multi-node programming model that

addresses scalability, dynamic load balance and malleability. We hope that the ideas in this thesis

will be expanded upon to improve the performance, performance portability and usage of future

High-Performance Computing (HPC) applications.
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Glossary

apprank Application rank: MPI rank that runs the main function in an MPI+OmpSs-2 program

ClusterPlace Compute place abstraction for MPI processes in Nanos6

CPUSET Linux kernel mechanism to assign a set of Central Processor Units (CPUs) and Memory

Nodes to a set of processes

evolving Application that can change the number of processors during execution, with changes

triggered by the application itself

expander graph Sparse graph with strong connectivity properties, where every subset of the

vertices (or edges) is collectively adjacent to a “large” number of vertices (or edges).

Extrae Barcelona Supercomputing Center (BSC)’s package for generation of Paraver trace files

for a post-mortem analysis

home node In OmpSs-2@Cluster, the node for which a region of memory has affinity (see Sec-

tion 3.3.5). It is a hint for scheduling and the node to which data that would be lost by a

malleability operation gets copied; the home node has no special responsibilities in terms of

tracking data location, copy back, etc

Hybrid programming Mixing different programming models, frameworks and tools in the same

application

Integer Linear Program Program where the variables are integer values, and the objective func-

tion and equations are linear.

malleable Application that can change the number of processors during execution, with changes

triggered by an external resource management system

Mercurium BSC’s source-to-source compiler, mainly used with Nanos++ or Nanos6 to implement

OpenMP and OmpSs/glsOmpSs-2

moldable Application that can run on a flexible number of processors. However, the allocation of

processors remains fixed during the runtime of the application
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MPI+X General term for Hybrid programming involving MPI together with another program-

ming model such as OmpSs or OpenMP, denoted X

MPI-IO Low-level-interface for MPI parallel IO

namespace Namespace task, present on every OmpSs-2@Cluster node, including the first that

is the implied parent of all offloaded tasks, facilitating task-to-task dependencies among of-

floaded tasks

Nanos++ BSC’s Runtime system used to support OmpSs-1

Nanos6 BSC’s Runtime system used to support OmpSs-2

Nanos6@Cluster BSC’s fork of Nanos6 that is the runtime system used to support OmpSs-

2@Cluster

offloading degree Total number of worker processes per apprank

OmpSs BSC’s extension of OpenMP with new directives to support asynchronous parallelism and

heterogeneity

OmpSs-2 BSC’s extension of OmpSs to support task nesting and fine-grained dependencies across

nesting levels

OmpSs-2-TestGen Random test generator for OmpSs-2, which was used to discover corner cases

in Nanos6@Cluster

OmpSs-2@Cluster BSC’s extension of OmpSs-2 to support task offloading with transparent

multi-node dynamic load balancing and malleability

OpenMP Open Multiprocessing programming model for shared memory systems

Paraver BSC’s flexible parallel program trace visualization and analysis tool

PMPI Message Passing Interface (MPI) Profiling Interface

rigid Application that requires a fixed allocation of processors. Once the number of processors is

configured, the application cannot be executed on a smaller or larger number of processors

Slurm Slurm workload manager, formerly known as Simple Linux Utility for Resource Manage-

ment, used on many supercomputers and clusters

strong access An access that is not weak, i.e. it defines a region of memory that is only by the

task itself.

strong task Task with one or more strong accesses

taskfor In OmpSs-2@Cluster, work sharing task where a for loop body is executed by multiple

threads within the same task, similar to OpenMP Parallel for constructor.
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taskloop In OmpSs-2@Cluster, annotation to decompose a for loop into multiple independent

tasks.

weak access A access that defines a region of memory that is only accessed by subtasks. Such an

access is necessary as a linking point between dependency domains, but it does not enforce

task ordering or in itself require data transfers.

weak task Task that has only weak accesses
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Acronyms

ADLB Asynchronous Dynamic Load Balancing

AGAS Active Global Address Space

AMPI Adaptive MPI

AMR Adaptive Mesh Refinement

AMS EasyGrid Application Management System

APGAS Asynchronous Partitioned Global Address Space

API Application Programming Interface

BLAS Basic Linear Algebra Subprograms

BSC Barcelona Supercomputing Center

C/R Checkpoint and Restart

Chapel Cascade High Productivity Language

CPU Central Processor Unit

CTF Common Trace Format

CUDA Compute Unified Device Architecture

DAG Directed Acyclic Graph

DLB Dynamic Load Balancing

DMA Direct Memory Access

DMR Dynamic Management of Resources

DPM Dynamic Process Management

DROM Dynamic Resource Ownership Management
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DTB Dynamic Thread Balancing

DVFS Dynamic Voltage and Frequency Scaling

EDAT Event Driven Asynchronous Tasks

FLOP Floating Point Operations

FPGA Field-Programmable Gate Array

GCC GNU Compiler Collection

GFLOP/s Billion Floating Point Operations per Second

GPI Global Address Space Programming Interface

GPU Graphical Processor Unit

HIP Heterogeneous Interface for Portability

HPC High-Performance Computing

HPL High Performance LINPACK

ILP Integer Linear Program

IO Input Output

LeWI Lend When Idle

LIFO Last In First Out

MKL Math Kernel Library

MPI Message Passing Interface

NUMA Non-uniform Memory Access

OOP Object Oriented Programming

OpenCL Open Computing Language

ORB Orthogonal Recursive Bisection

OS Operating System

PARM Power-aware resource manager

PCIe Peripheral Component Interface Express
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PCM Process Checkpointing and Migration

PDR Parallel Distributed Runtime

PGAS Partitioned Global Address Space

POP Performance Optimisation and Productivity Centre of Excellence

PUP Pack-UnPack

RAM Random Access Memory

RDMA Remote Direct Memory Access

REST Representational State Transfer

RMI Remote Method Invocation

RMS Resource Management System

SDSM Software Distributed Shared Memory

sem Standard error of the mean

slurmrestd Slurm REST API Daemon

SMP Shared Memory Multiprocessor System

SPMD Single Program Multiple Data

SSD Solid State Drive

StarSs Cluster Superscalar

StarSs Star SuperScalar

STL Standard Template Library

TALP Tracking Application Live Performance

ULFM User Level Failure Migration

UPC Unified Parallel C

133



134



Bibliography

[1] Bilge Acun, Phil Miller, and Laxmikant V Kale. “Variation among processors under Turbo

Boost in HPC systems”. In: Proceedings of the 2016 International Conference on Supercom-

puting. New York, NY, USA: Association for Computing Machinery, 2016, pp. 1–12. isbn:

9781450343619. doi: 10.1145/2925426.2926289 (cit. on pp. 5, 71).

[2] Bilge Acun et al. “Parallel Programming with Migratable Objects: Charm++ in Practice”.

In: SC ’14: Proceedings of the International Conference for High Performance Computing,

Networking, Storage and Analysis. 2014, pp. 647–658. doi: 10.1109/SC.2014.58 (cit. on

pp. 14, 124).

[3] Jimmy Aguilar Mena. Nested slurm configuration. 2022. url: https://github.com/Ergus/

SlurmInSlurm (visited on 08/31/2022) (cit. on p. 113).

[4] Jimmy Aguilar Mena et al. “OmpSs-2@Cluster: Distributed Memory Execution of Nested

OpenMP-style Tasks”. In: Euro-Par 2022: Parallel Processing. Ed. by José Cano and Phil
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