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Abstract

General Data Protection Regulation (GDPR) [5] is the European regulation on the protection of individuals regarding the processing of their data. One point of the GDPR says that all websites must ask their EU users for consent to have their data processed.

In this project several methods are developed to interact with web pages and analyze if websites are compliant with GDPR, analyzing the usage of cookies.

The first objective is to ignore cookies. Using ORM [2] we can identify the number of cookies that each domain sets by default. As we can see, a large number of websites sets cookies by default.

The second objective is the interaction with web pages to accept cookies. To do so, we use two different methods. The first one is a modified ORM version using Selenium and the second one also is a modified ORM version that uses Computer Vision. Both methods have shown that more than 50% of the websites visited do not ask for user consent.

Finally, the third objective of the project is to find out what would happen if we blocked cookies and how this changed the operation of the web. We show that the cookies already inserted by default will remain and very few cookies are blocked.

After we do all the methods and generate statistics, they are integrated into the ePrivacy Observatory [12], which is an observatory that provides the function of determining the level of tracking of each domain and different tracking methods.
1 Introduction

General Data Protection Regulation (GDPR) [5] is the European regulation on the protection of individuals regarding the processing of their data and the free movement of such data. One point of the GDPR in Europe is that all web pages must ask their EU customers for consent to have their data processed.

Not all websites comply with GDPR, because they are using different web tracking techniques. Web tracking is the practice in which trackers integrated into a website identification of its users while they are browsing the internet, collecting information about the sites they visit, and analyzing their behavior. With this information, trackers can implement personalized advertisements and other practices.

A cookie is a data file that a web page sends to your device when you are visiting a website. They can be essential cookies, implemented for the good operation of the website. However, trackers use cookies as a tracking technique, because it is possible to collect more information and make a user profile.

So the usage of cookies is not always for good reasons, and internet users should be worried about them, because trackers are obtaining personal information, sometimes without our consent.

In this project, we will verify if web pages ask consent from their users to have their data processed as says GDPR. Doing a cookies study, we will provide a tool for internet users to have a better knowledge of what are doing websites with cookies and this will improve the privacy of the users because they will be able to choose if they want to use this type of websites.

To do so, we will use Online Resource Mapper (ORM) [2] developed by Ismael Castell Uroz and Pere Barlet Ros, to open a web page from the most visited websites by the Alexa ranking [7] in an automated way and save different information related to resources, URL headers, etc. in a database.

Furthermore, we use different approaches to obtain distinct interactions with web pages. The first approach will consist of running ORM without any change and obtain the number of cookies added without user consent. Then we use tools like Selenium to atomize the click on the "Accept cookies" button and compare the number of cookies added doing this approach and the first one. Also, we will carry out the same approach with Computer Vision and artificial intelligence to click the "accept cookies" button developed by Pablo Fonoll Soto. Accepting cookies EU costumers provide their consent to web pages.

The next approach is adding a plugin to ORM. With the previous approaches, we can accept cookies, however, we can not decline them. So we will use the Ninja Cookies plugin [1] to decline the cookies. Finally, we will determine the country of each domain to see if it is an EU country.

Once we have done the study about compliance, we will add the results in the ePrivacy Observatory [12], developed by Pol Mesegué Molina, which will provide the capacity for users to check in real-time different parameters of web pages related to the compliance of
GDPR. Also, the idea of this observatory is to see which web pages are not following the rules, and could be useful also for governments to detect who is not following the law.

The following schema shows the different modules that ePrivacy Observatory has. The first two modules, **HTTP cookies** and **JS cookies**, base these modules on data that a web page sends to your device when you are visiting a website and it is stored. Another module is **Canvas fingerprinting**, they based this method on how a browser renders an image and gets information. **Font fingerprinting** it is based on getting an identifier in the function of the fonts that users have. The next one is **Mouse fingerprinting**, which can identify the user based on the mouse movement. The last one is **WebGL fingerprinting**, which is a technique that identifies your browser based on rendering an image in the GPU. It obtains hardware and software information. All these modules are developed by Ismael Douha Prieto. Mouse tracking was developed by Álvaro Macias López and Ismael Douha Prieto added it into a module.

Finally, the last module is **Web page interactions**, which has four sub-modules. These four modules are the ones explained at the beginning. The first one is to run ORM without any plugin or modification and extract the number of cookies added to each web page without consent. Then the Ninja Cookie plugin should decline cookies. Finally, the last two modules are different approaches to click the button ”accept cookies”.

![Figure 1: Global Scheme.](image)

This project contains the following parts, first of all, an introduction where there are defined the different objectives, the work plan, and deviations. Section two is possible to find the state of the art of technology used or applied in this thesis. Section three contains the methodology and project development. In section 4 we can find the results. Section 5 contains the budget. Section 6 describes the environmental impact. Finally, section 7 contains the conclusions and future development.

### 1.1 Statement of purpose

In this section we define the main objectives that we want to achieve with this work.
• Verify if web pages are compliant with the GDPR point related to ask consent to their EU costumers to have their data processed.
• Use ORM to obtain information of web pages.
• Use different modules and plugins to be able to accept and reject cookies.
• Integrate results with ePrivacy Observatory to provide internet users the capacity to obtain this information.

1.2 Requirements and specifications
This project should accomplish the following requirements:

• Running ORM and collecting web pages data.
• Install Ninja Cookie plugin and should prevent the installation of cookies.
• Modifying ORM using Selenium to click the ”accept cookies” button should add more cookies after clicking the button.

1.3 Methods and procedures
This work uses Online Resource Mapper (ORM) [2], which is a tool that maps the relation between each URL with the corresponding resources loaded when they open the webpage. The tool is developed by Ismael Castell Uroz and Pere Barlet Ros. More precisely, in this project, we will use this tool to inspect the number of loaded cookies.

On the other hand, once we will obtain the results, we add the information in ePrivacy Observatory, which is an observatory that provides in real-time information related to web pages to know different specifications and if they are compliant with GDPR or not.

1.4 Work plan
In this section we describe the different tasks that we will realize in this thesis, the planning to carry out the tasks in the corresponding time, milestones, and finally a Gantt diagram.

• **Initial date:** 9th February 2021
• **Final date:** 30th June 2021
• **Duration:** 360 hours
• **Expected lecture date:** 7th July 2021
• **Daily dedication:** 3.5 hours
1.4.1 Tasks description

- **G1: Project management**
  - *Control meetings (20h)*: Meetings every 2 weeks to monitor the progress of the project.

- **G2: Learning**
  - *State of the art (40 h)*: Search information and papers in order to learn how the topic is nowadays.
  - *ORM (25h)*: Understand and install the code.
  - *Selenium (15 h)*: Do some tutorials about Selenium.[4]
  - *Python review (20h)*: Review some specific things about python.

- **G3: Development**
  - *Modifying ORM (30 h)*: Adding some modifications to ORM in order to accept cookies in the URLs.
  - *Add plugins (20 h)*: Adding ”Ninja Cookie”[1] and ”I don’t care about cookies”[3] plugins in ORM in order to collect information with this plugins activated.
  - *Determining the country of each domain (20 h)*: After executing ORM, execute another script to determine the country of each domain.
  - *Generating results (60 h)*: Generating plots to see the results obtained about cookies.

- **G4: Documentation**
  - *Memory write (70h)*: Develop a document with information and procedures.
  - *Lecture preparation (40h)*: Prepare the presentation.
### 1.4.2 Gantt Diagram

<table>
<thead>
<tr>
<th>Phases of the Project</th>
<th>Learning</th>
<th>State art</th>
<th>ORM</th>
<th>Selenium</th>
<th>Python review</th>
<th>Develop</th>
<th>Modify ORM</th>
<th>Add plugins</th>
<th>Det. country</th>
<th>Results</th>
<th>Document</th>
<th>Mem. write</th>
<th>Lecture prep.</th>
</tr>
</thead>
<tbody>
<tr>
<td>Phases</td>
<td>2021</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>February</td>
<td>February</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>March</td>
<td>March</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>April</td>
<td>April</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>May</td>
<td>May</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>June</td>
<td>June</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>July</td>
<td>July</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

#### Figure 2: Gantt diagram of the project

Work plan in the Gantt Diagram format.

### 1.5 Deviations from the initial plan

The initial plan was to integrate this project with ORM codesets, which is the newest branch of this project, but for plugin compatibility reasons it has not been possible. It means modifying lots of things of the original project to integrate it and some time. We extract interesting results, in the future could be interesting to try to integrate these results with the actual ORM version.
2 State of the art

In this section, we do a review of the actual state of the art. We define GDPR, more precisely what says about web pages that must ask consent from their EU customers. Also, we do research related to if web pages are compliant with the law nowadays.

2.1 GDPR

In this section, we define what is GDPR (General Data Protection Regulation). GDPR is a law that was put in effect on May 25, 2018, and defines that all the data collected from European Union (EU) people must comply with laws related to privacy and security. If websites violate these laws, they apply fines of millions of euros. [5]

GDPR applies to all enterprises that collect data from EU people, this means that even though the company is not in an EU country, also must follow GDPR laws.

This project focuses on a specific point of GDPR, the one related to consent. More precisely, the web page "What is GDPR, the EU’s new data protection law" [5] says the following related to consent to processing the information of a person:

- Consent must be “freely given, specific, informed and unambiguous.”
- Requests for consent must be “clearly distinguishable from the other matters” and presented in “clear and plain language.”
- Data subjects can withdraw previously given consent whenever they want, and you have to honor their decision. You can’t simply change the legal basis of the processing to one of the other justifications.
- Children under 13 can only give consent with permission from their parent.
- You need to keep documentary evidence of consent.

Furthermore, another important point that mentions on the same web page, is the one related to when GDPR allows a web page to process data [5]:

Article 6 lists the instances in which it’s legal to process person data. Don’t even think about touching somebody’s personal data — don’t collect it, don’t store it, don’t sell it to advertisers — unless you can justify it with one of the following:

1. The data subject gave you specific, unambiguous consent to process the data.
2. Processing is necessary to execute or to prepare to enter into a contract to which the data subject is a party.
3. You need to process it to comply with a legal obligation of yours.
4. You need to process the data to save somebody’s life.
5. Processing is necessary to perform a task in the public interest or to carry out some official function.
6. You have a **legitimate interest** to process someone’s personal data. This is the most flexible lawful basis, though the “fundamental rights and freedoms of the data subject” always override your interests, especially if it’s a child’s data.

Once you’ve determined the lawful basis for your data processing, you need to document this basis and notify the data subject (transparency!). And if you decide later to change your justification, you need to have a good reason, document this reason, and notify the data subject.

In this work, we want to see if web pages comply with these points, if they clearly ask the consent of their users and they give it freely, and they not collect the information and store it before.

### 2.2 Cookies

A cookie is a data file that a web page sends to your device when you are visiting a website. Your web browser will process and store them. Also, it is easy to delete and view the cookies.

There are essential cookies used to navigate the website and give us the possibility to use the necessary features of that page. The problem with the cookies is that they can store enough data to identify the user without their consent.

Usually, advertisers use cookies to track the online activity of their users and make a profile, after that with this information will show personalized advertisements. This information can be considered personal data so it is a point that GDPR takes into account and have some rules that cookies have to follow.

In "Cookies, the GDPR, and the ePrivacy Directive" [6] GDPR and ePrivacy Directive says the following about cookies compliance:

- **Receive users’ consent before you use any cookies except strictly necessary cookies.**
- **Provide accurate and specific information about the data each cookie tracks and its purpose in plain language before consent is received.**
- **Document and store consent received from users.**
- **Allow users to access your service even if they refuse to allow the use of certain cookies**
- **Make it as easy for users to withdraw their consent as it was for them to give their consent in the first place.**

Given the knowledge of cookies compliance, in this project using ORM and different plugins and modifications of ORM we will obtain the cookies of each domain of the Alexa Ranking [7] and we will analyze if web pages comply with the rules mentioned before.
2.3 News

In this section, we search news related to fines that some companies paid because they have not complied with GDPR and the points presented in the sections before.

In BBC news we can see the following fine that Google paid in France because breaks the rules related to the use of cookies. Also, we can see in the same news that Amazon paid an important fine too: [8]

![Google fine](image)

Figure 3: BBC news Google fine. [8]

![BBC news text.](image)

Google has been fined 100 million euros (£91m) in France for breaking the country’s rules on online advertising trackers known as cookies.

It is the largest fine ever issued by the French data privacy watchdog CNIL.

US retail giant Amazon was also fined 35 million euros for breaking the rules.

CNIL said Google and Amazon’s French websites had not sought visitors’ consent before advertising cookies were saved on their computers.

Google and Amazon also failed to provide clear information about how the online trackers would be used, and how visitors to the French websites could refuse the cookies, the regulator said.

It has given the tech giants three months to change the information banners displayed on their websites.

If they do not comply, they will be fined a further 100,000 euros per day until the changes are made.

Figure 4: BBC news text. [8]

Also, we can see another one in European Data Protection Board, this one is a fine that
Vueling paid because they announced cookies, however, it was not possible to manage the cookies properly. In figure 5 we can see all the information related to the fine of Vueling.

Figure 5: Fine of Vueling. [9]

Finally, two more interesting web pages are dataprivacymanager.net [10] and gdpr-fines.inplp.com [11]. The first page shows different information related to the 5 biggest GDPR fines as it is possible to see in Figure 6 and a detailed explanation of the reason for that fines. Furthermore, there is more information related to the number of GDPR fines by country, the top country is Spain with 212 fines, and the total amount by country, the top country is Italy with 76.065.307 euros [10]. The second web page, [11] is a database of GDPR fines, and it is possible to see a list with detailed information of the fines.

![Figure 6: 5 biggest GDPR fines. [10]](image)

After this brief section, we can see that although the GDPR rules, lots of companies do not comply with the corresponding rules. Nowadays there are lots of businesses that do not ask properly for consent from their customers and save personal data.
2.4 Articles

In this section, we analyze some papers to have a deeper knowledge of what is done related to the study of the compliance of GDPR and cookie banners and how they ask consent from their customers.

In the paper "Dark Patterns after the GDPR: Scraping Consent Pop-ups and Demonstrating their Influence" [13] they analyze two things, the first one is how are the design of the CMPs (consent management platforms) and the prevalence of the elements that do not comply with GDPR. The second thing that they analyze is how the design affects the consent of the users.

To answer the first question, they use a web scraper with Python library Scrapy and JavaScript rendering service Splash from the top 10,000 UK sites according to web-traffic service Alexa. They determine the compliance as:

- Consent must be explicit
- Accepting all is as easy as rejecting all
- No pre-ticked boxes

They determine that only 11.8% of the sites designs of the CMPs complies the 3 points as it is possible to see in figure 7.

![Figure 7: Designs of CMPs that comply with EU law. [13]](image)

Related to how the design affects the answers, they did different designs and install it as an extension on Chrome and inject a pop-up every fourth URL visited. They had 40 participants from the US. The result was that most of the participants after knowing the results they said that do not match their ideal settings.

In the article "Are cookie banners indeed compliant with the law?" [14] they identify 22 legal-technical requirements for a valid consent cookie banner design based on the requirements of GDPR, Justice of the EU (CJEU), and their interpretation. In Figure 8 we can see the 22 requirements:
These papers focused on cookie banner design, they describe the points that do not comply and which points should have to follow the law. Although, we are interested in obtaining information on websites, more specifically without interacting with the banner and after interacting with it. We want to know if there is a banner and in that case the number of cookies that added.

The paper "Online Tracking: A 1-million-site Measurement and Analysis" [16] consist of a large-scale analysis of web pages where the tracking methods are analyzed and elements that affect the privacy of users. The scope of the paper is on the top 1 million most visited websites in the Alexa ranking.

To do the analysis they develop a platform for website tracking analysis called OpenWPM. Using this method they visited 1 million websites. OpenWPM only visits the home web page. We will focus on the different parts that have, to understand how to develop a platform for website tracking analysis.

Figure 8: Requirements for a valid design. [14]
In Figure 9 it is possible to see the core parts of OpenWPM which we will explain in the following lines. [16]

- **Browser driver**: The one at a charge to order the web browser to access the website and if needed interact with it. It uses Selenium and a full browser such as Firefox, Chrome, or IE. It allows using plugins to test their effectiveness and also provides all the features.

- **Browser managers**: Selenium is powerful however it has a really bad drawback and that is its instability. Each Browser Manager instantiates a Selenium instance with a specific configuration. It translates the commands given by the Task Manager in Selenium orders and it encapsulates each browser state. To achieve independence between them each Browser Manager is a process.

- **Task manager**: The Task Manager allows the control of the Browser Managers by providing a command-line interface. It will dispatch those commands to the Browser Managers. Each command is launched in a thread associated with a Browser Manager. Each execution thread handles the crashes of its corresponding Browser Manager, so a crash in a Browser Manager or a time out will be caught by the execution thread and it will enter in recovery mode.

- **Data Aggregator**: It is the one in charge to log the data in a standardized format to be able to share scripts and data. It has 2 data aggregators, a structured SQLite aggregator for storing the majority of measurements such as the data collected by the proxy or the extension. The other aggregator is a LevelDB aggregator that stores the HTML and JS in a de-duplicated compressed way. It checks if the hash is in the DB and if not it adds the content.

- **Instrumentation**: The Instrumentation provides data access to Raw data on disk, Network level with HTTP proxy, and at JavaScript level with a Firefox extension. So it provides all the information when the browser interacts with the web.
After these articles review, we have seen how is the state of the art related to the cookies banners, and also we analyzed a platform for website tracking.

2.5 Online Resource Mapper (ORM)

Finally, the last section is a brief description of Online Resource Mapper (ORM) [2] developed by Ismael Castell Uroz. It is the main framework that we will use in this project. In a similar way to OpenWPM, ORM also automatizes the process of opening a website and collects the resources loaded. It can collect different information like scripts, files, documents, etc., and save it into a database. ORM has different parts also, as OpenWPM, that will be explained in the following lines as details in "TrackSign: Guided Web Tracking Discovery" section 4 [17].

![ORM Diagram](image)

Figure 10: ORM diagram. [17]

As it is possible to see in Figure 10, ORM has the following parts, and it is the main order that will follow the process of executing ORM, determining the domains that we want...
to analyze from the Alexa ranking until it saves all the resources into the database to
analyze later and extract results and conclusions:

- **Work queue**: First of all, we introduce several websites from the Alexa ranking. The driver manager will open all these websites following order, and they will be in the queue while the Driver Manager does not open them. Once Driver Manager opens and closes all the websites, the queue will be empty. It is possible to open as many sites as the number of threads introduced.

- **Driver manager**: It opens the websites that there are in the queue in an automated way and executes Selenium, which will interact with the website and configure what is necessary. As we can see in Figure 10, there are many Driver Managers, and each one executes an instance of Selenium. Also, it executes Chromium, the free version of Google Chrome. This web browser opens the websites and Chromium supplies also the usage of Dev. Tools protocols from Google that provides the capacity to access the internal communications and parameters that the browser has.

Also, sometimes Selenium crashes, so it is not possible to open the desired web page. However, thanks to the Driver Manager that provides stability, it skips this website, and it executes the Selenium driver again to be able to open the next web page.

- **Data manager**: Once Driver Manager opens the web page, the Data Manager will collect and process the corresponding data and resources received from Driver Manager, and store them into the database. It saves different relations between the domain and their corresponding resources and also the URL and the resource.

- **Database**: Finally the Data manager stores all the data into the database to later we can do any type of analysis with this data and extract conclusions. It is possible to generate analysis scripts that access the database and obtain a lot of information about the different resources. Also, it is possible to use MySQL Workbench to see the saved information.

ORM is the main tool used to develop this project. The reason for the usage of ORM is because the ePrivacy Observatory uses ORM, so it will be easy to integrate the different modifications to the observatory.
3 Methodology and project development

This section contains detailed information on the project development, as well as the software and hardware that we have used and the methodology that we have followed to develop this project.

3.1 Methodology

During the process, there we have carried out meetings every two weeks. During the meeting, we presented the work done and the possible problems and we defined the work for the next meeting. So we have followed a kind of agile methodology. More or less at the beginning of the process, we defined the project, during this time there have been changes.

3.2 Requirements

3.2.1 Software

We have been using the following software, described below:

- **Python [18]**: It is a programming language that in this project we use it to develop ORM and extract results. Python has different libraries and packages. Most of the different parts of the ePrivacy Observatory, the different modules that contain the observatory are programmed using python for compatibility reasons.

- **MySQL Workbench [19]**: It is a tool that provides in a visual way the management of the databases. In this project, we use it to see the stored information obtained after running ORM, and then we can see the different tables and make queries to obtain specific information.

- **Chromium [20]**: It is an open-source browser. We use it during the execution of ORM, in that process, Chromium opens each domain of the Alexa ranking and remains open for some seconds to collect the corresponding data.

- **VirtualBox [21]**: The native operating system of my laptop is Windows 10. Since one of the main requirements to run ORM is the usage of Ubuntu, I decided to use a virtual machine with Ubuntu. So VirtualBox is a useful tool to develop this project since we can run the project in another OS without installing it on the laptop.

- **Slack [22]**: During all the project we have been using Slack, that is a tool that provides the possibility to create different channels and facilitates the communication between the different members of the group. Using Slack we can send written messages, documents, pictures, etc.

- **Ubuntu [23]**: It is the operating system used to develop this project. To run ORM and install all the requirements, it is necessary to use this OS. Ubuntu is based on Linux and it is a free software.
• **Overleaf** [24]: It is a free LaTeX editor online. I used it to write the memory of the project. Furthermore, it is useful because with an account you can access your documents from any device.

• **GitHub** [25]: During all the projects we develop different codes. We use GitHub in order to generate repositories and save the codes there. Furthermore, it is an easy way to update the codes and download them if we need another code that has developed a teammate.

• **Visual Studio Code** [26]: It is a free code editor. I have been using it during the project to write and visualize the different codes developed. Also provides some useful functionalities like debugging or Git control.

• **ORM** [2]: It is the most important technology used during this project. It provides the possibility to open the domains of the Alexa ranking, analyze it and obtain useful information such as the headers that contain the cookies and save it into a database.

• **Google Meet** [27]: It provides free calls with multiple people at the same time. During these months we have been using it every two weeks to do the meetings of the group.

• **Tableau** [28]: It is a useful tool to plot data of a .csv file in a world map. This tool is used to produce results and show the values in a different form.

• **TeamViewer** [29]: It provides the possibility to control remotely another computer. During the process of collecting data to generate the results, I used another computer to obtain that information because I leave it running some days, and I controlled it remotely.

### 3.2.2 Hardware

There is not any specific hardware to develop this project. It is only necessary a laptop, in this case, I use my personal computer. It has the following characteristics:

- Windows 10 Pro
- **Processor**: Intel(R) Core(TM) i7-10875H CPU @ 2.30GHz 2.30 GHz
- RAM: 32 GB
- **System type**: 64 bits operating system
- **Model**: MSI GS66 Stealth 10SE

### 3.3 Cookies study

In this section, we want to analyze web behavior in different situations. As we can see in Figure 11, the situations are ignoring cookies, accepting cookies, and rejecting cookies. Also, we will determine the country of each domain, to see if the domain is an EU country.
or not. All the domains, independently of the country, must comply with GDPR law. However, the EU countries will visit more frequently EU domains.

To accept cookies, we will follow two different approaches. We will use Selenium to search a keyword and click the button. The other approach is the usage of Computer Vision to search the button.

![Figure 11: Global view of cookies study.](image_url)

We describe in detail all the different approaches in the following sections to obtain the number of cookies in the different situations, depending on the behavior of the web.

### 3.3.1 Ignoring cookies

In the "State of the art" section, we explain in detail how the ORM works and the different parts of ORM. In this section, we are focused on its use.

As we have explained, ORM opens web pages in an automated way and saves different data into a database. In this project, we are focused on determining if websites comply with GDPR and if they ask for the consent of their users before storing data and the management of cookies.

So we run ORM, we collect data from the top Alexa ranking, and after that we extract results. To detect the presence of cookies we analyzed the HTTP headers collected searching for the "Set-Cookie" and "set-cookie" header as we can see in the red square in Figure 12.
As a result, we detect that a large number of web pages do not comply with cookies rules, because they are adding cookies before the user has had any interaction with the cookie banner.

### 3.3.2 Accepting cookies

Once basic ORM information is collected, now we want to interact with the website, doing click on the "Accept cookies" button and compare it with the case without doing any interacting. Supposedly it should be more cookies after accepting it.

We will follow two different approaches, the first one is the use of Selenium to iterate through iframes and search-specific keyboards. The second approach is the use of Computer Vision developed by Pablo Fonoll Soto.

#### 3.3.2.1 Modified ORM using Selenium

In order to interact with the website and be able to click on the button, we will use Selenium to emulate a user in a web browser. We developed a Selenium script that is integrated in ORM which will click the accept button [31].

As we can see in Figure 13, the Driver Manager will open the websites in an automated way and executes Selenium. After that, ORM will wait 10 seconds to load the website, and then ORM executes the new script that will click the "accept cookies" button. This script searches keyboards. If it finds a word, it will click the button and will wait 10 seconds more. Then the process is the same as non-modified ORM, the Data Manager will save data and resources into the database.
To determine which button has to click, we inspect some websites manually and we make a list of all the possible words that means "accept cookies" in different languages. The list that we elaborated is the following one:

- enable all
- accept
- accept all
- got it!
- acepto
- Yes, I agree
- accept cookies
- aceptar cookies
- consent
- I accept
- agree
- aceptar todas las cookies
- cookies akzeptieren
- agree & continue
- prosseguir
- accept all cookies
- I agree
- OK
- Yes, I’m happy

It iterates through all iframes searching for the specified keywords in multiple languages. To do so, we use the Selenium method `find_elements_by_xpath()`. This method will return a list with all the elements that contain the keywords, that we have specified. Then we inspect if the element is a button type. If found it will click the button executing the "click()" method. To do so, the driver_manager.py file is modified.

Also, it is necessary to modify the database model. The basic ORM has different tables. One table is called domain, which contains information about the domain name, domain id, and other parameters. In this table we will do a modification, the "clicked" field of type boolean will be added as we can see in Figure 14. So if the button is clicked this field will be true, otherwise will be false.

![Figure 14: Modified domain table.](image)

During the process, we found several problems. Very few websites respect the HTML good practices, and we found lots of supposed "buttons" that were Span, Buttons, Anchors, Input, etc. Also, another problem that we had was that the "click()" method sometimes was not working on some found elements because it was the parent or grandparent the
Developing this script was a difficult task because we detected some problems as described and not always work well. Although the results are good and it was possible to click the button in most cases.

Also, another objective is to click the "reject cookies" button, however, we realize that it is a hard task because usually this button is not on the main page and it is necessary more interaction. Furthermore, the reject cookies option is different on most web pages. For this reason, we decided to use a plugin, that could do the work of "reject cookies".

### 3.3.2.2 Modified ORM using Computer Vision

Finally, the last method to accept cookies is the usage of computer vision. Pablo Fonoll Soto developed it, and we will integrate this method with ORM to obtain the cookies results and compare them with the other methods. In this section, it is explained in more detail how it works the computer vision method to click the "accept cookies" button.

With computer vision, he generates the labeled dataset which he uses to train the neural network model. The dataset is about 2500 images. This neural network is the one used to identify the accept button. If it is not able to identify it, the same image is evaluated again with computer vision techniques that helped to create the labeled dataset.

In the computer vision part, he applied two techniques: OCR and Canny’s curve detection algorithm. OCR is Optical Character Recognition. It recognizes and locates the texts of the images. It looks for keywords usually found inside the accept cookies button, such as the words "OK" and "Close". This OCR passes it over to different versions of the image, processed differently to facilitate text recognition. Once the keywords are found, to avoid fake candidates, it is analyzed if these words are contained in a button, this is possible thanks to Canny’s algorithm, which detects shapes within an image and goes very well to detect the buttons as they usually stand out over the rest of the text.

The Computer Vision part is not 100% effective so, to create the dataset, he performed a manual review to check and correct the erroneous cases.

As we can see in Figure 15 and Figure 16, the Computer Vision technique works properly and detect the "Accept cookies" button. In this case, to indicate that it has detected the button, it makes a green square around the button.

On the other hand, in Figure 17, the button is not well detected, as we can see the horizontal rectangle is a little longer. That is because the neural network has been trained to see many buttons and tries to classify the case it has to analyze from all the ones it has seen. Because not in all cases the button has the same size, sometimes it does not do 100% well. In this case, many cases will influence the button detection. He has seen previous examples with longer buttons.

The important point in the three Figures is that the center of the painted rectangle is inside the button because will be the clicked point.
Figure 15: Detecting the button Amazon.

Figure 16: Detecting the button Tripadvisor.
3.3.3 Rejecting cookies

In this section, we try different plugins to interact with websites and accept cookies and reject them. We try 2 different plugins, "Ninja Cookie" [1] plugin to reject cookies and also we try "I don’t care about cookies" [3]. This second one could be another option to accept cookies.

3.3.3.1 Adding Ninja Cookie plugin to ORM

Ninja Cookie plugin [1] will be used to decline cookies on web pages. Basically, Ninja Cookie will try to block all the possible cookies that could be added from banners. Furthermore, it is a useful tool because if a user adds this plugin to the browser, the block function is done automatically and there is no need to interact with the cookie banner. So the user can save time navigating websites and furthermore it is not giving consent to all cookies.

To add this plugin in ORM, the process is the following:

- First of all we install Ninja Cookie plugin in a web browser such as Chrome.
- Then we open the extension panel writing the following direction "chrome://extensions".
- Once in the page, we activate developer mode in the top right.
- We identify the ID of the extension.

In Figure 18 is possible to see these steps.
The next step is click over the button "packet extension".

Then we click over inspect and we search the mentioned ID in step 3 in the following route "C:\Users\UserName\AppData\Local\Google\Chrome\UserData\Default\Extensions\"

Finally we click the button "pack extension".

In Figure 19 is possible to see the last steps.

Inside the folder "C:\Users\UserName\AppData\Local\Google\Chrome\UserData\Default\Extensions\pluginID" two new files are created, *.crx file and *.pem file. We copy these two files inside the ORM folder ORM\assets\plugin\ninjaCookie\.

Once all these steps are done, some modifications to the ORM code are necessary.
First of all, we modify db_initializer.py, adding the path to the plugin and enabling it. So when the database will be initialized, this plugin will be enabled. Then, while the ORM will be running, also the plugin will appear in each website blocking the cookies.

```
#Ninja Cookie
plugin.load(hash_string('Ninja Cookie'))
plugin.values["name"] = "Ninja Cookie"
plugin.values["path"] = "../assets/plugin/ninjaCookie/0.6.3_0.crx"
plugin.values["custom"] = 0
plugin.values["url"] = None
plugin.values["xpath_to_click"] = None
plugin.values["enabled"] = True
plugin.save()

#I don't care about cookies
plugin.load(hash_string('I dont care about cookies'))
plugin.values["name"] = "I dont care about cookies"
plugin.values["path"] = "../assets/plugin/IdontCareAboutCookies/3.2.9_0.crx"
plugin.values["custom"] = 0
plugin.values["url"] = None
plugin.values["xpath_to_click"] = None
plugin.values["enabled"] = False
plugin.save()
```

Figure 20: Adding Ninja Cookie plugin to ORM.

Also, it is necessary to create a new database in order to save the values collected in this case in order to compare it with default ORM and ORM that click the button to accept cookies. So we will modify the config.py file and change the MYSQL_DB name to ORMninja.

In MySQLWorkbench we have to open the corresponding model to save the data.

After obtaining the results, in very few cases, we detect something that is not normal, that the number of cookies has increased instead of decreasing compared with the number of cookies in the default ORM. We inspect the headers of these websites manually, to see the "set-cookie" value. Some examples of websites that we have detected this problem are:

- amazon.it
- oracle.com
- marketwatch.com
- cnn.com
- alwafd.news
- amazon.com
- intuit.com
After analyzing it manually, we detect that in all of these websites the value "set-cookie" is repeated. So we can conclude that the Ninja Cookie plugin is working properly, however, we deduce that it is blocking many times and for this reason the "set-cookie" value is repeated.

### 3.3.3.2 Adding I don't care about cookies plugin to ORM

We use another plugin, called "I don't care about cookies" [3] to have another method to accept cookies. Basically, the function of this plugin is to hide the cookie banner and accept cookies when it is necessary. So it could be interesting to compare this method with the one that we have developed to click the "accept cookies" button.

In this case, we will follow the same procedure as Ninja Cookie plugin, installing the plugin in a web browser, then generating the *.crx and *.pem files and finally adding these files into a folder ORM\assets\plugin\idontCareAboutCookies\.

Also, some modifications of the code are necessary. In Figure 20 we can see that under the Ninja Cookie modifications, are the corresponding modifications for the "I don't care about cookies" plugin. In this case we add the corresponding path and we disable "Ninja Cookie” plugin and we enabled "I don't care about cookies” plugin.

It is necessary to create a new database in order to save the values collected in this case in order to compare it with default ORM and ORM that click the button to accept cookies. So we will modify the config.py file and change the MYSQL_DB name to ORMdontCare.

In MySQLWorkbench we have to open the corresponding model to save the data.

Supposedly, we have used this plugin to do the function of accepting cookies. However, we spotted something we did not like. We thought that more cookies should be added, so should be something similar to the case of clicking the "accept cookies” button. Nevertheless, in some cases, more cookies are added compared with the number of the default ORM cookies, but in other cases, the number of cookies is lower than the default ORM case.

We can conclude that the result is not the ones that we were expecting, for this reason, we will not use this plugin to generate results, because sometimes add more cookies but sometimes it blocks cookies, and it is not possible to get a clear behavior of this plugin.

### 3.3.4 Determining the country of each domain

After obtaining different methods to interact with websites and obtain the number of cookies in each case, we inspect also the country of each domain. We detect that there are different countries for every domain, this is because there are subdomains. Furthermore, we analyze the countries of each domain and verify which country corresponds to the main domain, called the first party, and the other domains that are third parties.

To obtain the country values of each domain, first of all, we run ORM for the desired number of websites that are in the Alexa ranking. After that, we execute geo_checker.py
that will load the geolocation database and using the "remote IP address" value from the URL table, will check the location. We save the results in a table called location, which contains the information of country code, is EU, latitude, longitude, etc. for each URL.

3.4 ePrivacy Observatory

The last step is to integrate all the results in the ePrivacy Observatory [12]. As we mention in the introduction, different modules integrate ePrivacy Observatory, which provides the users the possibility to see different information about how any webpage is vulnerating the right to privacy.

In the first image of the ePrivacy Observatory is possible to see some statistics related to tracking methods, the percentage of domains using tracking, etc. In Figure 21 it is possible to see an example of the statistics.

![ePrivacy Observatory statistics](image)

**Figure 21: ePrivacy Observatory statistics.** [12]

In Figure 22 is possible to see a list with the top intrusion level on the left side. On the right side, specifically for a domain, in this case, "pornhists.com" it is possible to see the different tracking methods. We can see HTTP cookies and JS cookies, canvas fingerprinting, font fingerprinting, mouse fingerprinting, and webGL fingerprinting. Specifically, this domain has all the types of tracking methods except mouse fingerprinting. So it is a useful tool to see which type of tracking methods are used in each domain. Also, it is possible to analyze a domain on demand.
The cookie statistics generated after interacting with websites are added to a new page, as we can find the results for ignoring cookies, accepting cookies, and rejecting cookies, as we can see in Figure 23 the statistics for ignoring cookies.

![Figure 23: ePrivacy Observatory statistics. [12]](image)

Also, another application of cookies study is the possibility to see in each domain the number of cookies by default and the number of cookies after accepting it. As we can see in Figure 24, there are two values on the right side list, that are called ”Accepted cookies”
and “Default cookies”, showing that Google before accepting cookies is adding one cookie by default and after that has one cookie too.

Figure 24: ePrivacy Observatory Google statistics. [12]
4 Results

In this section, we present the corresponding results after analyzing the different methods that interact with websites to see what is happening with cookies. To obtain the data, after running ORM or the modified ORM, we store the data in the database. Then we do some queries into the database to obtain the desired information [30]. We inspect HTTP headers to obtain the number of cookies that correspond to each domain, and we make the graphs that we will see below.

We generate the results after analyzing 10000 domains. We take a subset of 500 domains to see how the results changed if we used Computer Vision. The data collection was from the 24th of May of 2021 until the 30th of May of 2021 and from the 7th of July of 2021 until the 17th of July of 2021.

4.1 Cookies by default

In section 3, we inspect what happens in the case of ”ignoring cookies”, which means run ORM without any modification. After that, we inspect the number of cookies added by default. As we can see in Figure 25, 70 % of websites are adding cookies by default.

![Figure 25: Cookies by default.](image)

If we compare Figure 25 and Figure 26, the first one is the 500 domains analysis, and the second one is the 10000 domains study. Both of them have 70% of the websites that add cookies by default.
4.2 Pages it was possible to click on

The first result obtained in the case of accepting cookies is the percentage of web pages that it was possible to click on the button "Accept cookies", for the case of the modified ORM using Selenium to iterate in the iframes and search the keywords.

We can see that it was only possible to click the "accept button" on 39.2% of the sites. So lots of websites have not a banner asking EU users for consent to store their data.
Figure 27: Pages able to accept cookies using modified ORM.

In Figure 28 we can see that it is the same type of graph. The main difference is that the results of this graph are generated after executing ORM with Computer Vision. We can see that this technique only was able to click the "accept cookies" button on 19.8% of the websites. As same as before, the number of web pages that were not possible to accept cookies is bigger than the number of possibilities to accept.

Furthermore, as it is mentioned in section 3.8, Computer Vision is not 100% effective so we can consider that this approach has not detected all the "accept cookies" buttons.
Finally, in Figure 29 we can see the percentage of websites that were possible to accept cookies for 10000 domains. Comparing with Figure 27, the percentage for the 10000 domains analysis is lower but higher than 30%. So we can conclude that with a higher domains analysis, the percentage of acceptance decrease.
4.3 Percentage of success with modified ORM

After analyzing the percentage of websites that it was possible to click on the "Accept cookies" button in both methods, the Selenium one and the Computer Vision one, we analyze the percentage of success of these methods.

In this section manual verifications are done. On one hand, a list of 100 random sites is done. Then we check manually the site, so the site is opened in a web browser and is inspected if the cookie banner exists with a button to accept cookies.

Then in the database, in the domain table, it is verified if the field clicked is a "True" or "False". If it is true, and on the website was possible to click on the button, we call this True Positive (TP). If the database has a False, and it was not possible to click the button, because there was not any banner neither the button, then is a True Negative (TN).

There are two more possibilities, False Negative (FN) and False Positive (FP). The first one is given when there is not any button to accept cookies and the modified ORM clicks something and saves a True into the database. The second one is given when there is a button to click and the modified ORM does not click anything and save into the database a False.

In Table 1 is possible to see an example of a table with all the cases. [15]
Table 1: Percentage of success with modified ORM, case Selenium.

<table>
<thead>
<tr>
<th>Yes ORM Click</th>
<th>No ORM Click</th>
</tr>
</thead>
<tbody>
<tr>
<td>Yes Real Click</td>
<td>TP</td>
</tr>
<tr>
<td>No Real Click</td>
<td>FN</td>
</tr>
</tbody>
</table>

After all this detailed explanation, in Table 2 and Table 3 it is possible to see the corresponding results of True Positives, True Negatives, False Positives and False Negatives. With the values of this tables it is possible to calculate the following parameters [15]:

- **Accuracy**: It is the number of positive predictions that were correct.
  \[
  \text{Accuracy} = \frac{TP + TN}{TP + TN + FP + FN}
  \]

- **Precision**: It is the percentage of positive cases detected.
  \[
  \text{Precision} = \frac{TP}{TP + FP}
  \]

- **Recall**: It is the proportion of positive cases that were correctly identified by the algorithm.
  \[
  \text{Recall} = \frac{TP}{TP + FN}
  \]

In Table 2 we can see the corresponding results for modified ORM using Selenium to click the "accept cookies" button. Also, the following parameters are calculated:

- Accuracy = 0.78
- Precision = 0.783
- Recall = 0.839

Table 2: Percentage of success with modified ORM, case Selenium.

<table>
<thead>
<tr>
<th>Yes ORM Click</th>
<th>No ORM Click</th>
</tr>
</thead>
<tbody>
<tr>
<td>Yes Real Click</td>
<td>47</td>
</tr>
<tr>
<td>No Real Click</td>
<td>9</td>
</tr>
</tbody>
</table>

In Table 3 we can see the corresponding results for modified ORM using Computer Vision to click the "accept cookies" button. Also, the following parameters are calculated:

- Accuracy = 0.61
- Precision = 0.45
- Recall = 0.81
Table 3: Percentage of success with modified ORM, case Computer Vision.

<table>
<thead>
<tr>
<th></th>
<th>Yes ORM Click</th>
<th>No ORM Click</th>
</tr>
</thead>
<tbody>
<tr>
<td>Yes Real Click</td>
<td>27</td>
<td>33</td>
</tr>
<tr>
<td>No Real Click</td>
<td>6</td>
<td>34</td>
</tr>
</tbody>
</table>

We can conclude that comparing the values of accuracy, precision, and recall, modified ORM with Selenium is better in all cases. So this answer why in Section 4.1. the percentage of accepted cookies in websites was lower for the Computer Vision case than the Selenium case.

Also, it is possible to see that both methods have not high precision, so the percentage of accepted cookies in Section 4.1 should be higher in both cases.

### 4.4 Domains with the same cookies

Once the domains that it was possible to click are determined, in the modified ORM with Selenium is 39.2% and modified ORM with Computer Vision is 19.8%, we determine if the cookies after clicking the button are the same or more.

We can see in Figure 30 that only 29.1% of the websites were added more cookies. However, 70.9% had the same number of cookies. So there are lots of cookies by default and the accept button is not doing anything.

![Domains with the same cookies after accept](image)

**Figure 30:** Domains with the same cookies after accepting.
Comparing Figure 30 and Figure 31, analyzing 10000 domains increase the percentage of added cookies, although the percentage of cookies that remain equal and do not add cookies is very high.

![Domains with the same cookies after accept](image)

**Figure 31:** Domains with the same cookies after accepting 10000 domains.

On the other hand, in the case of modified ORM with Computer Vision, it is possible to see in Figure 32 that after clicking the accept cookies button, 73.4% of websites had added more cookies. It is important to remember that with this technique it was not possible to click the button in most websites, however, the ones that it was possible to click the button are introducing more cookies.
Figure 32: Domains with the same cookies after accepting CV.

The last Figure in this section is the case of modified ORM with Ninja Cookie plugin enabled. It is used to decline cookies on websites, so it should be fewer cookies. In Figure 33 it is possible to see that in 79.1% of websites that introduce cookies remain the same value. We can see that in 6.2% of the websites has reduced the number of cookies, and also we can see that in 14.8% of websites there are more cookies.

It is not normal that the Ninja Cookie plugin is adding cookies, so we did a manual inspection of the HTTP headers in that cases. We detect that the cookie is the same but it is repeated. So we can say that the Ninja Cookie plugin is working properly, nevertheless, in this case, it is blocking more than one time and the blocked cookies are repeated.
We can conclude in this section that after interacting with websites, most of the cookies remain the same, the accept cookie button should add cookies, but a big number of web pages are adding cookies by default. In addition, the Ninja Cookie plugin is the same case, that should remove cookies, but the ones that are introduced are not possible to remove.

4.5 Country vs percentage NOT accepted

GDPR says that all websites, independently of the origin country, must ask consent from their EU customers to have their data processed. As we have seen in the previous results, it is not in that way, and more than 50% of websites are not asking for consent from their users.

In this section, we want to inspect the origin of the website countries that are not asking for consent. Furthermore, we divide the countries as first parties domains and third parties domains. Inspecting the database, we have seen that in every domain there was more than one country, this is because there are subdomains and we are collecting also the countries of the subdomains. So the first party is the country of the main domain, and the third party is the country of the subdomain.

In Figure 34 is possible to see the different countries that are found in the inspected domains. The blue lines are countries of the main domain, and the orange lines are countries of the subdomains. The relation is country vs the percentage of NOT accepted, so websites that was not possible to click on the accept cookies button.
Considering the origin of the country, for example, we can see Spain (ES) that is a common subdomain in lots of websites since this project is realized in Spain. It is possible to perceive that as a subdomain, it is present in lots of websites that do not ask for consent. On the other hand, if we inspect the case as a first-party domain, this value improves a lot, showing that they ask consent from their customers.

Also, we want to distinguish between European countries and the ones that are not European. As we said, all countries must respect the law, however for example in Spain, it is less common to consult a Chinese website than a Spanish one.

In Figure 35 it is possible to see a map of Europe representing the values of the first parties domains. In general, these values as first parties are low, being the worst cases Sweden and the Czech Republic.
On the other hand, in Figure 36 we can see the values of the orange columns represented. The results change a lot, being present as subdomains in domains that do not ask for consent from their users.

Countries such as Italy, Switzerland, Austria, have gone from having 0% of not asking for consent, meaning that consent was requested in all cases, to 100% of cases that do not ask for consent.

Figure 35: Map of Europe first parties.
Finally the last two figures of this section, Figure 37 and Figure 38 contains the same information as Figure 35 and Figure 36 but in world map. Figure 37 contains the values considered first parties domains, and Figure 38 contains the values being as subdomians. It is possible to see in Figure 37 that the values are lower than the values of Figure 38.
To conclude this section, it has been observed that when a country corresponds to the main domain, usually is more respectfully with GDPR, asking for consent from their...
customers. However, when a country is a subdomain, the main domain usually does not ask for consent.

4.6 Cumulative Distribution Function (CDF)

This section, there are presented the results for different cases of the Cumulative Distribution Function (CDF). The CDF is an interesting graph because shows the distribution of the number of cookies.

In Figure 39 it is possible to see the CDF for the case of modified ORM with Selenium to accept cookies and the case of executing ORM by default, without any modification.

As it is possible to see, by default there are added cookies, but there is a higher number of fewer cookies. What this means is that for example, there are more websites that there are only introducing 1 cookie by default.

On the other hand, when we click the "accept cookies" button, there are more websites with a higher number of cookies. In Figure 39 the blue line represents the case after accepting cookies, and we can see the dot blue point for the case of one cookie that is lower than the red one for the same case.

![Figure 39: CDF cookies accepted vs default.](image)

In Figure 40, after analyzing 10000 domains, in the case of added cookies by default and the added cookies after accepting, the number of cookies increases a lot. Although, there is a high number of websites with a few cookies.
In Figure 41 it is possible to see the CDF for the case of the Ninja Cookie plugin enabled in ORM, and the case of executing ORM by default, without any modification. Theoretically, using the Ninja Cookie plugin should be fewer cookies, so the blue points should be higher for lower cookies. However, as mentioned in other sections, in some cases Ninja Cookies is blocking more than one time and is repeating cookies, so it counts as more cookies. Despite that, we can see that the blue line and the red line are practically equal.

In Figure 42 it is possible to see the CDF for the modified ORM with Computer Vision to accept cookies and the ORM by default. In this case, we can see that for lower values
of the number of cookies added there are fewer websites, and the values increase more for a higher number of cookies.

![Figure 42: CDF cookies computer vision vs default.]

Finally the last figure, the Figure 43 it is the representation of all CDF cases in one plot. We can see that the default ORM and Ninja Cookie plugin have similar values, and the methods to accept cookies increase the number of web pages with a higher number of cookies.

![Figure 43: CDF all cases.]

4.7 Famous domains vs number of cookies

In this section, we have chosen 10 websites that we consider famous or it can be more used in Europe. So we have considered that Chinese web pages are on top of the Alexa ranking, but with low probability will be visited in Europe.

Furthermore, we have chosen websites that contain cookies, to become aware that pages that are more probably to use in Europe are introducing cookies by default.

For example, google.com is a very famous and used domain. It is at the top of the Alexa ranking (number 1 in the list). As we can see in Figure 44 is introducing one cookie. Also, another example is amazon.com, which is introducing two cookies. In the following lines, we can see the cookie values of these domains, which we should inspect in more detail to determine if they are strictly necessary or are introducing something more.

![Number of cookies vs domains](image)

Figure 44: Famous domains vs number of cookies.

Value of google.com cookie header:

'set-cookie': 'CONSENT=PENDING+086; expires=Fri, 01-Jan-2038 00:00:00 GMT; path=/; domain=.google.com; Secure', 'status': '200', 'strict-transport-security': 'max-age=31536000', 'x-frame-options': 'SAMEORIGIN', 'x-xss-protection': '0'

Value of amazon.com cookie header 1:

'set-cookie': 'domain = .amazon.com', 'status': '200', 'strict-transport-security': 'max-age = 47474747; includeSubDomains; preload', 'vary': 'Content-Type, Accept-Encoding, X-Amzn-CDN-Cache, X-Amzn-AX-Treatment, User-Agent', 'via': '1.1bb2e82992d0b0058ac58c15961575f6c.cloudfront.net(CloudFront)', 'x-amz-cf-id': 'A6fB5G6cUAaAlsl-9Q8VXRtOSmSwnQjhW323r67q6oog2biLBccg ==', 'x-amz-
Value of amazon.com cookie header 2:

'Set-Cookie': nad-privacy=0; Domain=.amazon-adsystem.com; Expires=Wed, 01-Jul-2026 15:59:34 GMT; Path=/; Secure; HttpOnly; SameSite=None; 'Strict-Transport-Security': 'max-age=47474747; includeSubDomains; preload', 'Vary': 'Content-Type,Accept-Encoding, X-Amzn-CDN-Cache, X-Amzn-AX-Treatment,User-Agent', 'p3p': 'policyref="https://www.amazon.com/w3c/p3p.xml", CP="PSAo PSDo OUR SAM OTR DSP COR"', 'x-amz-rid': 'N4657QNKGMQA10C22NN1'
5 Budget

In this section, we detail the budget of the project. We consider that a developer will earn 10 euros per hour, an analyst will earn 15 euros per hour, and the project manager 20 euros per hour. Defined the salary and the task, we obtain the total expenses per task. We have to add the taxes that we consider that are 30%. Also, there are expenses related to renting, power, water, etc. So we have to add to the total expenses per task the generic expenses. Finally, we have to take into account that always can appear unexpected problems, so we add 15% for contingency. Finally, the total amount of money to develop this project is 9916,47 euros.

<table>
<thead>
<tr>
<th>CONCEPT</th>
<th>AMOUNT (€)</th>
<th>OBSERVATIONS</th>
</tr>
</thead>
<tbody>
<tr>
<td>Initial plan</td>
<td>800</td>
<td>40h * 20€/h (Project manager)</td>
</tr>
<tr>
<td>Control meetings</td>
<td>400</td>
<td>20h * 20€/h (Project manager)</td>
</tr>
<tr>
<td>GROUP 1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>State of the art</td>
<td>600</td>
<td>40h * 15€/h (Analyst)</td>
</tr>
<tr>
<td>ORM</td>
<td>375</td>
<td>25h * 15€/h (Analyst)</td>
</tr>
<tr>
<td>Selenium</td>
<td>225</td>
<td>15h * 15€/h (Analyst)</td>
</tr>
<tr>
<td>Python review</td>
<td>300</td>
<td>20h * 15€/h (Analyst)</td>
</tr>
<tr>
<td>GROUP 2</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Modifying ORM</td>
<td>300</td>
<td>30h * 10€/h (Developer)</td>
</tr>
<tr>
<td>Add plugins</td>
<td>200</td>
<td>20h * 10€/h (Developer)</td>
</tr>
<tr>
<td>Determine country</td>
<td>200</td>
<td>20h * 10€/h (Developer)</td>
</tr>
<tr>
<td>Generating results</td>
<td>600</td>
<td>60h * 10€/h (Developer)</td>
</tr>
<tr>
<td>GROUP 3</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Memory write</td>
<td>1400</td>
<td>70h * 20€/h (Project manager)</td>
</tr>
<tr>
<td>Lecture preparation</td>
<td>800</td>
<td>40h * 20€/h (Project manager)</td>
</tr>
<tr>
<td>GROUP 4</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>TOTAL EXPENSES PER TASK</td>
</tr>
<tr>
<td></td>
<td></td>
<td>TOTAL EXPENSES PER TASK WITH SS</td>
</tr>
<tr>
<td></td>
<td></td>
<td>30% more</td>
</tr>
<tr>
<td>Rent</td>
<td>500</td>
<td>5 m² for 20€/m². Duration of project 5 months</td>
</tr>
<tr>
<td>Water</td>
<td>4,11</td>
<td>Aprox. 100€ per year</td>
</tr>
<tr>
<td>Power</td>
<td>20,55</td>
<td>Aprox. 500€ per year</td>
</tr>
<tr>
<td>Internet</td>
<td>24,66</td>
<td>Aprox. 600€ per year</td>
</tr>
<tr>
<td>Laptop</td>
<td>13,7</td>
<td>MSI (2000€ with IVA). 6 years of life</td>
</tr>
<tr>
<td>TOTAL GENERIC EXPENSES</td>
<td>563,02</td>
<td></td>
</tr>
<tr>
<td>TOTAL EXPENSES PR TASK AND GENERIC</td>
<td>8623,02</td>
<td></td>
</tr>
<tr>
<td>CONTINGENCY</td>
<td>9916,473</td>
<td>15% more for unexpected problems</td>
</tr>
<tr>
<td>TOTAL</td>
<td>9916,473</td>
<td></td>
</tr>
</tbody>
</table>

Figure 45: Budget table.
6 Conclusions and future development

This chapter will present the conclusions of this project after understanding what is GDPR, the corresponding rules, and the usage of the cookies. Also, the problems found during the development of the project and future study lines that this work can follow.

GDPR is the European regulation that has a specific point that says websites must ask their EU customers for consent to have their data processed.

Based on this, in this project several methods have been used to interact with web pages and analyze if they are compliant with GDPR, analyzing the usage of the cookies.

The first objective of the project was to find out what would happen if we ignored cookies and what was the behavior of the web only executing ORM. We have seen that in that case, a big number of websites are introducing cookies by default.

The second objective of the project was to find out what would happen if we accepted cookies and how this changed the operation of the web. To do so, we have followed two approaches, the first one is modifying ORM using Selenium and the second approach is the usage of Computer Vision to detect the button and click on it.

A comparison with these two methods has been done, showing that Computer Vision has more difficulties detecting the button. Although, both methods have shown that more than 50% of the websites visited do not ask for user consent.

In the case that it is possible to click the button and accept cookies, there is an important number of sites that do not add more cookies, leaving the same ones that already existed.

The third objective of the project was to find out what would happen if we blocked cookies and how this changed the operation of the web. We have seen that in that case the cookies that already are inserted by default will remain and very few cookies are blocked.

Although, it is analyzed the distribution of cookies in each case. As we mention, lots of web pages are introducing cookies by default, but usually are few cookies. If it is possible to accept cookies, the number of cookies introduced by websites increase. On the other hand, rejecting cookies, more or less the number of cookies in each domain will remain the same.

Finally, GDPR says that every website that wants to collect information of an EU user must ask for consent before introducing any cookie, regardless of the country of origin of the domain.

So the last results related to the country of origin, show that countries of the main domains tend to ask for user consent. On the other hand, countries that are subdomains, show that the percentage of domains that ask for user consent is lower.

Finally, all these methods to detect if websites are following the law and generate statistics, are integrated into the ePrivacy Observatory. In this observatory is possible to analyze different tracking methods and the level of tracking of each domain.

During the development of the project, we try to integrate all the different methods with
the actual ORM. Due to compatibility reasons, we found that it was not possible to integrate it. The main problem was to modify ORM to integrate the Ninja Cookie plugin, it was required lots of modifications of the actual ORM version and a lot of time.

As a future line of development, it could be interesting to modify the ORM to integrate all the different methods to interact with websites.

Also, the results are generated with a small number of websites of the Alexa ranking due to different problems of space, and limitations of the computer. Another future line of development could be the generation of statistics with a large number of web pages of the Alexa ranking.

It is important to emphasize that with the integration of the modules with the newest version of ORM, automatically will be easier to generate the statistics with a large number of websites of the Alexa ranking.
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