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Abstract. Software quality is a many-faceted concept that depends on the kind of artifact to be measured, the context where measurement takes place, the quality framework used, and others. Furthermore, there is a great deal of standards, white papers, and in general proposals of any kind related to software quality. Consequently, a unified software quality framework seems to be needed to compare, combine or select these proposals and to define new ones. We propose a MOF-compliant approach for structuring quality models in order to formalise software quality issues and deal with quality information modelling. We propose two types of models: a generic model, situated in the M2 MOF layer, and a hierarchy of reference models, defined in the M1 and M0 MOF layers. The generic model elements are derived from the UML metamodel by specialization. Then, we can instantiate them to get reference models that can be further refined for defining quality frameworks to be used in different experiences. Each of these models is divided into three parts, namely fundamental concepts, metrics and context. We illustrate our proposal providing a multi-level reference model in the context of collection libraries quality evaluation.

1. Introduction

Quality assessment and management (QA&M) plays currently a crucial role in all the facets of software development. This means that not only the software process and the system-to-be are targets of QA&M, but also subprocesses such as specification, design and testing, and software-related artifacts such as system requirements, specifications and software architectures. As a result, we may find a great deal of proposals aiming at the study of QA&M issues in those contexts, so diverse in nature such as software process assessment and improvement [SE95, ISO98], analysis of data models like UML class diagrams [GPP02] or ER models [Moo98], measurement of OO designs [BM02], and so on. Furthermore, the tendency seems not to converge into more compact, general-purpose frameworks but on the contrary, to provide new, specialized proposals.

All of these proposals share a core of common concepts, e.g. metrics, quality factor, etc., but it is not obvious to identify similarities and differences between them. This difficulty hampers the understanding of the quality frameworks, their further extension or evolution, and their comparison when it becomes necessary to choose one in a given context.

Several authors claim that ontologies, conceptual models or similar descriptions are needed in order to precisely define the concepts, processes, languages and tools related to software quality [KHL01, OM04]. The goal is the definition of a framework useful to analyse the variety of approaches, to define new ones and to adapt the
existing ones to new contexts, As a result, it becomes necessary to work on the foundations, to obtain a set of widely accepted general concepts with a clear structure to be used as the basis of particular methods and tools.

In [BF04] we proposed a 3-level hierarchy of quality models. Each level was related to a different abstraction degree: the generic model provided a universal unified framework; reference models allowed the definition of operational frameworks, ready to be used as the concepts coming from the generic model were instantiated; domain models fit in the specificities of concrete QA&M experiences and set a comfortable way to deal with quality. This hierarchy was a good starting point for stating a quality framework but some serious problems were identified:

- Our proposal was ad hoc, without being integrated into any existing and consolidated metamodel, architecture or ontology. This was a serious drawback considering 3 different aspects: semantics of the models; reuse of existing concepts, methods and tools; and dissemination of the approach.
- The frontier among reference and domain models was too fuzzy and arbitrary. In fact, for some applications, we found that the last thing to refine was not the domain but other parts of the generic model, for instance the type of artifact itself or the metrics to be used.
- We just allowed one level of reference and domain models. This was in fact a serious limitation, since it was impossible to refine or combine models hampering thus quality knowledge structure and reuse.
- We included in the generic model a dimension (the language dimension) that is not present in all the approaches, unlike the other three dimensions that we consider.
- Our experiences were a few and then the proposal was still unstable. Once we acquired more knowledge we discovered some minor flaws, specially in the generic model.

In this paper we propose a conceptual framework for structuring quality models that overcomes these drawbacks. The framework is presented in section 2. The proposal is integrated into the MOF architecture [MOF03] as an extension of the UML metamodel [UML03], it supports a hierarchical structure of reference models without imposing any particular refinement order, it removes the language dimension and it has been validated with a greater number of cases (i.e., proposals about quality available in the literature). The core of the proposal is presented in sections 5 and 6. Previously, sections 3 and 4 provide a short summary about the MOF architecture and UML metamodel extensions. Section 7 provides the conclusions.

2. A Hierarchy of Quality Models

We present a framework for dealing with software quality that consists of a hierarchy of two types of quality models:

- **Generic model.** The root of the hierarchy. It introduces the fundamental concepts that are present in every single approach to QA&M. “Quality model”, “artifact” and “metrics” are some of these concepts. It is abstract enough to be used in several software engineering activities: specification, design, development, certification, selection, etc.

- **Reference models.** They provide particular interpretations of the generic model fundamental concepts in a particular setting. As an example, a reference model could be built up following the ideas of the ISO/IEC 9126 quality standard, part 1.
[ISO01] and incorporating metrics-related notions coming from the theory in [FP98, Zus98]. We may have different degrees of refinement which means that reference models can be structured in hierarchies until we obtain leaves, which stand for reference models that can be used in particular QA&M experiences. Also the hierarchy may contain models that are not obtained by refinement but by composition, because different models may focus on just one part of the generic model.

Although diverse, these two models are structured into three different parts:

- **Fundamental concepts**. It embraces the concepts and relationships that form the quality models and system requirements about quality. The concepts therein stem from general quality standards [IEEE92, ISO01] and widespread catalogues of quality factors and requirements [FiR03, KKP90].

- **Metrics**. Here we define the types of metrics to be used to measure the items defined by the model and to state the satisfaction of requirements. Classic proposals [FP98, Zus98] and quality standards again [ISO01] are the foundations of this part.

- **Context**. It has to do with the software domains which the quality models will be attached to; the structure of artifacts to be measured; and the environment in which they operate (a type of organisation, a particular one, a department, a project, etc.). Domains may be structured as a taxonomy as proposed in [GV95, CFQT04]. The artifacts may be aggregations or compositions of others.

Figure 1 illustrates the evolution from the generic model to reference ones. It shows also the recommended use of our framework. From the generic model, we obtain virtually hundreds of reference models, one for each consolidated proposal that has been defined in the literature for the concepts present in the generic model (we depict just three in the figure). For instance, we get a reference model for the ISO/IEC 9126 standard, other for the software domains as defined in the INCOSE taxonomy, other for the Stevens set of scales [Ste46], and so on. The important thing is that each of these reference models takes as few assumptions as possible, not compromising therefore its use unnecessarily; in fact, a great deal of these reference models just refine one of the three parts of the generic model sometimes even not completely.

These first-level reference models can then be refined to introduce details, as shown in fig. 1. This allows to structure quality proposals in such a way that details are introduced progressively, making understanding easier. A general strategy we have adopted is to use first-level reference models to represent the general structure of the approach, and second-level ones to indicate particular elements. Another strategy consists on using this refinement concept for distinguishing among normative or mandatory parts of a proposal (defined at the first-level) from optional or recommended parts (defined at lower levels). We present examples of both situations in section 6.

Once the target level of detail has been reached, we can combine the lower-level reference models to obtain new ones embracing all the aspects of quality. This combination can be made for several reasons: to put together widespread proposals for further use, as we will show in section 6; to construct ad hoc frameworks for particular experiences; or to create a collection of reusable frameworks that can be used in lots of quality-related experiences. Fig. 1 also illustrates this combination.
3. The MOF Architecture and the UML Metamodel

UML [UML03] is currently a de facto standard in object-oriented modeling. As it is a general purpose notation, it has to be tailored to specific contexts, in particular to different software domains. The extensions provide some clear advantages: the integration of the domain in a standard framework, a potential usage by the software engineering community and the existence of a large number of support tools. Moreover, integration to the widespread MOF metamodeling architecture [MOF03]—adopted by OMG—is also provided.

![Diagram](image)

**Fig. 1.** A framework for constructing quality models.

This metamodeling architecture consists of four layers: M0, M1, M2 and M3, such that layer M contains instances of elements defined in M0. M0 contains runtime objects. M1 is the model level and contains the classes for M0 objects; UML models are defined in M1. M2 is the metamodel level and contains elements used to build models in M1 (e.g., Class, Association and Dependency). The UML metamodel and other metamodels are defined in M2. Finally, M3 is the meta-metamodel level. MOF is the meta-metamodel shared by all the metamodels defined in the OMG framework. Its main contents are the essential elements of the UML metamodel (in particular, the infrastructure library of the UML 2.0 metamodel is reused in the MOF model definition [UML03]).
As mentioned in the introduction, in this paper we propose to extend the UML metamodel with concepts aimed at the generation of quality models of software-related artifacts. We want the result to be fully integrated in the MOF metamodeling architecture and coherent with the standard UML extension mechanism in order to end up with a UML-consistent result. There are two ways to tailor UML: (1) define a so-called heavyweight extension, which provides a first-class metamodel extension mechanism for extending the metamodel and (2) define a UML profile. While the first approach is more expressive and comprehensible, the second one provides compatibility with UML modelling tools. Therefore, in our work we have adopted both of them following the methodology defined in [FR04], which consists in two steps:

1. Proposal of a heavyweight extension of the UML metamodel, providing a properly built metamodel, fully integrated in the MOF architecture and preserving the semantics of the UML metamodel elements.
2. Transformation of the previous extension into a UML profile. Since the extension built in step 1 preserves the semantics of the original UML metamodel and since all its metalevels are based on already existing UML metalevels, this transformation can be done in a semi-automatic way using any of the methodologies presented in [JSZ04, FR04, UML03].

4. Induced Associations

In the previous section we were talking about heavyweight extensions which must be defined in layer M2 of the metamodeling hierarchy. In such an extension we may add new metaclasses and metaassociations between them.

Instances \(^1\) of layer M1 of a metaassociation are connecting metaclasses MCI and MC2 are collections of sets of elements \(<el, e2>\) being ei an instance of MCI and e2 an instance of MC2. Of course, the extension of these pairs must respect the cardinality of each role of the metaassociation.

Figure 2(a) is taken from our generic model, the extension of the UML metamodel we are going to present in section 5 (thus, in layer M2). You can see two metaclasses: Attribute and IndirectAttribute. You can also see a metaassociation dependsOn between them.

An instantiation of this fragment will take place in layer M1 as it is shown in figure 2(b). In this layer we find classes which are instances of the metaclasses in M2 (e.g., Characteristic -a kind of quality factor defined in standard ISO/IEC 9126-, an instance of IndirectAttribute and Subcharacteristic -another kind of factor defined by the same standard-, an instance of Attribute) and we find also an extension of the metaassociation dependsOn (e.g., the pair <Characteristic, Subcharacteristic>). We follow the notation proposed in UML 2.0; thus, we represent the extension of dependsOn in M1 through annotations in classes Characteristic and Subcharacteristic. Note that the existence of the metaassociation in the metamodel in figure 2(a) does not require the presence of an association in layer M1. If we want to

\(^1\) Instances of an association are usually called extensions and refer to the collection of pairs of objects, each one instance of each of the classes participants in the association, connected by it. Not to be confused with the term “metamodel extension” referring the addition of new elements to the metamodel. We will use the term “association extension” as it is the standard way to refer association’s instances.
express that the instantiation must contain an association between the instances of the metaclasses, metaassociation dependsOn should induce an association at layer M1, dependsOn_M1 as it is depicted in figure 3; this new association will record the connections established in M0 between instances of Characteristic and Subcharacteristic.

4.1 Definition.

We define precisely the above introduced concept of association induced by a metaassociation.

The main idea, continuing with the same example, is based on: 1) add a new metaclass DependsOn_Ass to the metamodel as a subclass of Association (coming form the UML metamodel) and 2) a constraint attached to the metaassociation dependsOn forcing every model in layer M1 to contain an association, instance of DependsOn_Ass, connecting each pair of classes in the extension of the metaassociation dependsOn. As a consequence of this constraint, in the example we are considering it is mandatory to establish, at layer M1, an association connecting classes Characteristic and Subcharacteristic as you may see in figure 3. This association, like any instance of DependsOn_Ass, is an association induced by the metaassociation dependsOn. Thus, the model in figure 2(b) is no longer a correct instantiation of the metamodel after the addition of the metaclass and the restriction.

Definition. Association induced by a metaassociation.

Given an extension of the UML metamodel at layer M2 containing two metaclasses MCI and MC2 and a metaassociation between them M2A, M2A induces associations at layer M1 if the extension of the metamodel includes: (see fig. 4):

- A subclass M1A of the UML metaclass Association. The instances of M1A (hence, at layer M1) will constitute associations induced by M2A.
A constraint \([c1]\) attached to \(M2A\) establishing:

\[
\begin{align*}
&\text{[c1]}: \text{MC1.allInstances}() \rightarrow \text{forAll}(\text{c1}) \\
&\quad \text{MC2.allInstances}() \rightarrow \text{forAll}(\text{c2}) \quad \text{c2.memberMC1} = \text{c1} \quad \text{implies} \\
&\quad \text{M1A.allInstances}() \rightarrow \exists(a) \\
&\quad \quad \quad \text{a.memberEnd} \rightarrow \exists(e) \quad e.\text{class} = \text{c1} \quad \text{and} \\
&\quad \quad \quad \text{a.memberEnd} \rightarrow \exists(e) \quad e.\text{class} = \text{c2})
\end{align*}
\]

That is, for all instances \(c1\) of \(MC1\) and \(c2\) of \(MC2\) such that \(<c1, c2>\) is in the extension of metaassociation \(M2A\), there is an instance of association \(M1A\) connecting \(c1\) and \(c2\).

A constraint \([c2]\) attached to \(M1A\) establishing:

\[
\begin{align*}
&\text{[c2]}: \text{M1A.allInstances}() \rightarrow \text{forAll}(a) \quad a.\text{memberEnd} \rightarrow \text{size}(a) = 2 \quad \text{and} \\
&\quad \exists(e) \quad e.\text{class} = \text{c1} \quad \text{and} \\
&\quad \exists(e) \quad e.\text{class} = \text{c2})
\end{align*}
\]

In other words, all instances of the association \(M1A\) will occur in \(M1\) between two classes which must be instances of \(MC1\) and \(MC2\).

![Graphical representation of induced associations](image)

Fig. 4. Graphical representation of induced associations.

We may express that a metaassociation induces associations at layer \(M1\) in a simpler way defining a boolean function \(\text{inducesAssociation(Metaassociation, Association)}\) with the meaning coming from \([c1]\) and \([c2]\). The definition of such a function is the following one:
context inducesAssociation(M2A: Association, M1A: Class):
Boolean
post: let MCI: Class=M2A.memberEnd->at(1).class,
MCI: Class=M2A.memberEnd->at(2).class in
Result=M1A.oclIsKindOf(Association) and
M1A.allInstances()->forAll(a
a.memberEnd->size()==2 and
a.memberEnd->exists(e|e.class.oclIsTypeOf(MCI)) and
a.memberEnd->exists(e|e.class.oclIsTypeOf(MC2)))
and
MC2.allInstances()->forAll(c2| c2.mci=MCI)
MC2.allInstances()->forAll(c2| c2.mci=MCI)
M1A.allInstances()->forAll(a|
a.memberEnd->exists(e|e.class=c1) and
a.memberEnd->exists(e|e.class=c2))))

Figure 5 is an example of the use of a boolean function of this kind. It refers to the
same situation we were considering at the beginning of this section.

Fig. 5. Induced associations (simplified notation).

4.2 Induced association classes.

In some cases we require the metamodel to induce association classes in the
instantiating models. For instance, in our generic model we have the concepts Domain
(any category of software artifacts to which we want to attach a quality model like
word processors) and Environment (circumstances under which the products will be
used like medium-sized enterprises). Of course, the metamodel also includes the
concept Quality Model. It also contains a metaassociation between metaclasses
Domain and Environment (denoting that a given domain of products may be used in
several environments). We want to induce in all instances of the metamodel the
following condition: a different quality model will be obtained for each pair <domain,
environment> in the extension of the previously cited metaassociation. In other
words, we want to induce an association class of type QualityModel attached to each
association established in MI between a domain and an environment.

This situation leads to the definition of induced association classes, analogous to
the previous concept of induced associations. The definition is similar to the one
already introduced in section 4.1 for induced associations and, hence, we don't repeat
it. Figure 6 shows the situation in a graphical way.
5. A Generic Model for Quality as an Extension of the UML Metamodel

We describe in this section the generic model of our framework as an extension of the UML metamodel. Hence, its elements are metaclasses and metaassociations at layer M2. Our target is the construction of a generic model in such a way that it provides a common quality metamodel which any reference model can be an instance of.

Figure 7 shows the package layout of the integration of the generic model into the UML metamodel and figure 8 shows the model itself. Table 1 lists the UML metamodel elements from which the generic model elements derive by specialization. Some of the elements inherit from more than one UML metaclass.

---

Fig. 6. Induced association classes.

Fig. 7. Integration of the reference model into the UML metamodel.
Table 1. Connection among the generic model and the UML metamodel.

<table>
<thead>
<tr>
<th>Generic model</th>
<th>UML metamodel</th>
</tr>
</thead>
<tbody>
<tr>
<td>Domain, Environment, Attribute (and heirs), Metrics</td>
<td>Classifier</td>
</tr>
<tr>
<td>MeasurableArtifact</td>
<td>Artifact</td>
</tr>
<tr>
<td>Scale, Unit</td>
<td>Enumeration</td>
</tr>
<tr>
<td>QualityType</td>
<td>DataType</td>
</tr>
<tr>
<td>Value, QualityStatement, AppliedQualityStatement</td>
<td>ValueSpecification</td>
</tr>
<tr>
<td>QualityModel, AppliedQualityModel, AppliedQualityStatement, Measurement, Influences</td>
<td>AssociationClass</td>
</tr>
</tbody>
</table>

Fig. 8. The generic model.

The elements are presented next. We structure the presentation into the three parts enumerated in section 2. In fact, the three parts are also structured as packages, but since this structure is not essential for the goal of the paper, we do not address this issue.

Context. Domain captures the knowledge about any kind of (parts of) MeasurableArtifacts for which a quality model is required. The concept of “artifact” is utterly comprehensive, embracing different things that can be as general as the notion of “office tool”, as specific as a “sorting algorithm”, or related not to the software itself but to software descriptions and documentations as models or specifications. It is important to remark that an artefact may belong to several domains. For instance, the quality of a geographical information system may be viewed from the point of view of information systems and from the point of view of geographical software.
The class Environment represents the circumstances in which the domains are used. It may define the kind of organization (for instance, a huge supermarket, a non-governmental organization, ...), a kind of project (like a CMM level 3 one), etc.

Taking into account that the three classes have been defined as UML classifiers, we can compose instances of these three elements and refine them, therefore we may construct taxonomies of domains and packages of artefacts, we can tailor quality concepts in each single department of an organization, etc. As a consequence, we may define in a reference model, for instance, that the reliability of a component is a combination of the reliability of its subcomponents.

**Fundamental concepts.** A QualityModel will be used for a domain in a given environment (e.g., there will be a quality model for groupware systems in medium-size companies and a quality model for mail servers in ISPs). As an artefact may belong to several domains and a domain may be used in several environments, several quality models may be applicable to each artefact. Quality models include quality Attributes (such as efficiency, reliability, etc.). As Attribute is an heir of Classifier, we may organize them as a hierarchy, which is the usual case in most proposals. Therefore, they can be Direct or Indirect; indirect attributes depend on others. Attributes are not mutually independent and so their influence on each other is also represented. Influences allows categorizing and grading these dependencies (providing kind, intensity, etc.). The class QualityStatement represents quality requirements, constraints, criteria and other elements that concern a quality model and that may be needed to use the model in an evaluation process.

A quality model is applied on an artefact to obtain an AppliedQualityModel in which its attributes will be evaluated. This concept is the cornerstone of a particular QA&M experience. It allows for instance to obtain a quality model for a particular mail server, ERP system, UML class diagram, or whatever. Quality statements over an applied quality model are called AppliedQualityStatements and are the refinement of the quality statements (e.g., "The page shall be downloaded in less than 5 secs.") of a particular quality model involving attributes from this model (e.g., throughput or refreshing time).

**Metrics.** The class Metrics represent possible methods to perform measurements of attributes to find the value to assign. Metrics are mainly characterised by the category of their Scale (which define their properties), their Unit of measurement and the QualityType of their Values (that of course shall be compatible with the scale).

Measurement appears as the assignment of values to the attributes of the artefacts under consideration by applying a particular method of measurement in the form of a metric that applies to the attribute. It is possible for a given attribute to be measured with different methods in different quality models. For this reason, it would have been more natural to model this measurement as a ternary relationship between quality models, artefacts and attributes, but since ternary associations are not supported by the MOF at level M2 [MOF03], we have decomposed them into binaries.

As we stated in section 4, the presence of a metaassociation in the metamodel between the metaclasses MA and MB does not require the presence of an association in layer M1 between the instances of MA and MB. This behaviour does not align well with the special nature of the metaassociations that come up in our generic model: all of them should induce associations or association classes in the reference and domain models. As an example, consider in figure 3 the metaassociation dependsOn between
the metaclasses IndirectAttribute and Attribute (an indirect attribute depends on other attributes). The extension of this association occurs in the reference model (M1) and links a specific instance of IndirectAttribute (e.g., the instance Characteristic that corresponds to the concept of characteristic in the ISO/IEC9126-1 standard) with another of Attribute (e.g., the Subcharacteristic from the same standard). However, the reference model should contain an M1 association between the classes Characteristic and Subcharacteristic, in order to state which specific Subcharacteristic instances at M0 (e.g., Suitability) depend on which specific Characteristic instances (e.g., Functionality). Unfortunately, this M1 association is not implied by the dependsOn metaassociation. Since it must be enforced, we will make the metaassociation of the generic model induce it by means of the notion of induced association.

All the associations that come up in the generic model (fig. 8) have been identified to induce associations in the reference models at level M1; therefore, for each of them, an instance of the Association UML metaclass has been defined with the same name. In the particular case of AssociationClass heirs (listed in table 1), table 2 shows the metaclasses that, along with the corresponding meta-associations of the generic model, induce association classes in the reference models. For example, we will see in the next section that the metaclass QualityModel together with the metaassociation usedIn (between Domain and Environment) induces an association class as shown in fig. 10.

<table>
<thead>
<tr>
<th>Metaclass</th>
<th>Corresponding metaassociation</th>
</tr>
</thead>
<tbody>
<tr>
<td>QualityModel</td>
<td>usedIn</td>
</tr>
<tr>
<td>AppliedQualityStatement</td>
<td>concerns</td>
</tr>
<tr>
<td>AppliedModel</td>
<td>applicable</td>
</tr>
<tr>
<td>Measurement</td>
<td>evaluates</td>
</tr>
<tr>
<td>Influences</td>
<td>influences</td>
</tr>
</tbody>
</table>

6. A Reference Model for Stating the Quality of Collection Libraries

In this section we aim at building a reference model for the evaluation of collection libraries such as JCF [AGH00], STL [MS96] and LEDA [MN99]. This experience could be necessary in some situations, remarkably as a particular case of Commercial Off-The-Shelf (COTS) component selection [FSR96].

According to the guidelines outlined in the introduction, we adopt a strategy such that the reference models are fine-grained (i.e., each of them refines just those elements directly implied by the approach) making easier their reuse in many contexts. The general strategy is depicted at fig. 9. We decide to divide the experience into two parts. In the first part we build a reference model for COTS selection, called COTS selection framework in the figure. This is build upon:

- The ISO/IEC 9126 standard, parts 1 (the quality model structure [ISO01]) and 2 (proposal of external metrics for software artifacts [ISO03]).
- The NFR framework [CNYM00] for establishing different degrees of relationships among quality factors.
• Fenton’s metrics framework [FP98] for presenting metrics fundamental concepts.
• A commercial classification of COTS components coming from the Gartner consulting group to define software domains of interest [Gar04].

At the first level of the hierarchy, we provide separate refinements for each of the parts (fundamentals, metrics and domain) of the generic model focusing on the general layout of each proposal. The three resulting models stay at the M1 MOF layer, with their elements obtained as instantiations of the M2 generic model; in particular, each association in M2 induces an association or association class in M1 as explained at the end of the previous section.

In the second level we include concrete values for the concepts, i.e.: the quality factors provided by the ISO/IEC 9126-1 (efficiency, suitability, ...); the NFR type of links (hurt, some, ...); Fenton’s scales (nominal, ordinal, ... ) with simple types; and the concrete elements of the Gartner hierarchy (CRM, ERP, DCM, ...). The added parts of these models are at M0, which means that their elements are instances of the former M1 reference models (which of course are preserved at this level).

In the third level we add more detail to the metrics part refining by means of the ISO/IEC 9126-3 (including types, units, etc.). We did not include this part in the former level again for enhancing reuse: we can propose other concrete metrics starting from the level-two metrics-related model. Also, at this third level, we merge the two level-2 reference models that refined the fundamental concepts part. Finally, at the forth level, we join the three reference models for fundamental concepts, metrics and context and we obtain the target COTS selection framework. This reference model may be used as starting point for building proposals for supporting COTS selection processes at any kind of software domain, such as ERP systems and collection libraries.

The reference model for collection libraries is based on two basic manipulations. On the one hand, the internal structure of the collection libraries shall be represented in the reference model. This is done at the first two levels, by declaring the artifacts as composable (M1) and then by defining a collection library as composed by collections and algorithms, the former composed of data structures and operations (M0). On the other hand, the COTS selection framework is specialized not only by including this new second-level model but also by modifying the instances in M0 for customizing to this domain. Once we have the model built, we evaluate particular collection libraries such as JCF, STL and LEDA.
Let's take a closer look at the resulting models. We present directly the COTS selection framework at fig. 10 (M1) and 11 (M0). We may observe the following:

- The inheritance hierarchy classifying attributes as direct and indirect is combined in this particular model with the classification of quality factors in attributes
dependent and characteristics made by the standard ISO/IEC 9126. The refined model reflects ISO/IEC's directives concerning the hierarchy (see <<dependencies>> associations): characteristics may be decomposed into subcharacteristics, subcharacteristics into other subcharacteristics and attributes and, finally, attributes may be decomposed into subcharacteristics.
- Metrics will be classified as observations and formula depending on the way to obtain attribute's values (measuring or calculating).

Fig. 9. General structure of the COTS selection reference model (FC: fundamental concepts; M: metrics; C: context).

---

2 Please do not be get confused with the general term “attribute” that we have introduced in the generic model and the particular term “attribute” as defined in the ISO/IEC 9126-1 standard.
• Quality types may be *simple* or *enumerated*. Simple ones will include integers, strings, booleans and other frequently used types. There are also many situations in which we must assign a value taken from an enumeration (ranks, labels, …)
• There will exist an object representing each kind of influence as defined in the NFR framework (break, hurt, unknown, help and make). Analogously, each characteristic and subcharacteristic as defined by the ISO/IEC standard will be represented by an object of the appropriate class. Links corresponding to the extension of the association \textit{dependsOn} will reflect the decomposition of characteristics into subcharacteristics defined by the standard. On the other hand, the extension of \textit{Influences} will take into account how the quality factors interact with each other. An excerpt of these objects and links is shown at the top of fig. 11.
• The rest of fig. 11 shows how a similar use of objects and links is going to represent software domains and categories defined by the Gartner group together with their hierarchical relations and scales, types and their compatibility.

![Diagram](image-url)

*Fig. 10. Reference model for the COTS selection framework, M1 layer.*
Concerning the customization for the collections library case, fig. 12 summarizes the changes in both levels. At level M1, it is just required to declare a recursive association over Artifact to represent the notion of artifact composition. At level M0:

- A new type of value is introduced for measuring the efficiency of data structures and algorithms using the big-Oh notation [BB96]. Correspondingly, the values for this type are also introduced: O(1) or constant; O(n) or linear; and so on.
- The structure of collection libraries is depicted at three levels: library; collections and algorithms; data structures and operations. Although not shown in the figure, this structure may also be used to define hierarchical metrics. For instance, we may define the efficiency of a collection as a calculation over the efficiency of its components.
- The ISO/IEC 9126-1 model is customized for this particular domain. For instance, we show how the subcharacteristic Attractiveness disappears, because it does not apply in this context according to its definition. The same happens with others.
- The metrics for measuring efficiency with the big-Oh notation also appear at M0.
Fig. 12. The COTS selection framework customised to the collection libraries domain.

7. Conclusions

In this paper we have presented a MOF-compliant framework for dealing with software quality modeling. The contributions of the proposal are:

- The most important aspects of software quality are integrated into a single framework: the definition of quality factors, quality requirements, the structure of analysed artifacts, the metrics, and so on. Our framework has been extensively validated, which has resulted in an important improvement with respect to previous versions such as [BF04].

- The framework is compliant with the MOF architecture and defined as an extension of the UML metamodel. Therefore, it has a more clearly defined semantics and we are able to reuse concepts (e.g., classifier), methods (e.g., metamodel extension methodologies) and tools (e.g., for defining profiles) that are well known in the community. Dissemination of the proposal is also ameliorated.

- The proposal is highly structured, with a hierarchy of reference models that allow to define quality proposals in fine-grained chunks and to put them together as desired. In fact, we aim at constructing a catalogue of such chunks to be able to define quality frameworks in an easy and flexible way.

- We have identified some methodological guides in the construction of quality frameworks. The scenario presented in section 2 and illustrated in section 6 is very common and the definition of levels in the hierarchy as done in the example applies to the general case.

- As an additional point, we have defined a concept, the one of induced associations, which has been very valuable in our work. We think that it can be necessary in other contexts different than the target of this paper and therefore one future work is to formalize it and to check if it also applies to other constructs, especially inheritance.

Some other proposals have been proposed for dealing with software quality by means of generic frameworks. An important approach is the work by Kitchenham et al.
which defines a data model and uses it for storing experimental data. The
model is not intended to be a general framework but nevertheless it is an attempt to
gather quality information in a single model. More recently, there has been a joint
effort in the Spanish and south-american community to produce an ontology of
software quality with special focus on metrics [0ls+02, Gar+04]. Unfortunately, this
work is not spread enough for the moment and to the best of our knowledge is only
available in Spanish, except for the continuation [OM04]. Our proposal is more
comprehensive than these approaches since it is aimed at embracing the huge variety
of conceptual and quality. In addition, these proposals do not provide integration
with the MOF architecture or UML metamodels and do not provide this notion of
stepwise refinement for building quality frameworks presented in this paper.
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